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ABSTRACT

The Greek Navy is trying to create a Web-enabled Data Base system, which will
enhance and facilitate the process of assigning duties (jobs) to its officers.

This study provides a prototype of implementing the job-to-officers assignment
process by creating a manpower Data Base accessed via the Internet. This prototype is
based on the 3-tier architecture, having both the Web and Data Base design and
implementation. Behind the scenes, is a multi-criteria decision algorithm that takes the
officers credentials and the officers’ and commands' preferences into account and then it
determines the best distribution of the officersto the available jobs.

This thesis and the supporting research will strive to develop the requirements and
a working prototype web site for the detailer and reduce both manpower and time

required to complete the assignment process conducted by the Greek Navy’s Department
of Personnel.
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l. INTRODUCTION

A. BACKGROUND

Greek Navy officers are currently assigned to new billets by detailers, much the
same way as the U.S. Navy operates. Detallers are subject matter experts who use
intuition and experience to match officers with available command billets. However,
officer preferences for available billets and command preferences for available officers
are not explicitly taken into account. Thus, it is likely that the assignment of officers to
billets is suboptimal with respect to “goodness of fit” involving preferences from both the

supply and demand sides.

At present, the detailer has no direct on-line access to manpower data for the
naval officers and no direct ability to make decisions. The appropriate data, which are
the individual officer's preferences, the Command's preferences and the officer's
credentials and qualifications, are collected manually, rather than automatically, and then
processed by the detailer who is responsible to make the final decisions. The current
process requires time and effort for the detailer to make a final decision. Changes and
tracking of each job-officer assignments are difficult to accomplish since there is no tool

operated specially for that purpose.

The purpose of this thesis is to develop requirements and a corresponding
prototype database, decision support system, and web site for the Greek Navy’'s
Manpower Requirements. This work will develop a web-enabled database by which the
detailer - the Greek Navy’s Department of Personnel (DoP) officer in charge of the job-
to-officer assignment process - can view manpower data about the officers of the Greek
Navy, view officers preferences for available jobs and commands preferences for
available officers, and finally exercise a pattern-matching heuristic which provides a
straw-man assignment from which he/she can eventually assign the best officers to the
most applicable and available jobs-stations allowing him/her to make appropriate,

relevant and rational decisions.



B. AREA OF RESEARCH

The area of research for this thesis deals with multi-tiered web enabled databases,
the synchronization of distributed databases, and the use of decision support tools.
Currently, the Greek Navy is in the planning stages of developing a “Web-Interface”
whereby the detailer can view manpower data on the officers of the Greek Navy and
assign the best officers to the most applicable, relevant, and available jobs-stations. All
the naval officers will have to visit the website and declare their preferences on-line over
the Internet, while at the same time the Commands will designate their own preferences
for the officers whom they would like to fill their corresponding job vacancies. This
effort will replace the current way of managing manpower data. This thesis and the
supporting research will develop the requirements and a working prototype web site for
the detailer with the objective of improving the assignment process with respect to
goodness of fit while simultaneously reducing both manpower and time required to
complete the assignment process conducted by the Greek Navy’s DoP.
C. RESEARCH QUESTIONS

What is an appropriate design for the data, model, and user interface
components of a decision support system to support the matching of
officers with jobs?

What a multi-criteria, pattern-matching decision model is appropriate for
choosing preferred jobs and/or selecting preferred people to fill specific
jobs?

What overall system architecture model is appropriate for integrating
database with decision tools in a Web-based environment?

D. SCOPE AND METHODOL OGY

1 Scope

Thisthesiswill provide a single user prototype for the assignment process. It will
provide the essentials for designing and creating a database for the jobs-to-officers
assignment process and also integrate some kind(s) of multi-criteria decision model(s)
with that database. It will not use real data in most, if not all, cases, but rather use
fabricated data to show “proof of concept”. Moreover the thesis will provide a means for
accessing the database via the Internet.



The scope includes:

Definition and description of the functional requirements of the Manpower
Web Site

Technical description of the ASP scripts written to implement the
functional requirements

Description of a proposed general administration of the web site and local
database

Development of a prototype web site that utilizes a local relational
database

Demonstration of an operational web site on a server. The following
items will be the technical products of my thesis work:

Set up backend database (SQL Sever 2000) containing a
manpower datafile

Set up aweb server (11S-5) and load appropriate HTML and ASP
files

Demonstrate User authentication

The prototype will demonstrate severa different WRITE pages
(data update). The thrust of the prototype is to demonstrate that
this approach can work in principle, not to program 50-100 ASP
web pagesin its entirety.

2. M ethodology
The methodology used in this thesis research follows:
Investigate existing manpower assignment models
Conduct review of 11S-5 web server technology
Conduct review of Microsoft SQL Server 2000 technology
Conduct review of Windows XP Professiona network administration
Design Microsoft SQL Server 2000 database

Build web site containing web pages for the users — Officers, Commands,
Detailer

Build multi-criteriamodel for job preference and candidate preference
Implement multi-criteria matching process

Test produced prototype



Assumptionsand Limitations
Assumptions

Network Architecture and Server Software. The Greek Navy is
more oriented towards the Microsoft software technology. This
justifies the use of a Microsoft’s product like SQL Server 2000 for
this application.

Client Software. Virtualy all of the desktop computers within the
Greek Navy have a Windows-based operating system, usually
Windows 2000 Professional (Client).

Database. Beyond Microsoft Access available in the Microsoft
Office (2000/XP), there is no widely utilized DBMS (Database
Management System) within the Greek Navy. Microsoft Accessis
widely used at the local unit level. Access is an adequate DBMS
client/server product for limited functions, but is not appropriate as
a backend database for larger scale requirements with greater
security needs. The requirements for this database demand a
commercial DBMS. As such, | have selected Microsoft SQL
Server 2000 mainly for the ease of integration with the Microsoft
based networks used throughout the Greek Navy.

Limitations

Data. The manpower web site prototype does not use real data for
a variety of reasons. First, the confidentiality of real data is by
itself a significant reason for not using it. A second reason is the
limited availability of real data. The dispersion of data makes it
difficult to be collected and organized. A final reason is that this
prototype is implemented several miles away from Greece.

Security. Security features of the manpower web site prototype
will be addressed in Chapter V. However, the thrust of this thesis
and the prototype is a proof of technical concept. Before any
actual deployment of the prototype, it would need to be thoroughly
analyzed by security experts to ensure that the manpower data
being accessed is indeed secure.

Scale. The manpower web site prototype developed for this thesis
will not address issues related to scale. Any actual deployment of
the web site prototype could entail a sizable load (number of
connected users) on the web and database server. The manpower
web site prototype is being developed on a home computer that has
neither the hardware nor software to handle/test heavily

web/database  traffic. Professonal web and database
administrators would need to be employed to test the manpower
web site prototype.



Reliability. Reliability is on the other side of the coin of scale.
Again, it is beyond the scope of this thesis to analyze and test the
reliability of the web and database server with a heavy load.
Commercial servers and their software have features that provide
for fail-over mechanisms and mirror sites both for the web server
and database server.

In order to fulfill the objectives of this thesis, the material presented will be
organized in the following manner. Chapter 11 will cover background materia regarding
the Greek Navy’s Manpower requirements and related works on that subject. Chapter 11|
will address the database design presenting the Entity-Relationship Diagram (ERD) and
the final relational concepts. Chapter 1V will cover the multi-dimension decision model
and the corresponding pattern-matching algorithm. Chapter V will address the system
architecture of the prototype providing a description of the programming of the web
pages and database queries necessary to support the functional requirements of the
prototype. Finally, Chapter VI will present recommendations, conclusions, and further
work on the web enabled database.
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II.  BACKGROUND

In order to analyze the requirements and develop a prototype for the Greek Navy
web-enabled database, an understanding of the Greek Navy’s DoP' s process to assign a
job to an officer isrequired. Also, past researches and papers are thoroughly examined in
order to suggest ways and methods that will help to solve the problem more efficiently.
A. GREEK NAVY MANPOWER REQUIREMENTS

Currently the DoP is following a rather old fashioned procedure to select an
officer for a specific job. This does not mean that the DoP doesn't use current
technology in order to help its job perform its job better. The DoP is using proprietary
systems like desktop computers, which have W2K Professional as their operating
systems. Based on the needs of the Navy the DoP examines the jobs and their
requirements. It also examines the qualifications and credentials of the officers. After
that it assigns a job to an officer trying to find the best match between them. It tries to
find a match beginning from the officers with higher ranks through those with lower

ranks.

The whole process, even if it is quite straightforward, it requires significant effort
because of the huge amount of data that is dispersed in different places. The DoP
personnel have to first collect the data first, and then process it, and this may require
significant man months of time. Things may become more complicated when a change
must be made. The personnel might have to reexamine the job and the officers and
probably collect different data than the ones collected before since the requirements
might have changed. Changes and tracking of each job-officer assignments are difficult

to be accomplished since there is no tool operated specially for that purpose.

The DoP decided recently that it will take the preferences of the officers for their
next job assignment into account. Every officer must complete aform, which contains all
the appropriate personnel information such as the officer’s identification number, first
name, last name, rank, preference and then send it back to the DoP via secure mail. The

DoP personnel collect al these forms and use them for the job-to-officer assignment



process. The distribution and collection of the forms may last many days or maybe even
weeks. Should a mistake be made or could a form get lost, the whole process for that

specific form must be reinitiated from scratch.

At present, the detailer has no direct on-line access to manpower data for the
naval officers and no direct ability to make decisions. The officers have to send their
preferences manually instead of automaticaly via an on-line intermediary tool. The
commands currently do not have the ability to specify preferences for the officers that the
commands would like them to occupy the jobs under their command. The appropriate
data, which are the individual officer’s preferences and the officer’s credentials and
gualifications, are collected manualy, rather than automatically, and then processed by
the DoP, with the detailer who is responsible to making the final decisions.

The Greek Navy wants a place where all manpower data related to the Navy
officers and commands will be stored. These data include the credentials and
gualifications of the officer, the officer’s job preferences and the command’ s preferences
for the officers for a particular job under that command. The qualifications of an officer
include the languages that he can speak, and past experience that he/she may have for a
particular job. Diligence, discretion and secrecy are some of the credentials that an
officer may have. Moreover, data such as the rank, the specialty and the minimum sea

time required for an officer’s rank should be stored.

This thesis will suggest an alternate approach to replace the current way of
managing manpower data. It will strive to develop the requirements and a working
prototype web site for the detailer and in order to reduce both manpower and time
required to compl ete the assignment process conducted by the DoP.

B. RELATED WORK

In order to determine an efficient approach to this project, sufficient research

should be done to documents that tried to find an effective solution to the multi-criteria

decision problem of matching officers and jobs.

The meaning of multi-criteria decision problem, in contrast to the one-criterion
decision problem, is that there are at least two criteria as variable inputs in the decision

problem. In this particular case, the first criterion is the preference of an officer for a
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particular job. For example the x officer prefers the y job (that belongs to the z
command). The second criterion is the command preference for the officers for a
particular job under that command. In other words “the y job (that belongs to the z
command) specifies a preference for the x officer”. The third criterion is the credentials
and qualifications of the officers. For example an x; officer may be eligible only for jobs
y1 and y, but not for job ys, whereas an x; officer may be eligible for jobs y, and ys, but

not eligible for job y;, but he may be more qualified for the job y; than x; is.

We will examine two approaches to this problem that have appeared in the recent
literature. The first adopts agent-based technology as away of establishing a marketplace
for jobs and officers, whereas the second adopts a more traditional operations research

optimization approach based upon the assignment algorithm.

The first approach is described in William R. Gates and Mark E. Nissen with title
“Two-Sided Matching Agents for Electronic Employment Market Design: Social Welfare

Implications [Reference 1]”.

The paper describes an exploratory experiment to assess the performance of five
aternative employment market designs. These are the following: a. unassisted, b.
assisted, c. personnel mall, d. two-sided matching algorithm and e. optimization. In the
first two methods, the job-to-seeker matching process is conducted by people. In the
remaining methods, this matching is conducted automatically by different market
mechanisms. As the name implies, the unassisted condition is used to assess the
performance of people performing the matching task with no technological or agorithmic
support. In the assisted condition people use a product called Logica Decisions for
Windows (Logical Decisions 1993) to assist them with the matching task. The Personnel
Mall uses software agents to represent both employers and job seekers, and quasi-prices
(i.e., inverse utilities) to represent employer and job seeker preferences. The fourth
experimental condition automates the matching task through a two-sided matching
algorithm, which is set up to simultaneously consider the preferences of all employers
and job seekers. Lastly, the fifth experimental condition automates the matching task
through an optimization algorithm, which explicitly seeks to minimize average quasi-

price across the entire set of employers, job seekers, or both.
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Table 1 summarizes job seeker, employer and total social welfare for each of the
experimental conditions. It appears from these results that the optimization approach
produces an increase for both the job seeker and employer social welfare, while the
combined optimization produces the highest payoff in terms of total social welfare. The
latter conclusion illuminates the need of an optimization algorithm that automates the

job-to-officer matching process for the current thesis.

Aggregate Ageregate
Experimental Condition Job Secker Employer Total

Social Wellare Social Welfare Social Wellare
Unassisted $6.08 $6.52 $12.60
Assisted $6.13 $6.55 $12.68
P-Mall — Emplover $6.13 $6.63 $12.76
P-Mall — Job Seeker $6.89%%%  13.4% $7.01%**  7.5% $13.90%*%  10.4%
Matching Algorithm $7.00%**  15.2% $6.84%*%* 4.8% $13.84%**% 9.8%
Optimization — Emplover $6.09 §7.48**%%  14.7%  513.57*** 7.7%
Optimization — Job Secker $7.32%%%  20.5% $3.96%**F  _835%  $13.20%*%% 55%
Optimization — Combined $7.06%%*  16.2% $7.24%**  11.0%  $14.30%** 13.5%

##% Significant at 99%

Table 1. Social Welfare Per Assignment (Change from Unassisted Control Group).

The second approach, which was conducted by Hemant K. Bhargava and Kevin J.
Snoap, is described in “Reengineering Recruit Distribution in the U.S. Marine Corps
[Reference 2]. The purpose of this paper is to improve the way that the U.S. Marine
Corps new recruits are distributed to entry-level schools. The system that performs the
distribution is called RDdss and uses a computer-based model caled RDM. The RDM
finds the best distribution by trying to minimize the total number of unfilled seats over all
the entire schools. This paper describes some improvements on that system taking into

account a variety of additional factors not heretofore considered.

First of all, the desire of the Marine is fulfilled through a contract guarantee called
a PEF (program enlisted for), specified during the recruiting process. A PEF establishes
which schools a recruit wishes to go to. A second concern in recruit distribution is that

the Marine should be checked to see whether he/she is suitable for a specific school. The
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Suitability is determined by matching a Marine's qualifications and a school's
requirements, described as properties. This is analogous to the Greek Navy preference

system we are proposing.

Third, the timing of the distributions is of great significance since schools may
have different starting dates whereas Marines are seeking for jobs every week. Any seats
left unfilled in classes are a wasted resource.

Finally, since there may be alack of seats in the only classes for which a Marine
is eligible for, or perhaps because a Marine is not qualified for any of the schools
consistent with his or her PEF guarantee, there is a possibility that some Marines may be

left unassigned in the end.

The new approach develops a penalty function in which week 1 school seats have
a disproportionately high shortfall penalty, since seats left empty in these schools will
never get filled. Beyond week 1, shortfall penalty is an inverse function of the school's
start date. Table 2 shows the penalty for each unfilled seat per days to school start date.
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Table 2. Above is the Penalty Function for Not Filling School Seats. The Penalty
is Disproportionately High for Week 1 Classes, Since Unassigned Seats Will
Remain Unutilized.
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RDM was based on a procedure meant to minimize unfilled seats. It is not
concerned about the quality of the assignment decisions. There is an obvious tradeoff
between the desire to fill more seats and the desire to achieve good fit in the distributions.

For that purpose a multi-criteria objective function is used:
Maximize Total Utility = K gy - FitnessScore — K gy - PenaltyScore

Coefficients Kyi; and Ky are control parameters which the model manager can use

to create multiple alternative solutions.

In order to compute the FitnessScore, the properties of each school and the
qualifications of each Marine are taken into account. Each school has some mandatory
properties that affect eligibility. Moreover it may have some desirable properties. These

properties are ranked along descending importance in levels 1 through 6.

Fitness points

2 3 4 3 [

Level of property

Table 3. Above is the Exponential Function for Assigning Fitness Points Based on
the Level of Property Satisfied.

The procedure for computing Marine-to-School fitness can be summarized in two
steps asfollows.

For each school, assign a fixed initial score to al Marines who meet the
eligibility criteria for that school (ineligible Marines get a score of zero).
This score (a typical vaue is 70) represents the weight given to the
mandatory properties in computing suitability. Then, examine desirable
properties and assign additional points according to the level of the
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property to Marines who meet each desirable property (see Figure 3). The
result isan initia fitness score for each Marine for the given school.

For each school, normalize the initial scores so that the average fitness
score computed over all Marines eligible for that school is 100. This
condition is critical for gaming RDdss to produce good recruitment
decisions.

Given the assignment model, it may seem that the solution with the highest utility
isthe best distribution. However, thisis not alwaystrue. First, the utility score cannot be
used for comparative purposes, partly because it is vulnerable to the choice of scales for
measuring penalty and fitness. Second, the relative importance of fit and fill has not been
established in the Marine Corps. Third, while fit and fill are important aspects of solution
quality they are not the only ones.

For that purpose there are four metrics for evaluating the solution that are defined.
The first metric is the total number of unfilled seats in schools starting in the first week.
These represent wasted resources. The second metric is the average number of weeks
Marines wait before beginning school. The third metric is the total number of Marines
not assigned to any school and finally the fourth metric is the fitness premium (averaged
over al schools), compared to an average distribution. Thisis the difference between the
average fitness for the proposed distribution and the average fitness (by definition, 100)

for an average distribution.

Now it may be seen why it is important to normalize fitness scores. Since all
schools have an average fitness score of 100, an average distribution will have a score of
100 for every problem instance. Hence any increase (decrease) in average fithess can be
interpreted as a fitness premium that can then be traded off against any loss (gain) in the
other 3 metrics. This concept of a fitness premium supports the tradeoff analysis that is
necessary to choose a good final solution.

Giving different values to Ky and Ky, different values for the four metrics are
produced. Below is a procedure that determines what Ky; and Ky values should be used
and when the comparison should stop.

Run the model with Ks; = 0 and Ky = 1. The “fill” and “wait” scores for
this run are, by definition, the best achievable fill and wait scores for the
given problem instance.
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Run the model with Ky to 1 and Ky to 0. The “fit” score for thisrun is
the best possible fithess for the given instance, and this usualy is
accompanied by alargelossin fill and wait.

Set Kyt to 1 and Ky to around 10. This run closes part of the fitness gap,
but possibly resultsin somelossin fill and/or wait.

Conduct additional runs by successively increasing (or decreasing) the fill
weight depending on whether the aim is to improve fill (or fit). The fina
decision is made by comparing the scores on the 4 metrics.

Table 4 gives a representative example of this procedure.

Fun 1 | Bun 2 | Bun 3 | Bun 4 | Run 5
K (Fit Fill) (0.1} (1.0 (1.1} (1.6) i(1.4)
[Unfilled Seats (wk 1) 23 38 o5 23 23
Average Fitness Premium 25 J4 33 21y 33
[Tnassigned Marines 3 3 3 3 3
Average Wait (weels) 1.8 1.7 .4 1.3 1.32
Table 4. Example: Finding a Good Distribution. The first two columns represent

extreme solutions on Fit and Fill. Run 3 achieves excellent Fit, but at some lossin
Fill and Wait. Run 4 makes only amarginal improvement in Fitness. Run 5
achieves an excellent fit while keeping the best scores on the Fill and Wait
metrics.

The methods and concepts of both papers were the guide and directive, on which
this thesis multi-criteria decision model is built. The first paper makes an in depth
research over labor market economics and information systems. It conducts five
experimental conditions and it considers socia welfare as a metric to measure the
effectiveness of each one of the experimental conditions. This paper illuminates the need
to create and develop an optimized two-sided matching tool and algorithm as it is
described through the optimization experimental condition. What is different from the
paper is the metrics that this thesis uses. This paper does not provide any clues over the
design and implementation of such an algorithm, or any clues about the nature of the two-
sided matching tool.
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Many of the principles that are used in this thesis are based upon the results of the
second paper. The Marines-to-schools distribution concepts are quite similar to those of
the jobs-to-officers. One difference is that on the Marines-to-schools distribution model
there is a tolerance for having seats unfilled in the end. However, this is not the same
case for us. The algorithm should take care of this issue and provide the maximum
number of filled jobs. This means that there is no need for having a penalty function
concerning unfilled jobs. On the other hand it is necessary to provide priorities to the
jobsin order to fill available jobs with the most suitable officers. In other words, the job
of the Chief of the Navy must have higher priority than the Fleet Commander and the
latter job must have higher priority than the Commanding Officer of a Frigate, and so on.

Moreover, the algorithm for this thesis must take the officer’s suitability for ajob
into account. Every matching of ajob with an officer is assigned a value that refersto the
degree of fitness between the job and the officer. This value is a number that describes
the officer’ s preferences for that job, the command’ s preferences for the officer to occupy
that job and finally the officer’s credentials. Each one of these criteria may have different
importance. This importance is measured by a coefficient, just like the Ks; and Ky
coefficients that are used in the paper. These coefficients are actually weight factors that
multiplied by the corresponding criteria values give a weighted estimation of the criteria
importance. Again, these coefficients are used as control parameters through which the

model manager can create multiple alternative solutions.

A magjor difference between this thesis and [2] is that the latter considers a utility
function as a way to find different distributions and also evaluate them post facto. This
thesis uses a greedy-choice algorithm in order to find a distribution. The need for a
utility function is based upon being able to evaluate the impact on the solution from any

change(s) the detailer may decide to make.

Since the algorithm tries to fill up the maximum number of jobs by aways
following the same pattern, a change to each coefficient value is not going to affect or
change the jobs the algorithm selects. The jobs are always the same. Only the fitness
values change, depending on the coefficient values. By changing the coefficient values,
the distribution of the officers to the jobs is changed. This means that there is no need to
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use the various metrics described in [2]. Any change on the coefficients is made on an
experimental basis. The utility function estimates how much “worse” off the change the

detailer makesisin contrast with the solution the algorithm produces.

Before we implement any pattern matching algorithms, we must first establish an
appropriate database design to hold the necessary data for the detailer to evaluate any
assignment. The next chapter discusses this database design.
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1. DATABASE DESIGN

The data that are stored in the database reflect the needs and the purpose of this
project. The database should store an officer’s personal information such as his/her
name, phone and address, a job’s information and information about the platform or base
that this job belongs to. It must also contain the credentials and qualifications of an
officer and the qualifications that a job requires from an officer in order to be eligible to
get that job.

A. REQUIREMENTS

In order to design an appropriate ERD and create a suitable database for this
thesis, it is necessary to define the requirements. These requirements are derived from
specific queries that the users of the database/website should perform in order to do their
job. These queries are the following.

Who are the officers that participate in the job-to-officer distribution?
What is their personal information (e.g., address, phone number or email)
in order to contact them?

This query presents the need of a special place to store persona
information such as the first, last and middle name of the officer. Also,
the address including the street and city the officer lives in should be
provided. The different phone numbers and email addresses the officer
has should be stored too. Below is an example from this project’s
database.
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Figure 1. Officer’s Personal Information-Manpower Database.

Who is a valid user for the database/website? What is the username and
password of each of the database/website users?

The officers and commands' usernames and passwords should be stored
too, in order to accept valid users only for logon to the services that the
website/database provides. The figure below shows the various usernames
and passwords for the Manpower database.
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Figure 2. Command' s Username and Password-Manpower Database.

What are the Navy’s jobs to which officers may be assigned? Since ajob
could exist on many platforms or bases (for example the Navigation job
exists in al the ships of the Greek Fleet), which are the Navy’'s
platforms/bases the Navy?

An entity should be created in order to store all the available jobs the Navy
has. Moreover, al the available platforms/bases should be stored in a
separate entity as well.  Also, since a job can exist in many
platforms/bases (like the example just mentioned), or a job can exist in
some platforms/bases and not in others (for example the Base Commander
does not exist in any of the Fleet’ s ships but existsin al the Navy’s bases),
there should be a place to store the jobs per platform/base. The figures
below show some examples of all these just mentioned.

19



o dar ypoweer - [Dads in Table "0 in ‘Manpower’ on ' [LOCALY']

i e 0
B EEE P etk

ol

JRI5EERESE0
i
5

BLTTTTITITTT I

Figure 3.

Available Jobs-Manpower Database.
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Available Platforms/Bases-M anpower Database.

21



o Manpower - [Dats in Table J0R_PCACT in Manpower oo ‘{LOCALY]

T Ae windos  Hep | :EI:
B EEECR Y AT AE

o
o
ExXO
R0

FL
FL
FL
FL

Figure 5. Available Job — Platform/Base Pairs-Manpower Database.

Which officers are eligible for which jobs? What ranks must an officer
have in order to be éligible for ajob?

An Ensign should never be able to be assigned to the Chief of the Navy
job. This means that first there should be a place to store all the available
ranks, and there should be a place to store the ranks that are required for a
specific job (for example a Commanding officer could be either a
Commander or a Captain). Third, the rank of each officer should be
stored too. The figures below show corresponding examples.
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Figure 8. Officers Ranks-Manpower Database.

Which specialty should an officer have in order to be eligible for a specific
job?

An officer should be able to get assigned to a specific job, according to
his’her specialty. For example an officer should have the Navigation
speciaty in order to be assigned to the Navigation job for a ship, so there
needs to be an entity that describes al the specialties. Also, there should
be an entity that describes the specialties each job requires. Moreover, an
officer’s specialty must be stored too. The figures below show examples.
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Figure 11. Officers Specialties-Manpower Database.

What is the education type an officer must have in order to be eligible for
a specific job? Which education type does an officer have?

An officer’s education type is one of the criteriafor assigning an officer to
a gpecific job. An entity must be created that contains the whole set of
education types, and another entity must describe the education that an
officer requires for a specific job. The officer’s education type must be
stored too. The figures below show pertinent examples.
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Figure 12. Education types (Qualifications)-Manpower Database.
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Figure 13. Education Types (Qualifications) Required per Job-Manpower Database.
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Figure 14. Officers Education (Qualifications)-Manpower Database.

What are the attributes an officer must have for a specific job? What is
the accepted level of each attribute for an officer to be assigned to a
specific job? What are the attributes and levels for each one of the
officers?

Diligence, bravery, and discipline are some of the attributes an officer
should have for ajob. An entity must be created to store al the available
attributes. Also, the minimum level of these attributes for each of the jobs
must be stored too. Another entity is required to describe the level of
attributes each officer has. The figures below show these examples.
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Figure 15. Attributes (Credentials)-Manpower Database.
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Figure 16. Attributes (Credentials) Required Per Job and Corresponding Minimum
Levels-Manpower Database.
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Figure 17.

Officers’ Attributes (Credentials) and Corresponding Grades-Manpower
Database.

What are the languages an officer should speak in order to be applicable
for ajob? What are the minimum levels of these languages for a specific
job? What languages and at what level does the officer speak?

English and German could be language requirements for the job of the
Greek Naval Attachéin Germany. All these languages should be stored in
a specia entity created for that purpose. Also the languages that are
required for a specific job should be stored too, with their corresponding
minimum levels. Finally, the languages an officer can speak must be
stored too, as the figures below show.
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Figure 18. Languages-Manpower Database.
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Figure 19. Languages Required Per Job and Corresponding Minimum Levels-
Manpower Database.
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Figure 20. Languages Officers Can Speak and Their Corresponding Grades-

Manpower Database.

Can an inexperienced officer be eligible for a job? What are the
acceptable levels of experience an officer should have for ajob?

The database should store the years of experience a job requires an officer
to have. It should also store the officer’s experience. For example, in
order to be a Navigation officer, somebody must have at least 1 year of
ship experience (see Figures 19 and 20).
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Figure 21. Experience Per Job Required in Y ears-Manpower Database.
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Figure 22.

Experience an Officer Has for Each Job in Y ears-Manpower Database.

What is the preference of an officer for a specific job belonging to a
specific platform/base?

The database should provide the means to store the preferences an officer
has for specific jobs. The officer’s relative preferences for different jobs
should be stored too. For example, an officer may prefer to be a
Navigation officer for a small ship or better, a Commanding officer for a
smaller ship. The figure below provides an example of officers
preferences.
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Figure 23. Officers’ Preferences-Manpower Database.

What are the command’ s preferences of the officers for a job that belongs
under that command?

The database should also store the various preferences a command has for
the officers that may occupy a job under that command. For example the
Frigate’s Command may prefer to have officer O; for the Commanding
Officer’s position of the FG HYDRA over officer O,. Figure 22 below
provides an example of acommands' preferences.

40



" Manpowes - [[sta in Table ‘COMMAND_PREFERENCE in ‘Mangower' on 'fLOCAL Y]

s ] | MaceCode |Cormandlnde | PreferenoeCommand]
]t ﬁ.ﬂ FRA [

com Fin L
1 Esl FRH 2

[T mEH 3
] fua} FiH 2
E coma rEn 0
=2 B FRH 3
= hac ran L
EHE ca Fin L
| cowa FRH 3
] Eall #e o
=[a (s FRH 2
[iE] o FRi 3
= coma FRH 2
E ] EuI] FRi 1
[ |4 HaC FRH o
1 |

Figure 24. Commands' Preferences-Manpower Database.

B. ENTITY RELATIONSHIP DIAGRAM

The Entity Relationship Diagram (ERD) is a method of describing the entities and
the relationships between them. Since the ERD in this application is quite large, it is
reasonable to break it into parts in order to better understand the entities and the relations

between them. The entire ERD is presented in the Appendices.

In order to be consistent with the Greek Navy’s manpower database requirements
as outlined in the previous section and before describing the ERD in depth, we provide a

table listing all the entities with a short description of each.
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Number

Entities

Description

JOB

Includes all the job information such as the job
name and the experience required for a job. It
also contains the priority of ajob. The priority is
ranked along ascending importance in levels 1
through 10. It is stored by the detailer and
describes the importance of a particular job.

APPLICANT

It contains the officer’s information like the
officer’s identification number, the officer’s last
name, first name, middle name, email address,
username and password for the website and
finally the officer’s rank and specialty.

ADDRESS

It includes the officer’ s address information, like
the city that the officer lives in, the street name
and number, the apartment and the zip code.

PHONE

It includes the officer’s phone numbers, like the
home phone number, the cell phone number or
any additional phone number the officer might
have.

COMMAND

It includes the command's data like the
command’'s name and the username and
password that is used for the website.

PLACE

It includes information like the base’ g/platform’s
name (where different kinds of jobs exist) and
image (a photo of the base/platform).

ASSIGNMENT

It includes al assignment information like the
job, the platform/base and the officer that is
assigned a particular job, the report date and the
detach date.

RANK

It includes al the possible ranks that an officer
may have or that ajob requires from an officer to
have.

LANGUAGE

It includes all the possible languages that an
officer may speak or that a job requires from an
officer to speak.

10

SPECIALTY

It includes all the possible specialties that an
officer may have or that a job requires from an
officer to have.

11

QUALIFICATION

It includes all the possible qualifications that an
officer may have or that a job requires from an
officer to have. An example of it is an entire
catalog of al the schools or educational
programs.

12

CREDENTIALS

It includes all the possible credentials that an
officer may have or that a job requires from an
officer to have. Some of them are diligence,
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Number | Entities

Description

discretion, secrecy, discipline, etc.

13

EXPERIENCE

It includes the experience in years that an officer
has for a particular job. For example an officer y
has 1 year of experience for the job x. This
experience can be directly compared with the
experience that a job requires, which is stored in
the table of the entity JOB.

14

APPLICANT
PREFERENCE

It describes an officer's preference for a
particular job. It includes the officer, the job, the
platform/base and the preference. The latter one
is ranked along descending importance in levels
1 through 10.

15

COMMAND
PREFERENCE

It describes a command’ s preference concerning
a particular job that belongs to this command,
for which officer the command prefers to occupy
that job. It includes the officer, the job, the
platform/base, the command and the preference.
The latter one is ranked aong descending
importance in levels 1 through 10.

Table5.

All Entities with a Short Description of Each.

Below we present the various segments of the Manpower Database ERD.

1 Applicant-Address

APPLICANT

Applicantld

FirstName

LastName

MiddleName

ADDRESS

Foreign Key CityOrTown

Street

Number

1.1 0..M AQartment

RankCode

SpeciatyCode

UserName

Password

Email Address

DetailerCheck

DetailerPassword

ZIP

Applicantld




The relation is one-to-many since an officer may live in more than one residence.

Thus, the officer may have more than one address. The attribute Applicantld is the
foreign key from the entity ADDRESS referencing the entity APPLICANT.
2. Applicant-Phone

APPLICANT

Applicantld

FirstName

LastName

MiddleName

RankCode

SpeciatyCode

UserName

Password

EmailAddress

DetailerCheck

DetailerPassword

Foreign Key

0.1

PHONE

HomePhoneNumber

CedllPhoneNumber

OtherPhoneNumber

Applicantld

The relation is one-to-one. An officer may have one home phone number or one

cellular phone number or possibly another phone number. The attribute Applicantld is
the foreign key from the entity PHONE referencing the entity APPLICANT.




3. Applicant-Rank

APPLICANT

Applicantld

FirstName

LastName

MiddleName

RankCode

SpecialtyCode

UserName

Password

Email Address

DetailerCheck

DetailerPassword

1.M

Foreign K
/1.‘.31¥
>

RANK

RankCode

RankName

The relation is many-to-one since an officer has only one rank, but a rank may be

applied to many officers. For example an officer can have only the rank O2, but O2 can

be the rank of more officers. The attribute RankCode is the foreign key from the entity

APPLICANT referencing the entity RANK.

4, Job-Rank

JOB RANK
Jobld 1.M 1..N RankCode
< |
JobName RankName

ExperienceRequired

Priority

The relation is many-to-many since the ranks that a job requires for the officers to

have may be more than one. Also arank may be required for more than one job. For

example a Commander can be an officer with rank O3 or O4 or O5, and an officer with

rank O4 can be a Commander or a Base Commander.




5. Applicant-L anguage

APPLICANT

Applicantld

LANGUAGE

L anguageCode

FirstName

LastName

MiddleName

RankCode

SpecialtyCode

UserName

Password

Email Address

DetailerCheck

DetailerPassword

L anguageName

The relation is many-to-many since an officer can speak many languages, and

since a language can be spoken by many officers. For example an officer can speak

English and German, but also the German language can be spoken by many officers.

6. Job-L anguage

JOB LANGUAGE
JOBID <0..M O..I\l LANGUAGECODE
JOBNAME LANGUAGENAME

EXPERIENCEREQUIRED

PRIORITY

The relation is many-to-many since there can be many languages that a job

requires for the officers to speak. Also alanguage may be a requirement for many jobs.

For example a job can require an officer to speak both English and Spanish, while

English can be considered by many jobs as a requirement.




7. Applicant-Specialty

APPLICANT SPECIALTY

Applicantld Foreign K SpecialtyCode
FirstName 1.M /11' SpeciatyName
>

LastName

MiddleName

RankCode

SoecialtyCode

UserName

Password

Email Address

DetailerCheck

DetailerPassword

The relation is many-to-one since an officer has only one specialty, but a specialty
may be applied to many officers. For example, an officer can only have one specialty
like the Weapons speciaty. The Weapon specialty can be assigned to many officers.
The attribute SpecialtyCode is the foreign key from the entity APPLICANT referencing

the entity SPECIALTY.
8. Job-Specialty
JOB SPECIALTY
Jobld 0..M 1.N SpecialtyCode
JobName < > SpeciatyName

ExperienceRequired

Priority

The relation is many-to-many since the specialties that a job requires for the
officers to have may be more than one. Also a specialty may be applied for more than
one job. For example, a Commander can be an officer with Weapons specialty, or an
officer with Navigation speciaty, while the Weapons specialty can be a requirement for
both the Commander and the Weapons officer.
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9. Applicant-Qualification

APPLICANT QUALIFICATION

Applicantld 1.M 1..N | QudlificationCode

FirstName QualificationName

LastName

MiddleName

RankCode

SpecialtyCode

UserName

Password

Email Address

DetailerCheck

DetailerPassword

The relation is many-to-many since an officer can have many qualifications, and
one qualification can be applied to many officers. For example, an officer can be a
graduate of both the Greek and the US Weapons Schools. Also, there could be many
officers that graduated the Greek Weapons School.

10. Job-Qualification

JOB QUALIFICATION
Jobld < 0..M > QualificationCode
JobName 1.N QualificationName

ExperienceRequired

Priority

The relation is many-to-many since a job can have many qualifications, and one
qualification can be applied to many jobs. For example a job may require that the
officers should have been graduated from both the Greek and the US Weapons Schools
and the Greek Weapons School could be arequirement for many jobs.
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11.

APPLICANT

Applicantld

FirstName

LastName

Foreign Key

1.M

Applicant-Experience-Job

EXPERIENCE

Jobld

Applicantld

>

<1..1

MiddleName

RankCode

SpecialtyCode

UserName

Password

Email Address

DetailerCheck

DetailerPasswo
rd

Experience

Foreign Key JOB
> Jobld
JobName
1.M 11 ExperienceRequired
P > p €q
Priority

These are the relations between the three entities, the APPLICANT, the
EXPERIENCE, and the JOB entity. The attribute Applicantld is the foreign key from the
entity EXPERIENCE referencing the entity APPLICANT. The attribute Jobld is the
foreign key from the entity EXPERIENCE referencing the entity JOB.

12.

FirstName

<

LastName

MiddleName

RankCode

SpecialtyCode

UserName

Password

Email Address

Applicant-Credentials
APPLICANT

Applicantld 1.M

1.N

DetailerCheck

Detail erPassword
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CREDENTIALS

Credentidsld

CredentiadsName




The relation is many-to-many since an officer can have many credentials, and a
credential can be assigned by many officers. For example an officer can be diligent and
brave, but also bravery can be a credential for many officers.

13.  Job-Credentials

JOB CREDENTIALS
Jobld }..M 1..|* Credentidsld
JobName CredentialsName

ExperienceRequired

Priority

The relation is many-to-many since a job may require many credentials, and one
credential can be applied to many jobs. For example a job may require that the officers
should be diligent and brave and also bravery could be a requirement for many jobs.

14.  Job-Place

JOB PLACE
Jobld 1.M 1.N PlaceCode
JobName < > PlaceName
ExperienceRequired Placelmage
Priority CommandCode

The relation is many-to-many since a platform/base may have more than one job.
Also, ajob can be in more than one platform/base. For example, the Navigation job is a
jobinevery ship. Also aship has many jobs like the navigation and the weapons jobs.

15.  Command-Place

COMMAND PLACE
CommandCode Foreign Key PlaceCode
CommandName 1. 1.M PlaceName
UserName < > Placelmage
Password CommandCode
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The relation is one-to-many. A Command may have many Platforms/Bases under
its command. The Platform/Base belongs to only one Command. For example, the
Frigates Headquarters have many ships under their command (e.g. FG HYDRA, FG
SPETSAI). On the other hand, FG HY DRA belongs only to the Frigates Headquarters.

16.  Assignment-Job-Place-Applicant

JOB

Jobld

JobName

ExperienceRequired

Priority

1.1

11

PLACE

ﬂaceCode’

Pl aceNa??(e

P acel/iﬁage

CtyﬁmandCode

11

PlaceCode
ReportDate
DetachDate

APPLI(“(NT

Applicantld®

FirstName

LastName

MiddleName

RankCode

SpecialtyCode

UserName

Password

Email Address

DetailerCheck

DetailerPassword
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This is a ternary relationship between the ASSIGNMENT, JOB, PLACE,
APPLICANT entities. The attribute Applicantld is the foreign key from the entity
ASSIGNMENT referencing the entity APPLICANT. The attribute Jobld is the foreign
key from the entity ASSIGNMENT referencing the entity JOB. The attribute PlaceCode
isthe foreign key from the entity ASSIGNMENT referencing the entity PLACE.

17. Command Preference-Command- Job Place-Applicant

JOB PLACE 1.1 COMMAND
Jobld Co*mmandCLde
PIaceCodek C}zfmmandName
UserName
1N / Password
COMMAND
EFERENCE
Ahgligantld /
S/
PlaceCode /
CommandCode ’
1.1 PreferenceCommand
APPLICANT
Applicantld ¥
FirstName
LastName
MiddleName
RankCode
SpeciatyCode
UserName
Password

Email Address

DetailerCheck

DetailerPassword

52




This is a ternary relationship between the COMMAND PREFERENCE,
COMMAND, JOB PLACE, APPLICANT entities. The attribute Applicantld is the
foreign key from the entity COMMAND PREFERENCE referencing the entity
APPLICANT. The attribute Jobld is the foreign key from the entity COMMAND
PREFERENCE referencing the entity JOB PLACE. The attribute PlaceCode is the
foreign key from the entity COMMAND PREFERENCE referencing the entity JOB
PLACE. The attribute CommandCode is the foreign key from the entity COMMAND
PREFERENCE referencing the entity COMMAND.

18.  Applicant Preference- Job Place-Applicant
APPLICANT | 1.1 1.M APPLICANT
PREFERENCE
Applicantld | Foreign Key Applicantld
FirstName Jobld
LastName PlaceCode
MiddleName PreferenceApplicant
RankCode
SpeciatyCode
UserName
Password
Email Address
DetailerCheck
DetailerPassword

1M 1.1
< —>

| Fosonkey i

JOB PLACE

v

This is a ternary relationship between the APPLICANT PREFERENCE, JOB
PLACE, APPLICANT entities. The attribute Applicantld is the foreign key from the
entity APPLICANT PREFERENCE referencing the entity APPLICANT. The attribute
Jobld is the foreign key from the entity APPLICANT PREFERENCE referencing the
entity JOB PLACE. The attribute PlaceCode is the foreign key from the entity
APPLICANT PREFERENCE referencing the entity JOB PLACE.
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C. RELATIONAL MODEL
The ERD can be automaticaly transformed into a set of tables which form a

schema in a target database management system such as SQL Server 2000 or Microsoft
Access. The attributes that are underlined below are the primary keys, the values of
which uniquely identify each row of the corresponding table. The attributes that in italics
are foreign keys, which are the primary keys of other tables embedded in order to
represent a relationship between the two tables.

APPLICANT (Applicantld, FirstName, LastName, MiddleName, RankCode FK,
FoecialtyCode FK, UserName, Password, Email Address, DetailerCheck,
DetailerPassword)

Applicantld is the officer’s identification number (e.g. A001), FirstName is the
officer’s first name (e.g. Kyriakos), LastName is the officer’s last name (e.g. Sergis),
MiddleName is the officer’s middle name (e.g. Nikitas), UserName and Password are the
officer’s user name and password the officer uses for the web site, EmailAddress is the
officer’s email address, DetailerCheck is a special Boolean attribute that is ‘yes for the
detailer and ‘no’ for the rest officers, and DetailerPassword is an extra password that only
the detailer has.

JOB (Jobld, JobName, ExperienceRequired, Priority)

Jobld is the job’s identification number (e.g. BCO), JobName is the job’s name
(e.g. Base Commander), and Priority is the priority of the job as it was described

previoudly (e.g. 9).

ADDRESS (CityOrTown, Street, Number, Apartment, ZIP, Applicantld FK)

CityOrTown is the city or town the officer lives (e.g. Athens), Street is the street
the officer’s residence exists (e.g. Markora), Number is the number of the building the
officer’s residence sits (e.g. 302), Apartment is the number of the officer’s apartment
(e.g. A), and ZIPisthe ZIP or Postal Code of the areathe officer lives.
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PHONE  (Applicantld  FK, HomePhoneNumber, = CellPhoneNumber,
OtherPhoneNumber)

HomePhoneNumber is the officer’'s home phone number, CellPhoneNumber is
the officer’s cellular phone number, and OtherPhoneNumber is any other phone number

the officer has.

RANK (RankCode, RankName)

RankCode is the rank code (e.g. O3), and RankName is the name of the rank (e.g.
Lieutenant)

LANGUAGE (LanguageCode, LanguageName)

LanguageCode is the language code (e.g. EN), and LanguageName is the name of
the language (e.g. English)

SPECIALTY (SpecialtyCode, SpecialtyName)

SpecialtyCode is the specialty code (e.g. WPS), and SpecialtyName is the name
of the specialty (e.g. Weapons)

QUALIFICATION (QualificationCode, QualificationName)

QualificationCode is the qudification code (eg. WPSGR), and
QualificationName is the name of the qualification (e.g. Weapons School Greece)

EXPERIENCE (Jobld FK, Applicantld FK, Experience)

Experience is the years of experience e.g. 3 that the officer with Identification
Number (ID) Applicantld has for the job with ID Jobld.
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COMMAND (CommandCode, CommandName, UserName, Password)

CommandCode is the command code (e.g. FRH), CommandName is the name of
the command (e.g. Frigates Headquarters), and UserName, Password are special user

names and passwords for each one of the commands.

PLACE (PlaceCode, PlaceName, Placel mage, CommandCode FK)

PlaceCode is the Platform or Base code (e.g. F-450), PlaceName is the name of
the Base/Platform (e.g. FG HYDRA), and Placelmage is the image of the Platform/Base

(e.g. F-450.jpeg)

APPLICANT PREFERENCE (Jobld FK, Applicantid FK, PlaceCode FK,
PreferenceA pplicant)

PreferenceApplicant is the preference (e.g. 7) of the officer with ID Applicantld
for the job with ID Jobld that is cited in the Platform/Base with code PlaceCode.

COMMAND PREFERENCE (Jobld FK, Applicantld FK, PlaceCode FK,

CommandCode FK, PreferenceCommand)

PreferenceCommand is the preference (e.g. 7) of the command with command
code CommandCode for the officer with ID Applicantld for the job with ID Jobld that is
sited in the Platform/Base with code PlaceCode.

CREDENTIALS (Credentialsid, CredentialsName)

Credentialsld is the ID of the credential (e.g. 001), and CredentialsName is the

name of the credential (e.g. diligence)

ASSIGNMENT (Applicantld FK, Jobld FK, PlaceCode FK, ReportDate,
DetachDate)

ReportDate and DetachDate are the report and detach dates of each one of the
assignments. Each assignment has aso the Applicantld of the officer who is assigned the

job with ID Jobld that sites in the Base/Platform with code PlaceCode.
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In order to achieve redundancy of tables and to perform some additional
functionality, the following tables/entities are al so defined.

APPLICANT CREDENTIALS (Applicantld FK, Credentialsild FK,
CredentialsGrade)

CredentialsGrade is the grade (e.g. 7) of the credential with ID Credentialsld that
an officer with ID Applicantld has.

APPLICANT LANGUAGE (Applicantld FK, LanguageCode FK,
LanguageDegree)

LanguageDegree is the grade (e.g. 70) of the language with code LanguageCode
that an officer with ID Applicantld has.

JOB CREDENTIALS (Jobld FK, Credentialsid FK, CredentialsGrade)

CredentialsGrade is the minimum grade (e.g. 8) of the credential with ID
Credentialsld that an officer should have to be qualified for the job with ID Jobld.

JOB LANGUAGE (Jobld FK, LanguageCode FK, LanguageDegree)

LanguageDegree is the minimum grade (e.g. 8) of the language with code
L anguageCode that an officer should have to be qualified for the job with ID Jobld.

JOB PLACE (Jobld FK, PlaceCode FK)

Jobld is the ID of the job and PlaceCode refers to the Platform/Base the job
belongs to.

JOB QUALIFICATION (Jobld FK, QualificationCode FK)

Jobld is the ID of the job and QualificationCode refers to the qualification that is
required for that job.
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JOB RANK (Jobld FK, RankCode FK)

Jobld is the ID of the job and RankCode refers to the rank that this job requires

from an officer to have.

JOB SPECIALTY (Jobld FK, SpecialtyCode FK)

Jobld is the ID of the job and SpecialtyCode refers to the specialty that this job

requires from an officer to have.

QUALIFICATION APPLICANT (Applicantld FK, QualificationCode FK)

Applicantld is the ID of the officer and QualificationCode refers to the
qualification that this officer has.

The table schema described above is actually the set of tables that was entered
into SQL Server 2000 in the Manpower Database and is described in section B.

The Manpower database meets al the requirements that are necessary for the
distribution of officers to jobs. The following chapter makes one step further on this
direction. It describes the algorithm, which is responsible for creating that distribution.
Then the detailer can intervene and change that distribution according to the Navy’'s
needs.
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V. DECISION MODEL

In Chapter 111, we discussed the design of the database that holds all the relevant
information for the officers to jobs distribution. This distribution is achieved by an
algorithm that, when executed, solves the multi-criteria problem. The detailer can alter
any part of the entire solution according to the wishes of the Navy, and subsequently see

what effect it has on the overall “goodness’ of the assignment.

This chapter presents in full detail the philosophy and implementation of the
algorithm and utility function. In this chapter and in order to simplify the algorithm, the
word “job” will refer to the combination of ajob with a specific platform/base.

A. DECISION VARIABLES
In order for the algorithm to determine the most suitable officer for a specific job,

the algorithm takes into account the following decision variables.
Rank
Specialty
Qualifications
Language
Credentials
Experience
Officer’'s Preference

Command' s Preference
These variables are expressed in the form of values, which determine the

suitability of an officer for a specific job. This suitability is named H;; (wherei, j are the
indices of thei-th job J and j-th officer G; accordingly) and is expressed as a function of
the above eight variables.

Hi = Function (Rank, Speciaty, Qualifications, Language, Credentials,

Experience, Officer’s Preference, Command’ s Preference)

More specifically, the values of each one of the decision variables are as follows.
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1 Rank

The Rank is expressed by a value, which is 1 if the O; officer has the appropriate
rank for the J job or O if the officer has not.

2. Specialty

The Specidty is expressed by a value, which is 1 if the O, officer has the
appropriate speciaty for the J job or O if the officer has not.

3. Qualifications

The Qualifications are expressed by a value, which is 1 if the O; officer has the
appropriate qualifications (qualification is considered the education of the officer for a
specific job) for the J job or O if the officer has not.

4, L anguage

The Language is expressed by a value in the rea interval [0,10], computed as
follows: First, the summation of the grades the O, officer has for the languages that are
required for the J job is computed. Then the summation of the minimum grades of these
languages required for the J; job is computed aso. If the first summation is smaller than
the second, the Language variable’'s value is 0. Else, the Language variable' s value is a
number between 1 and 10, according to a formula that takes into account the relative
difference of these two summations. Below is pseudocode that describes the computation

of the Language variable’'s value. Keep in mind that the maximum grade of each

language is 200.
Step 1: SUM1 = (Sum of grades the O, officer has for the languages required for J
job)
Step 2: SUM2 = (Sum of minimum grades of the languages required for J; job)
Step 3: COUNT = (Number of the languages required for J job)
Step 4: IF (SUM1 < SUM2) THEN
BEGIN
Step 5: Language; -> 0
END
Step 6: ELSE
BEGIN
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Step 7: IF (COUNT x 200 = SUM2)

BEGIN
Step 8: Language; -> 1
END
Step 9: ELSE
BEGIN
Step 10: Language; -> [(SUM1-SUM2) x 9 / ((COUNT x 200)-
SUM2)] +1
END

END
The following example makesiit clear.

Consider an officer O, that is eligible for ajob J;. J; job requires the languages
English and German with minimum grades 160 and 120 (O is the minimum and 200 is the
maximum grade) accordingly. Officer O; speaks English with a grade of 180 and
German with agrade of 110. The value of the variable Language for the O, officer and J;

jobisasfollows.

Step 1: SUM1 = 180 + 110 = 290
Step 2; SUM2 = 160 + 120 = 280

Step 3: COUNT =2

Step 6: SUM1 = 290 > 280 = SUM2

Step 9: COUNT x 200 = 400 > 280 = SUM2

SUM1-SUM2=10
COUNT x 200 — SUM2 =400 — 280 = 120
Step 10: Language;; =[10x 9/120] +1=1.75
5. Credentials
The Credentials variable is an integer in the interval [0,10] and is computed as
follows: First, the summation of the grades the O; officer is evaluated for the credentials
that are required for the J job is computed. Then the summation of the minimum grades
of these credentials required for the J job is computed too. If the first summation is
smaller than the second, the Credentials variable's value is 0. Else, the Credentials
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variable’'s value is a number between 1 and 10, according to a formula that takes into
account the relative difference of these two summations. Below is a pseudocode that
describes the computation of the Credentials variable’s value. Have in mind that the

maximum grade of each language is 10.

Step 1. SUM1 = (Sum of grades the O; officer is evaluated for the credentials
required for J job)
Step 2: SUM2 = = (Sum of minimum grades of the credentials required for J; job)
Step 3: COUNT = (Number of the credentials required for J job)
Step 4: IF (SUM1< SUM2) THEN
BEGIN
Step 5: Credentialsj -> 0
END
Step 6: ELSE
BEGIN
Step 7: IF (COUNT x 10 = SUM?2)
BEGIN
Step 8: Credentialsj -> 1
END
Step 9: ELSE
BEGIN
Step 10: Credentias; -> [(SUM1-SUM2) x 9 / ((COUNT x 10)-
SUM2)] +1
END
END

The following example makes it clear. Consider again officer O; that is eligible
for the job Ji. J; job requires the credentials Diligence and Bravery with minimum grades
9 and 8 (0 is the minimum and 10 is the maximum grade) accordingly. O; officer's
credential grades are 10 and 8 for Diligence and Bravery accordingly. The value of the

variable Credentials for the O, officer and J;job isasfollows.
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Step 1: SUM1=10+8=18

Step 2: SUM2=9+8=17

Step 3: COUNT =2

Step 6: SUM1 = 18> 17 = SUM2

Step : COUNT x 10 = 20 > 17 = SUM2

SUM1-SuUM2=1
COUNT x10-SUM2=20-17=3
Step 10: Credentials;; =[1x9/3]+1=4
6. Experience
The Experience variable is expressed by a value in the rea interval [0,10],
computed as follows. If the experience the O, officer has on the J job is smaller than the
minimum experience required for the J job, the Experience variable’s value is 0. Else,
the Experience variable's value is a number between 1 and 10, according to a formula
that takes into account the relative difference of the experience the G; officer has on the J
job and the minimum experience required for the J job. Below is pseudocode that
describes the computation of the Experience variable’s value. Keep in mind that the
maximum experience an officer can have for a job is 15 years, and the minimum

experience required for ajob cannot be more than 10 years.

Step 1. OfficerExperience = (Experience the O, officer has on the J; job)
Step 2 JobExperience = (Minimum experience required for J, job)
Step 3: IF (OfficerExperience < JobExperience) THEN
BEGIN
Step 4 Experiencegj -> 0
END
Step 5: ELSE
BEGIN
Step 6: Experience; -> [(OfficerExperience — JobExperience) x 9/ (15 —
JobExperience)] + 1
END
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The example with the same job and officer makes it clear. Consider again officer
O that is eligible for the job J;. J; job requires 3 years of experience. If the O, officer
has 1 year of experience on that job, the value of the Experience variable is 0. If the O,
officer has 4 years of experience on that job, the value of the Experience variableis[(4 —
3)x9/(15-3)] + 1 onatotal of 1.75.

7. Officer’s Preference

The Officer’s Preference value is an integer in the interval [1,10]. Since the value
stored in the APPLICANT PREFERENCE table is ranked by descending importance in
levels 1 through 10, the Officer’s Preference value is 11 minus the APPLICANT
PREFERENCE table value. If the officer does not have any preference for the job, the
Officer’s Preference valueis 0.

8. Command’s Preference

The Command’s Preference value is an integer in the interval[1,10]. Since the
value stored in the COMMAND PREFERENCE table is ranked by descending
importance in levels 1 through 10, the Command's Preference value is 11 minus the
COMMAND PREFERENCE table value. If the command does not have any preference
for the officer occupying the job that belongs to that command, the Command's
Preference valueisO.

0. Computation of the Goodness of Fit Index, Hj;

If the O; officer has a value of O for any of the Rank, Specialty or Qualifications
variables concerning job J, the H;; value is NULL. This means that the O; officer is not
eligible for the job J;.

In the case that O; officer is eligible for the J, job, the Hjj value is a function of the
remaining five decision variables. Each one of these variables may have different
importance, measured by the coefficient that is stored in the COEFFICIENT table (atable
that contains the coefficients and the coefficient numbers that are used to weight the
importance of each criterion described above). It is actualy a weight factor that, when
multiplied by the corresponding variables value, gives a weighted estimation of the

variables’ importance.
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k=5
H, =1+& (C x Variablg, )
k=1

Addition with number 1 is necessary since the summation can be a non-negative
number and O values are not desirable for the utility function as we shall see below. ¢ is

the decision variable coefficient’ s value.

Now it may be seen why it is important normalize al the variable values to have
the same maximum and minimum scores, 10 and O respectively. If one variable has a
greater maximum value than the rest, it would have a bigger advantage over the
remaining variables and conversely, if one variable has lesser minimum value than the
rest, it would suffer a bigger disadvantage compared to the remaining variables especially

when multiplied by a coefficient.
The following example makes the computation of the H;; function clear.

Consider again officer O, and job J;. If one of the Ranky;, Speciatyi;, or
Qualificationsy; values is 0, then the O, officer is not eligible for the J; job, and the Hy;
valueisNULL.

Hll =NULL

Assume that Rank;;, Specialtys;, or Qualifications;; value are all greater than 0 as
follows:
Language Coefficientis1.c; =1
Credentials Coefficientis1l.c, =1
Experience Coefficientis1l. c3=1
Officer’s Preference Coefficientis2. ¢, = 2
Command’ s Preference Coefficient is2. cs = 2

J1 job requires the languages English and German with minimum grades
160 and 120 accordingly. Officer O, speaks English with a grade of 180
and German with a grade of 110.

Ji1 job requires the credentials Diligence and Bravery with minimum
grades 9 and 8 accordingly. O; officer’s credential grades are 10 and 8 for
Diligence and Bravery accordingly.
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J1job requires 3 years of experience. Officer Oy has 4 years of experience
on that job.

Officer O, preference for the J; job, as it is stored in the APPLICANT
PREFERENCE tableis 2.

There is no preference of the command concerning the J; job for the Oy
officer. Thus, thereisno record in the COMMAND PREFERENCE table.

The H1; value is computed as follows.
From above, Language;; = 1.75
From above, Credentials;; = 4
Experiencer; = [(4—-3)x9/(15-3)] +1=175
Officer's Preference;; =11-2=9
Command' s Preference;; = 0

Hi1=1+ (C]_ X Languagell) + (Cz X Credential'511) + (C3 X Experiencell) +
(c4 x Officer’s Preferencer;) + (cs x Command's Preferencey;) = 1 + (1 x
1.75) + (1x 4) + (Lx 1.75) + (2x 9) + (2 x 0) = 26.5.

The computation of the H;; values is done with the ksergis.dec_H_Function stored
procedure. Also, the ksergis.dec_H_Fill stored procedure stores these H;; values in the H
table described in the previous chapter. Both of these procedures are presented in the
Appendix.

The nature of the utility function needs H;; valuesin the real interval [1,10], so the
Hij values need to be ‘normalized’ between these two limits. In order to perform this
‘normalization’, the maximum H;; value among all the O; officers per each J; job is first
stored in the MAX VALUE ALL JOBS table described in the previous chapter. This
table contains the max (H.;) for every J job. Then, for each O; officer every Hj; value is

normalized using the following function.
Hij = [Hij X 9/ max (H.j)] +1

The ksergis.dec H_Normalize stored procedure performs this conversion and the

new H;j value is stored back to the H table. This procedure is presented in the Appendix.

Take the last example and assume that max (H.;) = 28. Since the Hjy; value is
26.5, the new Hj; valueisthe following:
Hiy =[Hux9/max (H.)] +1=[26.5%x9/28] + 1=9.5178
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B. ALGORITHM

The philosophy of the algorithm is greedy choice. It tries to pick the maximum
Hij value from the remaining O; officers per J job, beginning from the job with the
highest priority through the job with the lowest one. At the same time, it tries to

minimize the number of unassigned jobs.

The algorithm uses the following tables.

1 H Table

The H table contains the Job (Jobld, PlaceCode as described in Chapter 3), the
Officer and the corresponding HValue.

A visua representation is shown on the table below. Every H;; value is a number

between 1 and 10. There could be cellswith NULL values as it was mentioned before.

J1 J2 Jn
O1 Hi1 Hio Hin
O, Ho1 Ho Hon
Om H ml H m2 H mn

2. PRIORITY Table

The PRIORITY table contains the Job (Jobld, PlaceCode), the Detailer’s Priority
(the JOB entity’s Priority - different per Jobld as described in Chapter 3), the overal
Priority (a Counter that describes the sorting order of each Jobld, PlaceCode pair
according to the Detailer’ s Priority) and a Flag. An exampleis shown in the table below.
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Job Detailer’sPriority Priority Flag
J 10 1 1
N} 10 2 1
N 9 3 1
N/ 9 4 1
NS 9 5 0
N’ 8 6 0
N/ 7 7 0
N 4 n 0

3. MAX VALUE Table

The MAX VALUE table contains the Job (Jobld, PlaceCode), the Officer
(Applicantld) and the Hjj max value (MAXValue), a value that is selected after the
algorithm completes the jobs-to-officers distribution. Applicantld corresponds to the
officer who has the MAXValue for the specific Job-Platform/Base pair. An example is
shown on the table below.

Job Officer Hi; max value
J Oy 6.83
N 02 8.76
Jn O« 9.52

4, USED APPLICANTSTable

The USED APPLICANTS table contains the Job (Jobld, PlaceCode) and the
Officer (Applicantld). Thisentity contains the officers of the used max H;; values per job
J, while the algorithm checks for any available max value on the 3., job. An exampleis
shown in the table below.
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Job Officer
J 01, O3, Os
N O
N Os, Og

5. ASSIGNED APPLICANTSTable
The ASSIGNED APPLICANTS table contains the Officers (Applicantld) that
have been already assigned to jobs. An example is shown on the table below.

Officer

O,

Os

6. DELETED JOBS Table
The DELETED JOBS table contains the Jobs (Jobld, PlaceCode) for which a

match cannot be found. An example is shown on the table below.

Job

s

J

Before presenting the algorithm, there is a need to present a predicate that will be
used extensively in the algorithm. V; contains all the H;; values of the J job that are not
NULL and the corresponding O; officers do not belong to either the ASSIGNED
APPLICANTS table nor the USED APPLICANTS table. V; = {{H;j ? H for J job
(excluding NULL values)} —{H;; ? H: O; ? ASSIGNED APPLICANTS table} —{ H; ?
H: O; ?USED APPLICANTS table for J; job}}
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Algorithm:

i refersto Priority of job J

Step 1: Compute the PRIORITY table and fill the Flag entries with O.
Step 2: Compute the H table.
Step 3: Delete thejobs on the PRIORITY table that have only null values on the H

table (adjust the Priority numbers on the Priority table) and populate the DELETED
JOBS table.

Step 4 i->1
Step 5: WHILE (i <= PRIORITY table length)
BEGIN

Step 6: Calculate V;
Step 7: IF (i =1) AND (Flag; = 1) AND (V1 = 0) THEN

BEGIN
Step 8: Delete Higher Priority Job (lowest Priority number) with
Flag=0
Step 9: Recalculate PRIORITY table length
Step 10: Delete al J, entries from the USED APPLICANTStable
Step 11: Recalculate V4

END
Step 12: IF (V; ?0) THEN

BEGIN
Step 13: Compute MAX(Hix) from the V; set
Step 14: Input MAX(Hik), Ok inthe MAX VALUE tablefor job J
Step 15: Input Oy in the ASSIGNED APPLICANTS table
Step 16: Flag -> 1
Step 17: i->i+1

END
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Step 18: ELSE

BEGIN
Step 19: Delete H;.;r and P, from the MAX VALUE table for job J.;
Step 20: Delete O, from the ASSIGNED APPLICANTS table
Step 21 Input Oy inthe USED APPLICANTS table for job J.;
Step 22 Delete dl J entries from the USED APPLICANTS table
Step 23: i->i-1

END
END

The following example considers the case when there are five officers to be

assigned to 6 Jobs. For this demonstration and in order to keep it smple, the Hj; values

are considered to be positive numbers with no upper bound limit.
After Step 1the PRIORITY tableis:

Job Detailer’s Priority Priority Flag

J 10 1 0

N 10 2 0

N 9 3 0

N/ 8 4 0

I 8 5 0

J 7 6 0

Suppose that after Step 2 the H table looks like:
J1 Jz J3 J4 Js Js

O, 10
0O, 20 40 15 60
O3 35
O4
Os 40
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The empty cellsare NULL values.

After Step 3 the H table becomes:

J 1 Jz J3 J5 'J6
O 10
O, 20 40 15 60
O3 35
Oy
Os 40
The Priority table becomes:
Job Detailer’s Priority Priority Flag
J 10 1 0
N} 10 2 0
N 9 3 0
N 8 4 0
Js 7 5 0
And the DELETED JOBS table becomes:
Jobs Js

After Step4:i=1

After Step 5: WHILE (1 <=5)

After Step 6: V1 = {{10, 20} - 0- 0} ={10, 20}

Step 7 IF statement is False since Flagy =0and V1, ? 0
Step 12 IF statement is TruesinceV, ? 0

After Step 13: MAX(Hix) = Hi2= 20 for Oy
After Step 14 20, O, are put in the MAX VALUE tablefor job J;
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MAX Vauetable:

Job Officer

max value Hj;

J]_ O2

After Step 15 O2 is put in the Assigned Applicants table

Assigned Applicants table:

Officer

O,

After Step 16 Flag; = 1

The PRIORITY table becomes:

Job Detailer’s Priority Priority Flag
J 10 1 1
N} 10 2 0
N 9 3 0
N3 8 4 0
J 7 5 0

After Step 171 =2

After Step 5: WHILE (2 <=5)

After Step 6: V, ={{40, 35}-{40} - 0} ={35}
Step 7 |IF statement is False sincei = 2

Step 12 IF statement is TruesinceV, ? 0
After Step 13: MAX(Hz) = Haz= 35 for O3

After Step 14 35, Oz are put in the MAX VALUE table for job J,
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MAX Vauetable:

Job Officer max value Hj;
J 02 20
N/) O3 35
After Step 15 Ozis put inthe ASSIGNED APPLICANTStable
Assigned Applicants table:
Officer 02, O3
After Step 16 Flag, = 1
The PRIORITY table becomes:
Job Detailer’s Priority Priority Flag
N} 10 1 1
N 10 2 1
I 9 3 0
J 8 4 0
J 7 5 0

After Step 171 =3

After Step 5: WHILE (3 <= 5)

After Step 6: V3 ={{15}-{15} - 0} =0
Step 7 IF statement is False sincei =3
Step 12 IF statement isFalse since V3 =0

Step 18 Else statement is True
After Step 19 Hyz and Os are deleted from the MAX VALUE table for job J,

MAX Vauetable:
Job Officer max value Hj;
J O, 20
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After Step 20 Os is deleted from the ASSIGNED APPLICANTS table

Assigned Applicants table:

Officer O,

After Step 21 Oz isput inthe USED APPLICANTS table for job J,

USED APPLICANTS table:

Job Officer

N/} O3

After Step 22 dl J; entries are deleted from the USED APPLICANTS table. In this case
thereisno entry for J;

After Step 231 =2

After Step 5: WHILE (2 <=5)

After Step 6: V, ={{40, 35}-{40}-{35}} =0

Step 7 |F statement is False since i = 2

Step 12 IF statement isFalsesince V, =0

Step 18 Else statement is True

After Step 19 Hi, and O, are deleted from the MAX VALUE table for job J. The MAX
VALUE table is empty

After Step 20 O, is deleted from the ASSIGNED APPLICANTS table. The ASSIGNED
APPLICANTS tableis empty

After Step 21 O, isput inthe USED APPLICANTS table for job J;

Used Applicants table:

Job Officer
J]_ O2
N} O3

After Step 22 all J, entries are deleted from the USED APPLICANTS table.
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Used Applicantstable:

Job Officer

J]_ O2

After Step 23i =1

After Step 5: WHILE (1 <=5)

After Step 6: V1 ={{10, 20}- 0- {20}} = 10

Step 7 |IF statement is False sinceV, ? 0

Step 12 IF statement is TruesinceV; ? 0

After Step 13: MAX(Hw) = H1; =10 for Oy

After Step 14 10, O, are put in the MAX VALUE table for job J;
MAX Valuetable:

Job Officer max value Hj

J O: 10

After Step 15 O1 isput in the ASSIGNED APPLICANTS table

ASSIGNED APPLICANTS table:

Officer o]}

After Step 16 Flag; = 1

After Step 171 =2

After Step 5: WHILE (2 <=5)

After Step 6: V, ={{40, 35}- 0- 0} ={40, 35}

Step 7 |IF statement is False sincei = 2

Step 12 IF statement is TruesinceV, ? 0

After Step 13: MAX(Hz) = Hz = 40 for O,

After Step 14 40, O, are put in the MAX VALUE table for job J,
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MAX Vauetable:

Job Officer max value Hj;
J O 10
N7 Oz 40

After Step 15 Oz isput inthe ASSIGNED APPLICANTStable

ASSIGNED APPLICANTS table:

Officer Oy, Oz

After Step 16 Flag, = 1

After Step 171 =3

After Step 5: WHILE (3 <=5)

After Step 6: V3 ={{15}-{15} -0} =0

Step 7 IF statement is False sincei =3

Step 12 IF statement isFalsesince V3 =0

Step 18 Else statement is True

After Step 19 Hy, and O, are deleted from the MAX VALUE tablefor job J,

MAX Value table:
Job Officer max value Hj;
J O 10

After Step 20 O, is deleted from the ASSIGNED APPLICANTS table

ASSIGNED APPLICANTS table:

Officer o]}

After Step 21 Ozisput inthe USED APPLICANTS table for job J,
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USED APPLICANTS table:

Job Officer
J]_ O2
N/} O

After Step 22 all J; entries are deleted from the USED APPLICANTS table. In this case
thereis no entry for J;

After Step 231 =2

After Step 5: WHILE (2 <=5)

After Step 6: V, ={{40, 35} - 0-{40}} =35

Step 7 |IF statement is False sincei = 2

Step 12 IF statement is True since V, ? 0

After Step 13: MAX(Hz) = Haz= 35for O

After Step 14 35, Oz are put in the MAX VALUE table for job J,

MAX Vauetable:
Job Officer max value Hj;
J O, 10
N/ O3 35

After Step 15 Ozis put in the Assigned Applicants table

Assigned Applicants table:

Officer 01, O3

After Step 16 Flag, = 1

After Step 171 =3

After Step 5: WHILE (3 <= 5)

After Step 6: V3 ={{15} -0-0} =15
Step 7 IF statement is False sincei =3
Step 12 IF statement is True since V3 ? 0
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After Step 13: MAX(Hgk) =Hs=15 for 02
After Step 14 15, O, are put in the MAX VALUE table for job J;

MAX Valuetable:
Job Officer max value Hj;
J O, 10
N/) O3 35
N O, 15
After Step 15 O, isput in the ASSIGNED APPLICANTS table
ASSIGNED APPLICANTS table:
Officer 04, 03, 02
After Step 16 Flags = 1
The PRIORITY table becomes:
Job Detailer’s Priority Priority Flag
N} 10 1 1
NS 10 2 1
I 9 3 1
N3 8 4 0
Js 7 5 0

After Step 171 =4

After Step 5: WHILE (4 <=5)

After Step 6: V4 = {{60}-{60} - 0} =0
Step 7 IF statement is False sincei = 4
Step 12 IF statement isFalsesince V4 =0

Step 18 Else statement is True
After Step 19 Hs, and O, are deleted from the MAX VALUE table for job Js.
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MAX Vauetable:

Job Officer max value Hj;
J O 10
N7 O3 35

After Step 20 O, isdeleted from the ASSIGNED APPLICANTStable

ASSIGNED APPLICANTS table:

Officer Oy, O3

After Step 21 Oisput inthe USED APPLICANTS table for job Js

USED APPLICANTStable:

Job Officer
J Oz
N O,
I O,

After Step 22 all J, entries are deleted from the USED APPLICANTS table. In this case
thereisno entry for Js

After Step 231 =3

After Step 5: WHILE (3 <=5)

After Step 6: V3 ={{15} - 0-{15}} =0

Step 7 IF statement is False sincei =3

Step 12 IF statement is False since V3 =0

Step 18 Else statement is True

After Step 19 Hpz and Oz are deleted from the MAX VALUE table for job J,.
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MAX VALUE table:

Job

Officer

max value Hj;

J

O

10

After Step 20 Osis deleted from the ASSIGNED APPLICANTS table

ASSIGNED APPLICANTS table:

Officer

O1

After Step 21 Ozisput inthe USED APPLICANTS table for job J,

USED APPLICANTS table:

Jaob Officer
J O,
N Oy, O3
N O,

After Step 22 all J; entries are deleted from the USED APPLICANTS table.

USED APPLICANTS table:

Job Officer
J]_ O2
N/} 0O,, O3

After Step 231 =2

After Step 5: WHILE (2 <= 5)

After Step 6: V,={{40, 35} - 0- {40, 35}} =0

Step 7 IF statement is False sincei = 2

Step 12 IF statement isFalsesince V, =0

Step 18 Else statement is True

After Step 19 Hy; and O; are deleted from the MAX VALUE table for job J. The MAX
VALUE tableis empty
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After Step 20 O, is deleted from the ASSIGNED APPLICANTS table. The ASSIGNED
APPLICANTS table is empty
After Step 21 Oy isput inthe USED APPLICANTS table for job J,

USED APPLICANTStable:

Job Officer
J O, O1
N/} O, O3

After Step 22 all J, entries are deleted from the USED APPLICANTS table.

USED APPLICANTStable:

Job Officer

J Oy, O

After Step 23i =1

After Step 5: WHILE (1 <=5)

After Step 6: V, ={{10, 20} - 0-{10, 20}} =0

Step 7 IF statement isTruesincei =1, Flagg=1andV; =0

After Step 8 Js is deleted from the PRIORITY table, since it’s the Higher Priority Job
(lowest Priority number) with Flag=0

The H table becomes;

J1 J2 Js Js
O 10
0)) 20 40 15
O3 35
O4
Os 40
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The PRIORITY table becomes:

Job Detailer’s Priority Priority Flag
J 10 1 1
N 10 2 1
I 9 3 1
Jo 7 4 0

And the DELETED JOBS table becomes:

Jobs I, Js

After Step 9 the PRIORITY table length isrecalculated to 4

After Step 10 all J; entries are deleted from the USED APPLICANTS table. The USED
APPLICANTS table is empty

After Step 11: V, ={{10, 20} - 0- 0} ={10, 20}

Step 12 IF statement isTruesinceV; ? 0

After Step 13: MAX(Hw) = H12= 20 for O,

After Step 14 20, O, are put in the MAX VALUE table for job J;

MAX VALUE table:
Job Officer max value Hj;
J O 20

After Step 15 O,isput in the ASSIGNED APPLICANTS table

ASSIGNED APPLICANTS table:

Officer O,

After Step 16 Flagy = 1
After Step 171 =2
After Step 5: WHILE (2 <=4)
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After Step 6: V, ={{40, 35}-{40} - 0} ={35}

Step 7 |IF statement is False sincei = 2

Step 12 IF statement is Truesince V, ? 0

After Step 13: MAX(Hz) = Haz= 35 for Os

After Step 14 35, Oz are put in the MAX VALUE table for job J,

MAX VALUE table:
Job Officer max value Hj;
J 02 20
N Os 35

After Step 15 Ozis put inthe ASSIGNED APPLICANTStable

ASSIGNED APPLICANTS table:

Officer Oy, O3

After Step 16 Flag, = 1

After Step 171 =3

After Step 5: WHILE (3 <= 4)

After Step 6: V3 ={{15}-{15} -0} =0

Step 7 IF statement is False sincei =3

Step 12 IF statement isFalsesince V3 =0

Step 18 Else statement is True

After Step 19 Hpzand Os are deleted from the MAX VALUE tablefor job J,

MAX VALUE table:
Job Officer max value Hj;
J Oz 20

After Step 20 Oszis deleted from the ASSIGNED APPLICANTStable
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ASSIGNED APPLICANTS table:

Officer O,

After Step 21 Ogzisput inthe USED APPLICANTS table for job J,

USED APPLICANTS table:

Job Officer

N/} O3

After Step 22 dl J; entries are deleted from the USED APPLICANTS table. In this case
thereisno entry for J;

After Step 231 =2

After Step 5: WHILE (2 <= 4)

After Step 6: V, ={{40, 35}-{40}-{35}} =0

Step 7 IF statement is False sincei = 2

Step 12 IF statement is False sinceV, =0

Step 18 Else statement is True

After Step 19 Hy and O, are deleted from the MAX VALUE table for job J;. The MAX
VALUE tableis empty

After Step 20 O, is deleted from the ASSIGNED APPLICANTS table. The ASSIGNED
APPLICANTS tableis empty

After Step 21 Oisput inthe USED APPLICANTS table for job J,

USED APPLICANTStable:

Job Officer
J]_ O2
N O3

After Step 22 all J, entries are deleted from the USED APPLICANTS table.
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USED APPLICANTStable:

Job Officer

J]_ O2

After Step 23i =1

After Step 5: WHILE (1 <= 4)

After Step 6: V1 ={{10, 20}- 0- {20}} = 10

Step 7 IF statement is False sinceV, ? 0

Step 12 IF statement is TruesinceV; ? 0

After Step 13: MAX(Hix) = H11= 10 for Oy

After Step 14 10, O, are put in the MAX VALUE table for job J;

MAX VALUE table:
Job Officer max value Hj;
J O 10

After Step 15 Oz isput inthe ASSIGNED APPLICANTStable

ASSIGNED APPLICANTS table:

Officer ol

After Step 16 Flag; = 1

After Step 171 =2

After Step 5: WHILE (2 <= 4)

After Step 6: V, ={{40, 35}- 0- 0} ={40, 35}

Step 7 IF statement is False sincei = 2

Step 12 IF statement is Truesince V, ? 0

After Step 13: MAX(Hak) = He = 40 for Oy

After Step 14 40, Oy are put in the MAX VALUE table for job J,
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MAX VALUE table:

Job Officer max value Hj;
J O 10
V) Oz 40
After Step 15 O,isput in the ASSIGNED APPLICANTS table
ASSIGNED APPLICANTS table:
Officer 01, Oz

After Step 16 Flag, = 1
After Step 171 =3

After Step 5: WHILE (3 <= 4)
After Step 6: V3 ={{15}-{15} -0} =0
Step 7 IF statement is False sincei =3

Step 12 IF statement isFalse since V3 =0

Step 18 Else statement is True

After Step 19 Hy, and O, are deleted from the MAX VALUE table for job J,

MAX VALUE table:
Job Officer max value Hj;
J O 10

After Step 20 O, is deleted from the ASSIGNED APPLICANTStable

ASSIGNED APPLICANTS table:

Officer

O

After Step 21 Oisput inthe USED APPLICANTS table for job J,
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USED APPLICANTStable:

Job Officer
J]_ O2
N} Oz

After Step 22 dl J; entries are deleted from the USED APPLICANTS table. In this case
thereisno entry for J;

After Step 231 =2

After Step 5: WHILE (2 <= 4)

After Step 6: V, ={{40, 35} - 0-{40}} =35

Step 7 IF statement is False since i = 2

Step 12 IF statement is TruesinceV, ? 0

After Step 13: MAX(Hz) = Haz = 35for O

After Step 14 35, Oz are put in the MAX VALUE table for job J,

MAX VALUE table:
Job Officer max value Hj;
J O1 10
N O3 35

After Step 15 Ozis put in the ASSIGNED APPLICANTStable

ASSIGNED APPLICANTS table:

Officer Oy, O3

After Step 16 Flag, = 1

After Step 171 =3

After Step 5: WHILE (3 <= 4)

After Step 6: V3 ={{15} -0-0} =15
Step 7 IF statement is False sincei =3
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Step 12 IF statement is Truesince V3 ? 0
After Step 13: MAX(H3k) =Hs=15 for 02
After Step 14 15, O, are put in the MAX VALUE table for job J;

MAX VALUE table:
Job Officer max value Hj

J 0] 10
N7 Os 35
N O, 15

After Step 15 Oz isput in the ASSIGNED APPLICANTStable

ASSIGNED APPLICANTS table:

Officer 04, 03, 02

After Step 16 Flags = 1

After Step 171 =4

After Step 5: WHILE (4 <=4)

After Step 6: V4, ={{40} -0-0} =40

Step 7 |IF statement isFalse sincei =4

Step 12 IF statement isTruesince V4?0

After Step 13: MAX(Hak) = Has= 40 for Os

After Step 14 40, Os are put in the MAX VALUE table for job Js

MAX VALUE table:
Job Officer max value Hj;
J O, 10
N7} O3 35
N O, 15
N Os 40
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After Step 15 Osis put in the ASSIGNED APPLICANTStable

ASSIGNED APPLICANTS table:

Officer Oy, O3, Oz, Os
After Step 16 Flagy =1
The PRIORITY table becomes:
Job Detailer’s Priority Priority Flag
N} 10 1 1
N7 10 2 1
N 9 3 1
J 7 4 1
After Step 171 =5
After Step 5: WHILE (5<=4) isFase
...And thisisthe end of the algorithm.
Theresultsare:
H table:
J1 J2 Js Js
O 10
O 20 40 15
Os 35
Oy
Os 40
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PRIORITY table:

Job Detailer’s Priority Priority Flag
J 10 1 1
N} 10 2 1
I 9 3 1
Js 7 4 1

USED APPLICANTStable:

Job Officer
Jl O2
N} Oz

ASSIGNED APPLICANTS table:

Officer Oy, Oz, Oy, Os
DELETED JOBStable:
Jobs I, Js
MAX VALUE table:
Job Officer max value Hj;
J O, 10
N/} O3 35
N O, 15
J Os 40

The agorithm and all the supportive code are presented in the Appendices. The

code iswritten in Transact-SQL and is stored in stored procedures.
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Before continuing to the description of the utility function, there is a problem that
could occur and should be addressed. Consider the following case of 3 jobs to be
distributed to 3 officers:

NJ1 J2 J3
0O, 10 10 10
O, 10 10 9
O3 10 9 9

The problem is that all the officers have the same maximum HValue (10 for this
instance) for J; job and 2 of them have the same maximum HValue (10 again) for J, job.

If the algorithm chooses O; officer for J; job, then the final distribution will be the

following.
Job Officer max value Hj;
J O1 10
N O, 10
N O3 9

Apparently, the algorithm made a wrong decision when it picked up O, officer for
Jy job. It should pick up Oz officer for J; job first, then O, officer for J, job and finally O,
officer for J; job. Any other combination does not give the desired outcome. The final
distribution will be the following.

Job Officer max value Hj;
J O3 10
N O, 10
I O1 10

So, there should be a way to address that problem. The following example will
help towards that direction.
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J1 Jo NES Ja
O, 10 10 7 10
O 10 10 9 8
O3 10 9 8 7
Oy 10 8 10 10

The following tables are constructed in order to help the algorithm to make the

correct decision.

a. Same Max Value

This table stores the Officers that have the same max HValue. For the
above example it will store the O;, O,, O3 and O, officers since they al have the same
max HVa ue 10.

b. Min Value Applicants

Looking carefully at the above example, the O3 officer row for jobs J, J
and J,, does not contain any max HValue like the rest rows have. For example O, officer
row has 1 max HValue (10) under job J,, O, officer row has 2 max HValues (10) under
jobs J and J,, and finally O, officer row has 2 max HVaues (10) under jobs J; and Js.
Thistable stores the O; officer and the HValue 9, which is the HVaue of the same officer
Os for the job with the next lower priority (job J).

C. Multiple Max Values

Again, looking at the above example job J, has 2 max HVaues (10) under
it, for officers O, and O,. Also, job J, has 2 max HValues (10) under it, for officers O,
and O4. This table stores these jobs that have multiple max HValues under them, with
their corresponding officers. For thisinstance it stores the J,, O; pair, the J,, O, pair, the
Js, O1 pair and the J,, Oy pair.

d. One Max Value

Again, looking at the above example job J; has 1 max HVaue (10) under
it, for the officer O4. This table stores these jobs that have only one max HValue under

them, with their corresponding officers. For thisinstance it stores only the J;, O,4 pair.

The agorithm below, a sub-algorithm of the main one, is solving this
problem taking into account the tables just described.
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Assume that there are multiple max HVaues on the J job. The algorithm

returns one of these officers (with the same max HValue) for the J; job.

Algorithm:
Step 1: Fill SAME MAX VALUE table
Step 2: For All officers? SAME MAX VALUE

BEGIN
Step 3: Find O; that has no max HValue for al jobs J with priorities P, <
P
Step 4: For this O; select H; i+1, where J..1 is the job with the next lower
priority of job J;
Step 5: Input H; i+1and O; in MIN VALUE APPLICANTS table

END
Step 6: IF (MIN VALUE APPLICANTS ?0)

BEGIN
Step 7: Select O, with min (Hy, i+1) where O, and Hpjv1 ? MIN VALUE
APPLICANTS
Step 8: Return Op,

END
Step 9: ELSE

BEGIN
Step 10: For All jobs Jx with priorities Pc < P

BEGIN
Step 11. Find J, jobs that have one max HVaue for al the rest
officers
Step 12 Find correspondent officer Og
Step 13: Find Jy jobs that have multiple max HValues for all the rest
officers
Step 14 Find correspondent officers O;
Step 15: Input J,, Os pair in ONE MAX VALUE table
Step 16: Input Jy, O; pairsin MULTIPLE MAX VALUES table
END
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Step 17:

Step 18:

Step 19:

MAX VALUES

Step 20:

Step 21:

Step 22:

Step 23:

IF (MULTIPLE MAX VALUES?0)
BEGIN
IF rest jobs J with priorities P, < P, are more than 2
BEGIN
Select Os with min (Hs i+1), where Os ? MULTIPLE

IF (min (Hs i+1) < max (H;,i+1) for al O))
BEGIN
Return Os
END
ELSE
BEGIN
Select officer Os ? MULTIPLE MAX

VALUESwith Hg i+1 = max (H;, i+1) that has the least number of max HValues beyond J+1

AND the job that has one of these max HValues, has the lowest priority.

Step 24:

Step 25:

Step 26:
MAX VALUES
Step 27:

Step 28:

Step 29:

MAX VALUES
Step 30:

Return Os
END
END
ELSE IF rest jobs J with priorities Py < P, are 2
BEGIN
Select Os with min (Hs i+2), where Os ? MULTIPLE

Return Os
END
ELSE IF rest jobs J with prioritiesPy < P, are 1
BEGIN
Select Os with min (Hs i+1), where Os ? MULTIPLE

Return Og
END
END
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Step 31: ELSE IF (MULTIPLE MAX VALUES = 0) AND (ONE MAX
VALUE ?0)
BEGIN
Select Os ? ONE MAX VALUE, where the correspondent
J has priority Pc < P,.; and Py is minimum

Step 32: Return Os

END
Step 33: ELSE

BEGIN
Step 34: Choose O randomly
Step 35: Return Os

END

END

The following examples demonstrate the use of the algorithm.

Example 1:
J1 Jo J3 Ja
01 10 10 7 9
O, 10 8 9 10
O3 10 7 8 10
O4 10 6 10 8

After Step 1 the SAME MAX VALUE table becomes

SAME MAX VALUE table:

Officer O1, Oy, O3, Oy
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Step 6 statement is False since beyond J; job, O; officer row has 1 max HVaue (10)
under job J,, O, officer row has 1 max HValue (10) under job Js;, Os officer row has 1
max HValue (10) under job J, too, and finally O, officer row has 1 max HValue (10)
under job Js.

After the loop from Step 10 to Step 16, we have:

MULTIPLE MAX VALUES table:

Job Officer
J4 O2
J4 O3
ONE MAX VALUE table:
Job Officer
N} O
N Oy

Step 17 istrue (MULTIPLE MAX VALUES ? 0)

Step 18 is true since the jobs J with priorities Pc < P, are more than 2 (these are J,, J,
Js).

After Step 19 the min (Hs i+1) is Hzx = 7 of O3, since for officers O,, O3 ? MULTIPLE
MAX VALUES, Hz, =7 <8 =Hy,.

After Step 21 the algorithm is ended and officer Osis returned.

Example 2:
J1 NP! J3 Ja
0O; 10 10 7 10
(o)) 10 8 9 7
O3 10 7 8 8
Oy 10 6 10 10
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After Step 1 the SAME MAX VALUE table becomes

SAME MAX VALUE table:

Officer O1, Oz, 03,04

After the loop from Step 2 to Step 5, we have:

MIN VALUE APPLICANTS table:

Officer HValue
0O, 8
O; 7

Step 6 statement is True
After Step 7 officer Oz isselected since Hz, =7 <8=Hy,
After Step 8 the algorithm is ended and officer Ozis returned.

Example 3:
J1 NP! J3 Ja
O, 10 10 7 7
0O, 10 8 10 8
O3 10 7 9 10
Oy 10 10 8 9

After Step 1 the SAME MAX VALUE table becomes
SAME MAX VALUE table:

Officer 01, Oy, O3, O4

Step 6 statement is False since beyond J; job, O; officer row has 1 max HVaue (10)
under job J,, O, officer row has 1 max HValue (10) under job J;, O; officer row has 1
max HVaue (10) under job J4, and finally O, officer row has 1 max HValue (10) under
job .
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After the loop from Step 10 to Step 16, we have:

MULTIPLE MAX VALUES table:

Job Officer
N O1
N/} O4
ONE MAX VALUE table:
Job Officer
N O
A O3

Step 17 istrue (MULTIPLE MAX VALUES ?0)

Step 18 is true since the jobs J with priorities Pc < P, are more than 2 (these are J,, J,
Jg).

After Step 19 the min (Hs i+1) = 10, since for officers O;, O4 ? MULTIPLE MAX
VALUES, Hiz = Hsy = 10.

Step 20 isfalse since min (Hs,i+1) = 10 = max (H;,i+1)

Step 22 istrue

After Step 23 officers O, and O4 have no max HValue beyond job J, for each individual
row.

After Step 24 the algorithm is ended and officer O, is returned.

In the next section the Utility Function is described in full detail.
C. UTILITY FUNCTION

The Utility Function tries to capture the concept and philosophy of the algorithm
and express it in a mathematical model. The Utility Function helps the detailer to
evaluate any changes he/she makes on the solution set and compare the change with the

result of the algorithm.

The Utility Function should be a summation of factors that will express both the

priority of the J; job and the Hj; value that is selected for that job.
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n
Utility Function = & Factor, Q)
i=1
and
Factor;; = Function (P;, Hj) (2

Factor;; is a function of the priority P, of the J job, Hj; is the value of the selected
pair of J job and O; Officer, and n is the total number of the selected jobs that form the
solution. Intuitively this Factor;; should be the multiplication of the H;; value with the P,
priority. The priority P, is like a coefficient (weight) that multiplied with the H;; value
gives the degree of importance the H;; value is for the entire solution.

Factorj = P, X Hj; 3

The main idea is that the summation of the factors of two adjacent jobs of the
algorithm’s solution should always be greater than the summation of the factors of the
same adjacent jobs of the changed solution. ‘Adjacent jobs are jobs that their priority

has 1 value difference.

In order to explain that better, consider the case of a2 x 2 matrix of the H table.

Jz 'Jl
O] Ho1 Hi1
O, Ho Hi2

Job J, has apriority P,, which is greater than the priority P; of job J;.
P>P=>P=P,-1 (4)

Suppose that al the H;; values are not NULL and that Ha; value is greater than Hy,
value and Hi; value is greater than Hy, value. The algorithm will pick the Hy; value first
because it belongs to the job with higher priority P,, and then it will choose the remaining
Hi, value. Below, the H;; valuesin bold are those that are selected by the algorithm.
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Jz 'Jl
O] Ho21 Hi1
O, H2o Hio
H21> Ho, Hi1 > Hypo (5)

There is only one change that the detailer could make, and that is select the Hy,
value first and then select the remaining Hy; value (the values in italics in the table
above). The Utility Function should give a bigger result value for the algorithm solution,
than for the change the detailer makes. The Utility Function result for the two cases is

shown below.

Algorithm Solution:

Utility Function = Factor,; + Factori, = Function (P, H21) + Function (P, Hiz)  (6)

Detailer Change:

Utility Function = Factor,, + Factor;; = Function (P, Hy,) + Function (P, Hin)  (7)

It should be that:
Utility Function Algorithm Solution > Utility Function Detailer Change => 8)
Function (P,, Hz1) + Function (P1, H12) > Function (P, Hy,) + Function (P, Hi1) (9)

Apparently, thisis very hard to succeed since the value of each factor isrelativeto
the P, and H;; values. There should be away to benefit the factor with the higher priority.
The factor of the higher priority should be bigger by t times the factor of the next lower
priority in order for type (8) to betrue.

For the case above, the Utility Function should be the following.
Utility Function = t x Factory; + Factor; (10)

Type (9) is changed into the following form.
t x Function (P,, Hz) + Function (Py, Hy,) >t x Function (P,, Hz) + Function (P, Hiy)  (93)

Type (10) gives the Utility Function for 2 jobs. The same concept is generalized
for type (1) that gives the Utility Function for njobs. Thisis described below.

For thefirst 2 jobs:
t x Function (P, Hy) + Function (Py, Hy) >t x Function (P, Hz) + Function (P1, Hy))
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For the subsequent 2 jobs:
t* x Function (Ps, Hg) + t x Function (P,, Hy) > t°x Function (P, Hg) + t x Function (P2, Hy)

For the subsequent 2 jobs:
t* x Function (P4, Hy) + t° x Function (Ps, Hg) > t* x Function (P,, Hg) + t° x Function (Ps, Hs)

The same procedure is done until the last 2 jobs:

t™ x Function (Py, Hy) + t™2 x Function (Py.1, Hngy) > t™x Function (P,, Hyy) + t™2 x Function (Py.1, Hiay)

Type (1a) gives the new form of the Utility Function.

n
Utility Function = & t""'x Factor; (1a)
i=1
=> Utility Function = t™* x Factor,; + t" x Factor(,1 +...+ t X Factor, + Factory, (1b)

Taking type (3) into consideration we have that:
Utility Function = t™ x P, X Hyi + t"2 X Py X Hgpayi +...+ t X P2 X Hy + Py X Hy, (1c)

Let’s go back to the case of the 2 jobs described above.

Jz 'Jl
O] Ho1 Hi1
O, Ho Hi2

Combining type (8) with type (1c) we have the following:
Utility Function Algorithm Solution > Utility Function Detailer Change =>
tXPoxHy+ P xHp>txPo X Ho + P X Hyp (11)

The worst case scenario should be one of the following possibilities:

H,; value is the maximum value for the J, job, Hi; value is the maximum
value for the J; job, Hx, value is the next maximum value for the J, job and
Hi2 value is the minimum value for the J; job.

H2, value is the minimum value for the J; job, Hi; value is the maximum
value for the J; job, Hy; value is the next minimum value for the J, job and
Hi2 value is the minimum value for the J; job.

Now it may be seen why it is important to have maximum and minimum values
for the H;; variable. Since the maximum and minimum value for the Hj; valuesis 10 and 1

respectively, the H tables for both possibilities are like the following.
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For the first possibility we have:

Jz Jl
01 10 10
O, Hao 1

Combining type (11) with type (4) we have the following.
tXPoXHau+PiXHp>tX P X Hyp+ PrxHyp =>
IXPoXx10+ P X1>tXxPox Hyp + P x10=> (11b)
t>P1x9/ P, x (10—-Hy) =>
t> [P/ P] x[9/(10—Hy)] =>
t>[(P2—1) /Py x[9/(10-Hz)]

Since (P,—1)/ P,=1-1/ P,, itissufficient for t to be:
t=9/(10—Hy) (12)

For the second possibility we have:

Jz 'Jl
O, Ho1 10
O 1 1

Combining type (11) with type (4) we have the following.
IXPoXHy +PixHp>txPoxHy + Py xHyp =
IXPoXHyy +Pix1>txPox1+Px10=>
t>Px9/Px (Hxn—1) =>
t>[P/ P x[9/(Hu—-1)] =>
t>[(P2—1) /P x[9/ (Hz—1)]

Since (P,—1)/ P,=1-1/ P,, itissufficient for t to be:
t=9/(Hx-1) (12a)

So, in both possibilities t is a function of the maximum value and the next most

maximum value, or afunction of the minimum value and the next most minimum value.
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In order to have a unique t value, the maximum and the next most maximum
value of all the H;; variables are computed, and are used for this project. In the extreme
case that the maximum value and the next most maximum value are the same, then there
are several best solutions.

t =9/ (max (Hj) —next max (H;)) (12b)

It is obvious that as next max (H;;) approaches the max (H;), the t value increases
infinitely. Things become worse, sincet is to the power of (i — 1) and then multiplied by
P and H;; as type (1c) shows. This means that the result of the Utility Function would be
too big for a computer to handle. One solution would be to compute the logarithm of the
factor t™ x P x Hi;. But the logarithm of each factor does not provide any solution. Take
type (12b), but with the use of logarithms instead.
logao(t X P2 X 10) + logio(P1 X 1) > logio(t X P2 X Hz2) + logio(Py X 10) =>
10g10(t) + 10010(P2) +10010(10) + 10010(P1) > 10g10(t) + 10g10(P2) + [0G10(H22) + [0G10(P1) +
|0g10(10) =>
log10(H22) < O

The last isimpossible since:

Ha,> 1 => logig(Hz22) > logio(1) = O.

In order to avoid this problem, the logarithm of the summation of every 2

subsequent factorsis used.

For the first 2 jobs we have that t x P, X Hyj + P1 X Hyj > t X P> X Hy + Py X Hy;.
Since both summations are numbers greater or equal to 1, logarithms can be put around
them. So we have that |Oglo(t X P> X sz + P X H]_j) > |Og]_o(t X P> x sz + P71 X Hlj), which

istrue.

It istrue for the subsequent 2 jobs:
t2XP3X Ha +tX P2 X Hy > t2x PsX Hz +t X Po X Hy =>

|Og]_o(t2 X P3X Hg +tX P>x sz) > |Oglo(t2X Ps X Hz +tx Py X sz)

It istrue for next the subsequent 2 jobs:
t3X P4 X H4j +t2X Ps x H3j >t3X P4 x H4j +t2X Ps x H3j:>

|Og]_0(t3 X PaX Hg + t? x Ps x ng) > |Og]_o(t3 X Pa X Hy + 2 x Ps x ng)
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It istrue for the last 2 jobs too:
tn_l X Pn X HnJ + tn_z X Pn-l X H(n.]_)l > tn_lX Pn X Hnj + tn_z X Pn-]_ X H(n.l)l =>

logao(t™ X Py X Hyj + t"2 X Pra X Hnay) > 10gao(t™ X Po X Hyj + 172 X Py X Henayj)

All these result to the final form of the Utility Function, whichiis:
n

Utility Function = & log,,(t™ x P xH; +t?x P x H
=2

(-1)j)

wheret =9/ (max (H;) — next max (Hj)).

The priorities P, are stored in the COUNTER table, while the H;; values are stored
in the H table. The result of the Utility Function is stored in the ESTIMATE
FUNCTION RESULT table. The changes the detailer makes from the MAX VALUE
table (the table that stores the algorithm’s solution), are stored in the MANIPULATE
SOLUTION. Any job and officer the detailer changes from the MANIPULATE
SOLUTION table, is stored in the DELETED JOBS MANIPULATE and UNASSIGNED
APPLICANTS MANIPULATE table respectively.

Actually, the ESTIMATE FUNCTION RESULT table stores the difference of the
Utility Function results from the MAX VALUE and MANIPULATE SOLUTION table.
So, if for example the result of the Utility Function for the algorithm’s solution is 40 and
the result of the Utility Function for the detailer’s change is 30, the value that is stored in
the ESTIMATE FUNCTION RESULT tableis 10.

When the detailer is ready to make a decision, the MAX VALUE table' s data or
the MANIPULATE SOLUTION table' s data are stored in the ASSIGNMENT table.

The Transact-SQL code of the Utility Function and all the supportive sub-
procedures are presented in the Appendices.
D. TEST RESULTS

In order to test the algorithm and the Utility Function, tests have been planned and
executed. These tests are based on the following issues.

Estimation of the time length that the computer spends running the
algorithm in order to find a distribution.
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Increases on the result that is stored in the ESTIMATE FUNCTION
RESULT table, when changes are made on the algorithm’ s solution.

Changes on the distribution of the algorithm, when different coefficient
weights for the decision variables are given.

A description of the testsis provided below, based on the issues above.

1 TimeLength Estimation

The following test considers 22 jobs and 24 officers. The algorithm takes 9
seconds to run and give a distribution. Below are the results.
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Figure 25. Job-Platform Pairs to be Fulfilled-Manpower Database.
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Figure 26.

Officers To Be Assigned to the Job-Platform Pairs Above-Manpower

Database.
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Figure 27.

H Table (Only the First 44 Out of 528 Records Are Shown)-Manpower
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| Manposes - [Dats in Table WAX_VALUE in ‘Mangower' on "{LOCALY]
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Figure 28.

The Solution of the Algorithm-MAX VALUE Table of Manpower

Database.

This test takes the case of four officers to be distributed on four jobs. The
algorithm runsinstantly. Below are the results.
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Figure 29. Job-Platform Pairs to Be Fulfilled-Manpower Database.
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i Manpower - [Dats im Table APPLICANT in ‘Sanpeswer’ on ‘(LOCALY|
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Figure 30. Officers To Be Assigned to the Job-Platform Pairs Above-Manpower

Database.
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Figure 31.

H Table-Manpower Database.
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Figure 32. The Solution of the Algorithm-MAX VALUE Table of Manpower
Database.

Apparently, for large loads of jobs the computationa time will increase
significantly. Specifically, suppose that the set of jobs is n. From the design of the
algorithm the worst case computational time is O(n?). The reason is that the algorithm
may backtrack until it finds a path in order to fulfill all the jobs. The worst case scenario
will be that the algorithm backtracks for every officer, beginning from the highest priority
job until the lowest priority job and then backtracks to highest priority job again. This
means that the algorithm goes back and forth for al n officers n times, which concludes

to the O(n?) computational time.
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The computational time for the average case scenario is expected to be O(n), since
the algorithm won’t backtrack alot. Usually, it tracks back a couple of times for a couple
of jobs. So it will begin from the highest priority job and end to the lowest priority job
for atotal computational time of O(n).

2. Increases on the Estimate Function Result When Changes Are Made
on the Algorithm’s Solution

In order to show the changes, the following scenario of available jobs and officers
IS put into the Manpower database.

APPLICANT table: The same with figure 24.

JOB PLACE table:  The same with figure 23.

JOB table:
il Manpowes - [Data in Table "J08' in ‘Manpower” an "{LOCALY] |
T Ae wndow  Hoip _|m]
P EEEC P T RE . _
[_Tishid [iaitiare [Experercefizamed Erianiy
A Exres Commander 1 a
| BsCo e Subrommander 1 7
[ |co Commanding Crfficer 1 a
| |comg Corsmunicatons Officer 1.3 E
[ ooc Dot 2 T
| |nco Electrorcs Difficer 1 7
[ |=io Evaruliva Officer 1
e THawige tor Officer 13 T
[~ | oesa Coparatians Officar 1 7
o e Prapulsion Orfficer 1 7
-~ |eac SoLadrin Conanor 1 ]
| |wPs0 ‘Wezpons Offiper 1 7
4 |
Figure 33. JOB Table-Manpower Database.
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EXPERIENCE table:

| Mamporser - [Dals in Table EXPERIEHCE in 'Manpower” on {LOCALY]

B Ae wedos  Hap _|m|x)
BREEECAIRT LA RE.

[ Tlchid [iduentd  [Epenens

NE 1 [

| |Co . 1]

[~ {co E] i

= 2 1

[ | coraa 1 i

[ |coa = n

|| corag 3 1.5
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Figure 34. EXPERIENCE Table-Manpower Database.
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JOB LANGUAGE table:

il Mapposer - [Dats in Table " J08_LANGUAGE in "Manpower on “{LOCALY]
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Figure 35. JOB LANGUAGE Table-Manpower Database.
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APPLICANT LANGUAGE table:

| Manposes - [Dats in Table APPLICANT _LANGUAGE in ‘Manpoes’ on ‘LOCAL]']

Lo o =lElE

B EEEC R R e
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Figure 36. APPLICANT LANGUAGE Table-Manpower Database.
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JOB CREDENTIALS table:

1. Mangpmwes [Oata in Table"J0B_CREDENTIALS o ‘Mampower' on ‘[LOCELY]
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Figure 37. JOB CREDENTIALS Table-Manpower Database.
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APPLICANT CREDENTIALS table:

o Manpowes - [Dats in Table APPLICANT _CREDEMTIALS' i 'Margower” on "{LOCALY]
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Figure 38. APPLICANT CREDENTIALS Table-Manpower Database.
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JOB QUALIFICATION table:

+n/ Manposes - [Bals jn Table 308 OUALIFICATION in ‘Menpowe oo [LOCAL)]

Ll i i B . | le| xi
B EOEC A aY L nE

o HAVEA
o MAVER
ExXO HAVEA
R0 HEVTA

Figure 39. JOB QUALIFICATION Table-Manpower Database.

120



QUALIFICATION APPLICANT table:

it Mampporses - [Dals in Toble CRAES ICATION _APPLICANT & ‘Manpower' on |LOCALY']

Figure 40. QUALIFICATION APPLICANT Table-Manpower Database.
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APPLICANT PREFERENCE table:

»n| Manposes - [Dats in Table APPLICANT _PREFERENCE in ‘Mempower” oo ‘{LOCALY]

Lo _leix
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|| dppicprkll Labld Tertde [Ereferererigpior ]
L oo Fi F]
EIp COMO F1 1
[ =7a] Fi k|
v ] ri ]
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14 END F1 2
|14 HEVD F1 E]
E3

Figure 41. APPLICANT PREFERENCE Table-Manpower Database.
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COMMAND PREFERENCE table:

in; Manpower - [Data in Table COMMAND_PREFERENCE' in ‘Menpowes” on "{LOCALY'] a)
Tl Pl Wiedow  Halp _ &=

L BT = T S L e o P

|| Appkcentid Ligild [Ptaceloge IionnandCode | Preferencelommad
(b |1 o Fi FRH [
EZE COME F1 FRH 1
[52]a =) Fi FRH 2
[ WD ri ran 3
R o Fi FRH 3
=E oMo ri ren 0
[ =il 1 e 3
(522 MWD ri ran 1
ERf o 1 Fam 1
[=a oMo Fl FRH 3
a2 ol 1 Fam 0
FZE M F1 FRH 2
| |4 k1] F1 FRH 3
[ |+ oM F1 FAH 2
| |4 B0 F1 FRH 1
[ ]+ WD F1 FRH o
% |

Figure 42. COMMAND PREFERENCE Table-Manpower Database.

After the algorithm is ran, the H table becomes as shown in the figure below.
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1 Manpowes - [Data in Table 'H' i Manpowes" on "[LDCALY]
B Fe  Whndow Hap
BEEEOS ) &N R ES

| Al [ HaceCode |Hipise

1 Fi 3.7 UHTE L3
1 F1 & 9B 2T
1 Fi 2114009850741
4 r b1

1 Fi 1. 9HTHETET
H r 2,505 119259773
3 F1 10

4 r 3,296 15718305355
1 F1 2.0434 70 HSEHRAET
2 Fl 1o

1 £1 3 DHENERENITRILE
4 Fl 3,95652178 13041
1 F1 b1

1 £l 2,2351521 L6705
E F1 9, 5T T
4 £l 2.IE71IBERIEE

Figure 43.

The MAX Value table results are shown in the figure below.

H Table-Manpower Database.
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Figure 44. Solution (Screen 1)-Manpower Database.
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Figure 45. Solution (Screen 2)-Manpower Database.

The detailer then makes the following change. He/she assigns the Commanding
Officer’sjob of the ship Frigate 1 to the officer 3, and the Executive Officer’s job of the
ship Frigate 1 to the officer 4.

The following screenshots show the new results on the solution and the Estimate
Function.
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Figure 46. Change on the Solution and Estimate Function (Screen 1)-Manpower

Database.
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Figure 47. Change on the Solution and Estimate Function (Screen 2)-Manpower
Database.

Apparently, the detailer selected officers with worse HValues than the algorithm
selected. Thisresulted in an increase of the Estimate Function by 0.0485 units.

3. Changes on the Algorithm’s Distribution, When Different Coefficient
Weightsfor the Decision Variables Are Given

For the case just described above, the solution of the algorithm presented in
Figures 37 and 38 was made with coefficient weights equal to 1 for al the criteria as
shown in the figure below.
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Figure 48. Coefficient Weights Per Criterion-Manpower Database.

If the detailer changes the criteria weights, both the H table and the solution
change. Assume that the detailer would like to give more weight to the officers
preference and the commands preference than to their Credentials, Experience and
Language criteria. He/she decides then to put weight 5 to the officers’ and commands
preference criteriaand leave the rest criteria as they are.
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Figure 49. Coefficient Weights Per Criterion After the Weights Change-Manpower
Database.

Now that the weights are changed, a different H table and a different solution will
be produced. The two figures below show that change on the H table.

130



i Mampoer - [Oats in Table B in Sanpowes’ on ' LOCAL)']

1 Rl i B A )
B EEECF RT L EE

T ooy [Mecciode THidue

l o 1 Fl S ERERISES T
| |Co 2 F1 ILTHLIMHNE
=] ] 3 Fi1 S ZLTH LA
I =] A ri n

[ corn 1 Fi uw

[ |coma 7 rL 0

[ | coran kL Fi u

|__|coMa 4 rl 0000 A LA T
|- |ExO 1 Fi EALEZAAE 1533482
| |EXD 2 Fl 9553840151645 15
HE Z FL uw

| |exD £ Fl 9,558 151045 15
|| Ml 1 F1 m

|| WD 2 Fl 9.33331333331232
|| Wad 3 F1 10

|| Ao q Fl el T
"

Figure 50.

H Table Before the Weights Change and the Algorithm Runs-Manpower
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T, Manpowes - [[sta in Table 'H i Manpowes ' on "{LDCALJ']
B Fe  Whndow Hap
i = S

| Al [ HaceCode |Hf g

1 Fi in

1 Fi p R el kb
3 Fi 3. 2053533534113
4 Fl 9 TIIHLLEAT
1 Fi i

1 F1 1

3 Fi 2.553551 126016
4 Fl 9. ITHE IO
1 F1 .64 15000162
1 Fl 95778311321
3 F1 b 1]

4 Fl 9.5747 111
1 F1 0

1 Fl 3475715533581
E F1 n

4 Fl 3.81%2135303

Figure 51. H Table After the Weights Change and the Algorithm Runs-Manpower

In the two figures below, the new solution of the algorithm is shown.

Database.

132



He

| P Gt @i @3- B-UD B

L [ Toshia tecess @] Customie Unks (8] Mree roimel @ ReaPleyer ] Wincws 8] Vo eds

om0 B

Accept Solution?

e th —
——ia —_—

Figure 52. Solution (Screen 1)-Manpower Database.
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Figure 53. Solution (Screen 2)-Manpower Database.

Again, below are the 2 H tables and highlighted is the agorithm’s choice of
HValues for both cases.

H table before:

CO EXO COMO NAVO
1 9.608 8.615 10 10
2 9.217 9.653 10 9.333
3 9.217 10 10 10
4 10 9.653 9.666 9.666
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H table after:

CO EXO COMO NAVO
1 10 8.641 10 10
2 9.558 9.575 10 9.475
3 9.205 10 9.663 10
4 9.735 9.575 9.579 9.912

Until now, both the Manpower database and the multi-criteria decision model are

described. What remains is the description of the user interface that helps the users, the

officers, the commands and the detailer to access the database and manipulate data. The

next chapter describes the Manpower web site’ s form and structure.
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V. WEBSITE

The previous sections described the database and the multi-criteria decision tool
for the Greek Navy’s Manpower model. This chapter discusses the website, which helps
the officers and the commands to specify their preferences and the detailer to administer
the database and make decisions by using the decision support environment.

A. 3-TIER ARCHITECTURE

Before discussing the web site structure and design, it is useful to describe the 3-
tier architecture model used for the implementation of this project. The figure below
describes the basic form of a 3-tier architecture. The 3-tier architecture logically
separates the functions of an application into a user interface component, a server

business logic component, and a database component.

Many application server products and middleware products provide support for
building and deploying applications using the 3-tier architecture. In most of these cases a
primary role of the middle tier business logic components is to manipulate data stored in
and accessed from the 3rd tier.

Client Computer

DB % .

Server W

Figure 54. 3-Tier Architecture.
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For this thesis, the middle-tier component is a web server running Windows 11S
5.0. The third-tier component is the Windows SQL Server 2000, which is the database
server. This is the place where the data and the stored procedures of the multi-criteria
decision tool reside, as described in the previous chapters. The first-tier component is the
browser for the Manpower database users. The figure below describes the 3-tier
architecture for our prototype.

Client

Web
Server running
1S 5.0

€00 @
— =

200 4 m
DB = =
Server running
SQL Server 2000

Figure 55. 3-Tier Architecture-Manpower Database.

3-tier architecture meets the requirements of large-scale Internet or intranet
client/server applications because they are scalable, robust and flexible. They are easier

to manage and deploy on the network, since most of the code runs on the servers.

3-tier applications minimize network interchanges by creating abstract levels of
service. Instead of interacting with the database directly, the client calls business logic
which resides on the server. The business logic then accesses the database on the client’s
behalf (middleware functionality).

For the thesis model specifically, almost all the logic of the architecture is
concentrated on the database server side. This means that the network load is low since

the only thing the web server does is to send commands to the database server on the
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client's behaf. These commands activate stored procedures on the database server’'s
side, which do the entire job. Only the results of these procedures are sent to the client.
The web server functions as a go-between between the client and the database server.
B. WEBSITE STRUCTURE

The website structure is based on the tasks that three types of users (officer,
command and detailer) want to perform. The web design tool that is used for that
purpose is the Macromedia Dreamweaver MX. The website administration is managed

through the Microsoft 11S 5.0 server.

In order for the application to communicate with the database, an interface called
Open Database Connectivity Driver (ODBC) must be installed first. ASP applications
are fluent ODBC speakers thanks to a built-in OLE DB/ODBC interpreter.

The figure below shows the ODBC connectivity for the Manpower database. The
name of the connection is ‘LocaServer’ since the SQL Server 2000 resides in the same

computer.
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Figure 56. ODBC connectivity-Manpower Website.

The Manpower site is the place where all web pages are stored. The figure below
shows the configurations of the Manpower website.
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Figure 57. Manpower Website Configuration Wizard.

In order for the website to connect to the database a Data Source Name (DSN)
should be created. A DSN is a one-word identifier that points to the database and
contains all the information needed to connect to it. A DSN can be used if the connection
Is made through an ODBC driver. Below is the DSN for the Manpower website. This
DSN string contains not only the ODBC connection named ‘L ocal Server’, but also the
user name and password of the administrator who creates the connection. After the
connection is created successfully, then the web site administrator/creator has all the
Manpower database components (tables, stored procedures etc.) available as shown at the
right hand side of the figure.

141



). Macromeslia. Dreaaraeaver MK - [Untitsed Docoment [Margower/Index)]

?‘ e ot haem e Xt o ard =1 e =
mer-t-'rw-nfwﬁma-mmrmamr-- T [ _
% OG0 EEaesESs0R|9 0 AR R A
B L er— R R - Fucn
(O |adg | ¥El| - e
L Vima A
SEEITE— . T B ¥ —
R 7 |

: BEALEE - AmARaR A il b R

T A o ST

© Welcame L Ehe Ereek Hauy Manpawer

T
DCresrresver Shoud Comrect: ) Uising D8N On Texing Server
{E) Lising Local D50

o AFFLICANT_CF

=

[

B sesrruranm e
ﬂ o APFLCANT_FF
Bl choARSiEhED_SFF
B btk
B seCoEROET
[ sccomeen
[ cbelObidi D PR
H o COURTER
]
i
il
=]
]
i
i
=]
o)
i}

4 E B R AR

(L1 AR .
I. - SelF‘Et'f'-ﬂ?H":H_ Bk .:' e

e CRETENTIALS
oo DELETED JOES
cho DELETED_J0Er3
b o o e

AeEETrHATE_FLUR

Omly For Commanors o e

ot

Al i i ¥

chnadfs 1o iahley EI0 e 46 -~ EAN | BO15ece

- -3

Iﬁhuuﬁ- b (Feed B | Heghi oz | Coirad ke [cr 3| 5 i
= Drfscerat B [T | Cotpwr | | #[H Sk

& Reynlis

Figure 58. DSN Connection-Manpower Website.

Dreamweaver alows the administrator to create a recordset from which to extract
dynamic content. A recordset is the result of a database query. It extracts the specific
information the user requests and allows the user to display that information within a
specified page.

Since amost al the functionality resides on the database server side, the
administrator can use any stored procedures in order to define the kind of recordset the

administrator wants for the webpage.
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Figure 59. Recordset Based on the ksergis.ShowCredential sildOnApplicantld Stored

Procedure-Manpower Website.

Dreamweaver allows the administrator to create interactive forms in order to
allow the user to input his’/her information in the webpage and store them in the database.
For that purpose Dreamweaver has Form components collected in a bar (Form bar). The
administrator can choose any component by performing asimple click. The most popular
components are the following.

Form inserts a form in the document. Dreamweaver inserts opening and
closing form tags in the HTML source code. Any additional form objects,
such as text fields, buttons, and so on must be inserted between the form
tags for the data to be processed correctly by all browsers.

Text Field inserts a text field in a form. Text fields accept any type of
alphanumeric entries. The entered text can be displayed as a single line,
as multiple lines, or as bullets or asterisks (for password protection).

Field inserts a field in the document in which user data can be stored.
Hidden fields let the administrator store information entered by a user,
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such as a name, e-mail address, or purchase preference, and then use that
data when the user next visits the site.

Check Box inserts a check box in a form. Check boxes allow multiple
responses in a single group of options. A user can select as many options

as apply.
Radio Button inserts a radio button in a form. Radio buttons represent

exclusive choices. Selecting a button within a group deselects all othersin
the group. For example a user can select Yes or No.

Radio Group inserts a collection of radio buttons which share the same
name.

List/Menus allows the administrator to create user choices in alist. The
List option displays the option values in a scrolling list and allows users to
select multiple options in the list. The Menu option displays the option
valuesin a pop-up menu and allows users to select only a single choice.

Button inserts a text button within a form. Buttons perform tasks when
clicked, such as submitting or resetting forms. The administrator can add
a custom name or label to a button, or use one of the predefined “ Submit”
or “Reset” labels.

The figure below shows a webpage of the Manpower website. This webpage
contains a Form, a List/Menu, two Hiddenfields and two buttons (one called Update and
one called Reset).
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Figure 60. Webpage with a Form-Manpower Website.

One feature of Dreamweaver is the ability to build master pages. A master page
is a page that lists records. For that purpose, Dreamweaver provides the webpage
designer with a special bar named ‘Application’. The most popular components of the
‘Application’ bar are the following.

Repeated Region displays more than one record at a time. The repeated
region is normally applied to the table row containing the dynamic
content.

Dynamic Table creates the table row and the repeated region
automatically.

Recordset Navigation Bar helps the user to navigate through al the
records.

The following figures display the ‘ViewCredentialnfo.asp’ page in both the

Dreamweaver and I nternet environment.

145



o

= ""r _

|D|':3:IEE Xme|ao
|@,§;|E§ﬂ|nﬁuumm:

H.I. Emnﬂ.

S —

ll:l:.l.,:ll.: .ll———. : -I'_lﬂ].: II.I-U o

Figure 61.

E:-.-.man: (CrEdcSnks
X HoCIsame
mangs hea

Lmois Table Wl (3 Feed B2 | Hegh [
Dll-l.l\:\iml'l

NEI AR o 1R I e

Upcat s Fassl
Lok Upclate 1a carapcd 40
WrCTOrsadl o ond e T kil

Master Page-The Repeated Region and the Navigation Bar Are Displayed.

146



Favcalles T

GOm0 880G P jimem @ 035 8- DB
ekt e [ ] bt oot Wsrponm e Cre e taliy o
L [ Toshia tecess @] Customie Unks (8] Mree roimel @ ReaPleyer ] Wincws 8] Vo eds

Figure 62. Master Page (1* Screen)-How the Repeated Region and the Navigation
Bar Are Displayed on the Internet.

147



it Imernet Daplores

= Fiar L] =i '.|.

QO WRBG Puw Frroie @ @ -5 B-L DB
s [ i ocahvoterpomms o sdinb otz o *B=
Irks ) Tashha Scxess ] Custoree ks 48] Preerioinsd i ey ] windows B wardonsiede

Q-

4] cone

Figure 63. Master Page (2™ Screen)-How the Repeated Region and the Navigation
Bar are Displayed on the Internet.

'Eudm-ut

C. MENU NAVIGATIONAL TREE

The three categories of users determine the shape and structure of the Manpower
website. These categories of users are the officer, the command and the detailer. The
officer has to declare his preferences for the next assignment. The command has to
declare its preferences for the officers who wants to occupy one of their jobs. The
detailer has control of the website. The detailer has to view all the records of the
Manpower database, update them or delete them. The detailer also has to solve the

assignment problem and change the solution according to the Navy’s desires.

The following lines present a description of the sequence of actions each one of
the users has to perform in order to accomplish his/her role in the Manpower website.
Each step has a corresponding number of stored procedures that are executed. These are

also presented in this section.
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1. Officer

UpdateApplicantData

FirstName, LastName,

Sign In
Login
Control
View Update Select New View Delete Change User
Current Account 2 Job 3 Preferences® || Preferences® Name -
Assignment * Password ’
A
Select
Platform /
Base &
Preferences*
Stored Procedures for Officer
Name Variables Description
ShowCurrentAssignment Applicantld Ret_urns the officer’s current
assignment
ShowA pplicantAddressPhoneData | Applicantld R eturns 'ghe officer’s address and phone
information
Applicantld,

Updates the officer’ s First Name, Last

MiddleName, Name, Middle Name, Email Address
Email Address
Applicantld, Updates the City or Town, Street,

UpdateAddressData CityOrTown, Street, Apartment and ZI P code the officer
Apartment, ZIP livesin
ﬁgﬂ:a%ar?ct)lniN umber Updates the officer's Home Phone
UpdatePhoneData ' Number, Cell Phone Number and Other
CellPhoneNumber, Phone Number
OtherPhoneNumber
ShowJobld Returns all the jobs
CheckA pplicantSuitable Applicantld ]Ic:;(:turns the jobs the officer is suitable
ShowPlaceCodeOnJobld Jobld Returns the Platform/Base data per job
Applicantld, Checksiif the officer has selected the
CheckPreference PreferenceApplicant, same Preference number or
PlaceCode, Jobld Platform/Base
CheckApplicantPreferenceExists | Applicantld Checksif the officer has at least one
Preference
ShowA pplicantPreferences Applicantld Returns all the officer’ s Preferences
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Stored Proceduresfor Officer

# Name Variables Description
ShowA pplicantPreferences Applicantld Returns all the officer’ s Preferences
6 : Applicantld, —
DeleteApplicantPreference PreferenceApplicant Deletes an officer’ s Preference
CheckUserName UserName Checksiif the User Name is unique
7 UpdateUserNameP ord Applicantld, Updates the officer’s User Name and
UserName, Password Password
2. Command
Sign In
Login
Control
- . . ‘
Select View Command’s View Entire Delete Change User
Officer Preferences Per Preferences”® Preferences® Name -
Platform/Base * Password ’
Select

Base/Platform !

l\,

Select
Preference?

View Valid
Officers®
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Stored Proceduresfor Command

Name Variables Description
ShowPlaceCodeOnCommandCode CommandCode Returns the Ij:lgtr;(;r]r;égase code per
ShowJobl dOnPlaceCode PlaceCode Returns the jobs per Platform/Base
ShowA pplicantL astNameFirstName Returns the Officer’s First Name and
Last Name
C(;mn;?cn:n(i‘,l%de, Checksif the command has selected
CheckPreferenceCommand PP ' the same Preference number or the
PreferenceCommand, same officer and Platform/Base twice
PlaceCode, Jobld
ShowJobl dOnPlaceCode PlaceCode Returns the jobs per Platform/Base
CheckSuitableA pplicantsOnJob Jobid Retums the Offf(')fzrjségat aredligible
ShowPlacel mage CommandCode Returns the Platform/Base jpeg files
per command
ShowCommandPreferencesOnPlaceCo CommandCode, Returns the command'’ s preferences
de PlaceCode per Platform/Base
ShowCommandPreferences CommandCode Returns the command'’ s preferences
ShowCommandsPreferencesForDel ete CommandCode Returns the command'’ s preferences
PlaceCode, Jobld,
DeleteCommandPreference PreferenceCommand, Deletes acommand’s preference
Applicantld
CheckUserNameCommand UserName Checks if the User Name is unique
CommandCode, Updates the command’ s User Name

UpdateUserNamePasswordCommand

UserName, Password

and Password

3. Detailer

SignIn

Control

Insert
Records

View
Records

Update
Records

Solve
M ode€l

Delete
Records
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a. View Records

View
Records

/\

Experience
Per
Job/Officer 16

Assignments %

Credentials ®

Rank *°

Select Job * Language
Experience Ranks? Language || Specialties® || Qualifications®
Required 2 and
Minimum
Grades*
A 4
Credentials Bases/Platforms
and that havethis
Minimum Job 8
Grades’
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Officers

All Specialty %

Command’s
Preference
and Data

Platform %

Base/ Criteria

Weights %’

v

Quialifications %

Select Officer °

Command’s
Data®

v

Command’s
Preferences

v

Select

Base/Platform 2

4

v

Show
Preferences %

e

Officer’s Officer’s Quialifications Rank and L anguages Preferences
Per sonal Credentials 12 Specialties and 15
I nforgrolation and (flrades 1 Grades
Stored Proceduresfor View Records

# Name Variables Description

1 ShowdJobld Returns all jobs

2 ShowExperienceRequired Jobld, JobName | Returns the required experience per
job

3 | ShowRankNameTimeSeaServiceOnJobld Jobld Returns the rank and time of sea

service per job
4 | ShowLanguageNamel anguageDegreeOn Jobld Returns the language and its
Jobld minimum grades per job

5 ShowSpecialtyNameOnJobld Jobld Returns the name of the specialty per
job

6 ShowQualificationNameOnJobld Jobld Return the qualification’s name per
job

7 | ShowCredentialsNameCredentia sGrade Jobld Returns the credential and its

OnJobld minimum grades per job
8 | ShowPlaceNamePlacelmageCommandNa Jobld Returns the platforms’ name, jpeg file
meOnJobld and command per job
9 | ShowApplicantldLastNameFirstNameW Returns the officer’slast name and
ORank first name
10 ShowA pplicantAddressPhoneData Applicantld Returns the officer’ s address and
phone data
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Stored Proceduresfor View Records

# Name Variables Description
11 ShowCredentialsldOnApplicantld Applicantld Returns the credentials and the
corresponding grades per officer
ShowA pplicantldL astNameFirstNameOn Applicantld Returns the officer’ sfirst and last
Applicantld name
12 | ShowApplicantldL astNameFirstNameOn Applicantld Returns the officer’ sfirst and last
Applicantld name
ShowQualificationCodeOnA pplicantld Applicantld Returns the qualifications per officer
13 | ShowApplicantldL astNameFirstNameOn Applicantld Returns the officer’sfirst and last
Applicantld name
ShowRankCodeSpecialtyCodeSeaService Applicantld Returns the officer’ srank, specialty
OnApplicantld and sea service
14 | ShowApplicantldLastNameFirstNameOn Applicantld Returns the officer’sfirst and last
Applicantld name
ShowL anguageCodeOnA pplicantld Applicantld Returns the officer’s languages and
the corresponding grades
15 | ShowApplicantldL astNameFirstNameOn Applicantld Returns the officer’sfirst and last
Applicantld name
ShowA pplicantPreferences Applicantld Returns the officer’s preferences
16 ShowExperiencePerJobOfficer Returns the officer’s experience per
job
17 ShowAllAssignmentinfo Returns all the assignments
18 ShowCredentialsld Returns all the credentials
19 ShowRankData Returns all the ranks
20 Showl anguageCode Returns all the languages
21 ShowSpecialtyCode Returns all the specialties
22 ShowQualificationCode Returns all the qualifications
23 ShowCommandsData Returns all the commands
24 ShowPlacelmage CommandCode Returns the jpeg files of all the
platforms /bases per command
25 | ShowCommandsPreferencesOnPlaceCod | CommandCode, | Returnsthe command’s preferences
e PlaceCode per platform /base
26 ShowPlaceData Returns all the platforms /bases
27 ShowCoefficients Returns all the coefficients with their
weights
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b.

I nsert Records

Insert
Records

/\.

Job

Job/Officer

Experience Per

Credentials ®

'

Select Job °

|

Select
Officer %

!

Insert

Experience
Job, Officer #

Language '’

Insert Job !
Ranks 2 L anguage Specialties Quialifications”®
and
Minimum
Grades®
\ 4
Credentials Bases/Platforms
and that havethis
Minimum Job ’
Grades®

155

Rank 8




Insert
Records
(Cont’d)

L N

Officers

Specialty

Report
/Detach
Date

Base/
Platform **

Criteria
Weights 2

v

Qualifications ™

Select

Job %

v

Select Officer ©

Insert Dates =

e

Officer’s Qualifications ™ Rank and L anguages
Credentials Specialties® and
and Grades 2 Grades ™
Stored Proceduresfor Insert Records
Name Variables Description
ShowJobld Returns all jobs
CheckJobld Jobld Checksif the Jobld is unique
CheckJobName JobName Checksif the JobName is unique
ShowRankCode Returns all the ranks
CheckJobldRankCode Jobld, RankCode Checksiif the Jobld, RankCode pair exists
ShowL anguageCode Returns all the languages
Jobld, Checksiif the Jobld, L anguageCode pair
CheckJobl dL anguageCode L anguageCode exists
ShowSpecialtyCode Returns all the specialties
: Jobld, Checksif the Jobld, SpeciatyCode pair
CheckJobl dSpecialtyCode SpecialtyCode exists
ShowQudlificationCode Returns al the qualifications
e Jobld, Checksif the Jobld, QualificationCode pair
CheckJobldQuialificationCode QualificationCode oS
ShowCredentialsld Returns all the credentials
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Stored Proceduresfor Insert Records

# Name Variables Description
: Jobld, : . o
CheckJobldCredentialsld Credentialsld Checksif the Jobld, Credentialsld pair exists
7 ShowPlaceCode Returns all the Platforms/Bases
CheckJobl dPlaceCode Jobld, PlaceCode Checksif the Jobld, PlaceCode pair exists
8 ShowA pplicantldL astNameFir Returns the officer’ s last name and first
stNameWORank name
ShowRankCode Returns all the ranks
ShowSpecialtyCode Returns all the specialties
ShowA pplicantldL astNameFir .
stNameRankNameOnA pplicant Applicantld Returns the |ast nam?,f_f irst name and rank
9 Id per officer
Applicantld,
UpdateA pplicantl dSpecialtyRa SpecialtyCode, Updates the specialty, rank and required sea
nk RankCode, time for the rank per officer
SeaTimeForRank
ShowL anguageCode Returns al the languages
ShowA pplicantldLastNameFir :
siNameRankNameOnA pplicant Applicantid Returnsthe last name, _f|rst name and rank
10 Id per officer
CheckApplicantldL anguageCo Applicantld, Checksif the Applicantld, LanguageCode
de LanguageCode pair exists
ShowQualificationCode Returns al the qualifications
ShowA pplicantldL astNameFir .
stNameRankNameOnA pplicant Applicantid Returns the last name, _f| rst name and rank
11 Id per officer
CheckApplicantldQualification Applicantld, Checksif the Applicantld,
Code QualificationCode QualificationCode pair exists
ShowCredentialsld Returns all the credentials
ShowA pplicantldL astNameFir .
stNameRankNameOnA pplicant Applicantid Returnsthe last name, _flrst name and rank
12 Id per officer
. . Applicantld, Checksif the Applicantld, Credentialsld
CheckApplicantldCredentialsld Credentialsid pair exists
13 CheckCredentialsld Credentialsld Checksiif the Credentialsld is unique
CheckCredentialsName CredentialsName Checksiif the CredentialsSName is unique
14 ShowCommandCode Returns al Command Codes
15 CheckQuialificationCode QualificationCode Checksif the QualificationCode is unique
CheckQuialificationName QualificationName | Checksif the QualificationName is unique
16 CheckSpecialtyCode SpecialtyCode Checksiif the SpecialtyCode is unique
CheckSpeciatyName SpeciatyName Checks if the SpecialtyName is unique
17 CheckL anguageCode LanguageCode Checksiif the LanguageCode is unique
CheckL anguageName LanguageName Checksiif the LanguageName is unique
18 CheckRankCode RankCode Checks if the RankCode is unique
CheckRankName RankName Checksif the RankName is unique
19 ShowJobld Returns all jobs
20 | CheckSuitablenpplicantsOnJo Jobid Checksif an officer is eligible for ajob
CheckExperienceExists Jobld, Applicantld Checksif an expﬁlsgntce%has been already
21 . Jobld, Applicantld, Inserts the experience the officer has for a
InsertExperience - -
Experience job
22 | ShowJobldPlaceCodeApplican Returns all the assignments
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Stored Proceduresfor Insert Records

# Name Variables Description
tIdFromASSIGNMENT
ShowdJobl dPlaceCodeA pplican
tIdOnA pplicantldFromASSIG Applicantld Returns an officer’ s assignment
NMENT
23 CheckDateExists Applicantld Checksif the report or detach date exists
Applicantld,
InsertDate ReportDate, Inserts the Report and Detach Dates
DetachDate
CheckCoefficientExists WeightName Checksiif the coefficient exists
24 InsertCoefficient Wel_ghtName, Inserts the coefficient and its value
WeightValue
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Quialifications®

C. Update Records
Update
Records
Job Experience Per
Job/Officer
Select Job Y’
1 Select
Update *°
\

Update Jobld,

JobName,
Experience ?

Ranks?® Language Specialties®
and
Minimum
Grades*
A 4
Credentials Bases/Platforms
and that have this
Minimum Job &
Grades’
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Update
Records
(Cont’d)
Officers Report Criteria
/Detach Weights
Date
Select Job # Select
Weight %
Insert Dates Update **

Select Officer °
Rank and L anguages Credentials
Specialty 1° and and Grades
Grades
Select Select
Language * Credential **
Enter New Enter New
Grade *? Grade®
Update ™ Update *°
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Stored Procedur esfor Update Records

# Name Variables Description
1 ShowdJobld Returns al jobs
ShowdJobld Returns al jobs
ShowExperienceRequired Jobld, JobName Returns the job’ s experience required
CheckJobld JobldNew Checksiif the new Jobld is unique
2 CheckJobName JobNameNew Checks if the new JobName is unique
UpdateJobl dJobNameExp Jobld, JobldNew, Updates the Jobld, the JobName and the
erienceRequired JobNameNew, experience required
ExperienceRequired
ShowRankCaode Returns all the ranks
3 | ChecklobldRankCode Jobld, RankCode Checks f the Jobld, RenkCode par
ShowlL anguageCode Returns all the languages
4 CheckJobl dL anguageCode Jobld, LanguageCode Checksif the Jobgi(,i ;gnguageCode par
ShowSpeciatyCode Returns al the specialties
> | CheckaobldSpecialtyCode | Jobid, SpecialtyCode | eI the Jobld, SpecialtyCode palr
ShowQualificationCode Returns all the qualifications
6 CheckJobldQualificationC Jobld, QualificationCode Checksif the Jopl d, Qual ificationCode
ode pair exists
ShowCredentialsld Returns all the credentials
7 | CheckdobldCredentialsid | Jobld, Credentialsid | Checksif the btgj'stirede”t'a's' d pair
ShowPlaceCode Returns all the Platforms/Bases
8 | CheckJobldPlaceCode Jobld, PlaceCode ChecksTf the Joblc, RaceCorle pair
9 ShowA pplicantldLastNam Returns the officer’ slast name and first
eFirstNameWORank name
ShowRankCode Returns all ranks
ShowSpecialtyCode Returns all speciaties
ShowA pplicantRank Speci Applicant!d Returns the rank, specialty and seatime
atySeaTimeForRank PP for rank per officer
ShowA pplicantldLastNam N :
10 eFirstNameRankNameon Applicantid Returns the officer’ slast name, first
. name and rank
Applicantld
UpdateApplicantldSpecialt Appllsgzréti Ia(lljt RcaggeCode, Updates the officer’ s rank, specialty,
yRank SeaTimeli/orRaﬁk seatime for his/her rank
ShowL angyageCodeOnAp Applicantld Returns the officer’s languages and
plicantld grades
11 | ShowApplicantldLastNam . .
eFirstNameRankNameon Applicantld Returns the officer’ s last name, first
. name and rank
Applicantld
Applicantld, Returns the officer’s language and
Showl anguageDegree LanguageCode grade
12 | ShowApplicantldLastNam . .
eFirstNameRankNameon Applicantld Returns the officer’ s last name, first
. name and rank
Applicantld
Applicantld,
13 Updatel anguageDegree LanguageCode, Updates the officer’ s language grades
LanguageDegree
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Stored Procedur esfor Update Records

# Name Variables Description
ShowCred_entlaIsIdOnAppI Applicantld Returnsthe creo_lentlal grades per
icantld officer
14 | ShowApplicantldLastNam N :
eFirstNameRankNameon Applicantld Returns the officer’ slast name, first
. name and rank
Applicantld
ShowCredentialsGrade Applicantld, Credentialsld Returns the officer’s credential grade
ShowA pplicantldLastNam . .
15 oFirstNameRankNameon Applicantid Returns the officer’ s last name, first
. name and rank
Applicantld
. Applicantld, Credentialsid, _— .
16 UpdateCredentialsGrade CredentialsGrade Updates the officer’s credential grade
17 ShowJobldJobNameFrom Returns al jobs with their required
EXPERIENCE experience
ShowA pplicantDataOnJob . e .
18 FromEX PERIENCE Jobld Returns the officers for a specific job
19 ShowExperienceOnJobldJ Jobld, Applicantld Returnsthe offlcgr_s experience fora
obName specific job
. Jobld, Applicantld, . . .
UpdateExperience Experience Updates the experience per job, officer
ShowJobl dPlaceCodeA ppl
20 | icantldFromASSIGNMEN Returns al the assignments
TForUpdate
ShowJobl dPlaceCodeA ppl
icantldOnA pplicantldFro _— .
21 mASSIGNMENTForUpda Returns an officer’s assignment
te
Applicantld, ReportDate, Inserts the report and detach date for a
InsertDate DetachDate specific officer
2 ShowCoefficients Returns al the coefficients and their
values
. WeightName, S
UpdateCoefficient WeightValue Updates the coefficients’ values
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Data

d. Delete Records

Delete
Records

N

Command *°

Credentials

Language *°

Rank %

Select Job 2
Rank 3 L anguage Specialty ° Qualification ©
and
Minimum
Grade*
A 4
Credential Bases/Platforms
and that havethis
Minimum Job 8
Grade’
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Delete
Records
(Cont’d)

/\\.

Officer °

Platfor m?

Criteria
Weights %

Qualifications*’

Officers Specialty 8
Data
Select Officer 1°

oo

Language and
Grade™

Credential and
Grade*?

Quialification **

Stored Proceduresfor Delete Records

Name Variables Description

ShowdJobld Returns al jobs

DeleteJobs Jobld Deletes ajob

ShowdJobld Returns al jobs
ShowRankCodeOnJobld Jobld Returns all the ranks for a specific job
Del eteRank(riI(() deOnJobRa Jobld, RankCode Deletes a specific rank
ShowLangl:)aI\%eCOdeOnJo Jobld Returns all the languages for a specific job
Deletel anguageCodeOnJo Jobld, .

bLanguage L anguageCode Deletes a specific language
ShowSpeci alltg/COdeOnJob Jobld Returns all the specialties for a specific job
Del eteSpecialtyCodeOnJo Jobld, s .

bSpecialty SpecialtyCode Deletes a specific specialty
ShowQual 'l%?‘éonco‘jeo” Jobld Returns all the qualifications for a specific job
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Stored Proceduresfor Delete Records

# Name Variables Description
DeleteQualificationCodeO Jobld, - e
nJobSpecialty QualificationCode Deletes a specific qualification
ShowCreden(t; alsldOnJobl Jobld Returns all the credentials for a specific job
7 -
DeleteCredentialsldOnJob Jobld, - .
Credentials Credentialsid Deletes aspecific credentia
ShowPlaceCodeOnJobld Jobld Returns all the platforms/bases for a specific job

8 | Delete aceCC:gdeOnJobPl al Jobi d, PlaceCode Deletes a specific base/platform
ShowApp!lcantI dLastNam Returns all officers' last, first name and rank

9 eFirstName

DeleteApplicants Applicantld Deletes an officer
ShowA pplicantldLastNam S .

10 eFirstNameWORank Returns al officers’ last and first name
ShowA pplicantldLastNam e
eFirstNameRankNameon Applicantid Returns an officer’ s first name, last name and

. rank
Applicantld
11 | ShowL angl_JageCodeOnAp Applicantid Returns the languages and grades of a specific
plicantld officer
DeleteApplicantldOnAppli Applicantld, .
cantlanguage L anguageCode Deletes an officer’ s language and grade
ShowA pplicantldLastNam e
eFirstNameRankNameon Applicantid Returns an officer’ s first name, last name and
. rank
Applicantld
12 ShowCred_entl alsldOnAppl Applicantid Returns the credential s_and grades of a specific
icantld officer
DeleteA pplicantldOnAppli Applicantld, - .
cantCredentials Credentialsid Deletes an officer’s credential and grade
ShowA pplicantldLastNam L
eFirstNameRankNameon Applicantid Returns an officer’ s first name, last name and
. rank
Applicantld
13 | ShowQualificationCodeOn . Returns the qualifications and grades of a
: Applicantld S )
Applicantld specific officer
DeleteA pplicantldOnQuali Applicantld, L .
ficcationApplicant QualificationCode Deletes an officer’s qualification and grade
14 ShowCredentialsld Returns all the credentials
DeleteCredentias Credentialsld Deletes a credential
15 ShowPlaceCode Returns all the platforms /bases
DeletePlaces PlaceCode Deletes a platform /base
16 ShowCommandCode Returns all the commands
DeleteCommands CommandCode Deletes a command
17 ShowQualificationCode Returns all the qualifications
DeleteQualifications QualificationCode Deletes a qualification
18 ShowSpeciatyCode Returns al the specialties
DeleteSpecialties SpecialtyCode Deletes a specialty
19 ShowlL anguageCode Returns all the languages
Deletel_anguages LanguageCode Deletes alanguage
20 ShowRankCode Returns al the ranks
DeleteRanks RankCode Deletes arank
21 ShowCoefficients Returns al the coefficients
DeleteCoefficient WeightName Deletes a coefficient
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Solve Mode

Manipulate
Solution ?

Solve M ode€
y N
Solution *
I
Y
Assignment °

Stored Proceduresfor Solve Model

# Name Variables
1 dec_CheckHValueExists Counter
dec_CheckHValueNotNull Jobld, PlaceCode,
— Applicantld
dec_ComputeMaxValue Counter

dec_ComputeMeanVaue

dec COUNTER Fill

dec_CountPriorityRecords

dec Credentials Jobld, Applicantld
. Applicantld,
dec_Credential sl Credentialsld
dec_Credentials2 Jobld, Credentialsld
dec_Experience Jobld, Applicantld
dec H_Fill

dec H_Function

Jobld, Applicantld,
PlaceCode

dec H Normalize

dec Language Jobld, Applicantld
Applicantld,
dec_Languagel L anguageCode
dec_Language? Jobld, LanguageCode
dec Main

dec MAX_VALUE Fill
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Stored Proceduresfor Solve Model

Name Variables
. Jobld, Applicantld,
dec_PreferenceApplicantReturn PlaceCode
dec_PreferenceCommandReturn Jobld, Applicantld,
- PlaceCode
dec PRIORITY_Fill
e . Applicantld,
dec_QualificationExistsl QualificationCode
Jobld,

dec_QualificationExists2

QualificationCode

dec_Quadlifications

Jobld, Applicantld

dec_Rank

Jobld, Applicantld

dec_RankExistsl

Applicantld, RankCode

dec_RankExists2

Jobld, RankCode

dec_ SetMAXVaueNull Counter
dec_ShowDeletedJobs
dec_ShowJobNameOnJobld Jobld

dec_ShowSolution

dec_ShowUnassignedA pplicants

dec_Specialty

Jobld, Applicantld

dec_SpeciatyExistsl

Applicantld,
SpeciatyCode

dec_SpeciatyExists2

Jobld, SpecialtyCode

dec UNASSIGNED_APPLICANTS Fill

dec Delete Job Manipulate

Jobld, PlaceCode

dec DELETED_JOBS MANIPULATE_ DeleteRecord

Jobld, PlaceCode

dec DELETED_JOBS MANIPULATE_Fill

dec_DeleteEmptyJobs

dec_DeleteJob

dec DeleteJobUsedValues

Counter

dec EstimateFunction

dec_FindMaxValue

Jobld, PlaceCode,
MAXVaue

dec MANIPULATE_SOLUTION_Fill

dec MANIPULATE_SOLUTION_InsertRecord

Jobld, PlaceCode,
Applicantld

dec MAX_VALUE_ALL_JOBS Fill

dec_ShowDeletedJobsM anipul ate

dec_ShowEstimateFunctionResult

dec_ShowJobNameOnJobld

Jobld

dec_ShowManipulateSolution

dec_ShowNotNullHVaue

dec_ShowPlaceNameOnPlaceCode

PlaceCode

dec_ShowUnassignedA pplicantsM anipul ate

dec_ UNASSIGNED_APPLICANTS MANIPULATE_DeleteRecord

Applicantld

dec_ UNASSIGNED_APPLICANTS MANIPULATE_Fill

AcceptSolutionFromMA X Table

AcceptSol utionFromM ani pul ateSolutionTable
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D. USE CASES
This section describes examples of use cases. Each of these use cases is a

sequence of actions the three categories of users have to perform. The following lines
present a sequence of screens that each user goes through while the user performs his/her
basic roles.

1 Officer

The basic functionalities the officer has to do are to delete a preference he has
aready selected and add a new preference.

a. Delete a Preference
(1)  TheOfficer Logs In.

e Heh

O - O WEG P frroe @%e @252 8- UD B

[Felect A Job

Please

Select An Officer Sdgn wp
|

Ewmmm-m

Figure 64. The Officer Selectsthe ‘ Already Have a Password? Sign In’-Manpower
Website.

gucdm_ﬂ:
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N Unikitled Document - Microsoft Inberret | splorer

Fle Edt Gen Faoriks Took Hep >
Q- O BEG Lo frrvie @ne @25 B- P2
st | ] it acahos Marperes Logn ~ B

Urks | Toshia ficoess @] Customize Unks (B] ree otmed  fp BeaPlayer &) Wincows (] Wondovs Medks

fOnly Fer Comnamders -

aom e e

Figure 65. The Officer Types the User Name and Password-Manpower Website.
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(20  The Officer Deletes a Preference

A Untitled Document - Bic rosaft Internet | splore:

BB e o T b
Qui -0 M AG Pom oo @ @ -5 B-LUPB

5 ] b oo L
Lt 3 Toshbs fees ] Cusiomire ks @] rreeriotrsd ) Py ] Windows ] indows Tiecka

gl:lme !udrmt

Figure 66. The Officer Selects ‘ Delete A Preference’ -Manpower Website.
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B Untitled Document - Microsoft Interpet | splorer

Fle Edt Wew Faodlen Took Hep [ ]

Om - O REG Lo drroom @ne @25 8- 3

Urks [ Toshibs doosss @] Customze Unks (] Mresriotmel ol Bealsyer B Windows (] wincovs Meds

) E— P

Figure 67. The Officer Selects Preference Number 2 to Delete-Manpower Website.
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A Untitled Document - Bic rosaft Internet | splore:

e Bk e P i 10 ) . . | &
Quui- O B @G Lo Frive @ @ 3-8 8- @B
sdcress ] it ocshortMarpanym, Deetmtpbcanrefmence, mp Rl > e

Lt 3 Toshbs fees ] Cusiomire ks @] rreeriotrsd ) Py ] Windows ] indows Tiecka

gm !udrmt

Figure 68. Preference Number 2 is Selected-Manpower Website.

172



Om -0 HEAG Pos oo @ee @25 8 P 3B
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ks | Toshia tiooess @] Customize ks (B Free Fotmed s ReaPlayer &) Windows (5] Windovs Meds

dnly Fer Commanders

Figure 69. Preference Number 2 is Deleted and the Officer Goes Back to the Control
Page-Manpower Website.

b. Add a Preference
D The Officer Logs in the Same Manner As Described

Above.
(20  TheOfficer Adds a Preference
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e Edid wew Fovontes Toos Help

Oni- © MRBG Powoprome @ @ (-5 B DB
ks ] st e e sl pplantoats sep ¥ Be
| b (3 Toshboe docess & Customizetnks (] Free rotmad d Resklyer (&) vandons B wincoms Medi

'3'“' ﬂlrmmt
- —

Figure 70. The Officer Selectsthe ‘ Select A New Assignment’ Option-Manpower
Website.

174
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Q- © B B P Foronin @i @ 3-2 B-L DB

Blacronica Offcer
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4] pore | -qlmnmmr.
=

Figure 71. The Officer Selects the Communications Officer-Manpower Website.
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7 Untitled Document - Microsoft Internet Egilores

Fie Edd  ¥mm Favonies Toos  Help

Qne - © B B0 Lo foromin @ @ -2 8 DB

&5
e

1= lh'hnel:
Figure 72. The Officer Selects the Frigate 1 and Preference 2-Manpower Website.
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A Uingitled Documenl - Microsofl bnte et Expdores

Qe - QM A e Poeh Jpfovi @mese @3- B | DB
s ) g fochostrpn e imertre erencefeer o B
Lk |3 Todhibe ficcess 8] Customze ks 3] Pree roimal @ ResFlayer 8] vandors (B windoms Medi

oz

L pal rrarer
=

Figure 73. The Officer Has Applied His/Her Preference-Manpower Website.

2. Command
The basic functionalities the command has to do are to delete a preference it has
aready selected and add a new preference.
a. Delete a Preference
(1) Log In. The command logs in the same way the officer
does but the command selects the ‘“Would You Like To Select An Officer For Your
Command? Please Click here!” option instead.
2 Delete a Preference.
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A Untitled Document - Bic rosaft Internet | splore:

Fle Bt Yen Foontes Tods fib _ | &
Qw-Q HEAG Poo oo e @ 3-5 B-L P
s ] st omaor e = e
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& S | vl rtranet
- =

Figure 74. The Command Selects ‘Delete A Preference’ -Manpower Website.

178



Y Untitled Document - Wic rosaft Internet Expslore

Qui- O WA G Poors frrmeme @uee @ 21 8- P B
scress ) it ozshortM sy, et dhreterance ¥ B
Lt 3 Toshbs fees ] Cusiomire ks @] rreeriotrsd ) Py ] Windows ] indows Tiecka

Platform fBase Dfficar's D LastMame

| | £ :

gm !udrmt
Figure 75. The Command Selects the job Commanding Officer for Frigate 1 with

Preference Number 3-Manpower Website.
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A Untitled Decume

1 Edit

Ow-Q HEAG Py @ @ 25 8 LUPB
sdcress ] e focsbertMarpems ookt 25 B

ks () Toshhs fccmss 8] Customvee ks B Preethotesd alp Redrlaver (] wndoes ] Andoves ecka

£ I al *
gm 8 oo rnfranat

Figure 76. The Preference Number 3 is Deleted-Manpower Website.

b. Add a Preference
(1)  The Command Logs In As Described Above.
(20  The Command Adds a Preference.
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Figure 77. The Command Selects the * Select An Officer’ Option-Manpower Website.

181
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Figure 78. The Command Selects Frigate 1-Manpower Website.
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TH Untitled Document - Microsoft Inbermet | splorer

Fle  Edt  Yew Fuwib'l'mh_lﬂp__ - ._
Qm - O BEG Lo formie @we @ 2-5 8- P 3
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E - 1 F . S

Figure 79. The Command Selects the Commanding Officer Job and Officer 4 with
Preference Number 3-Manpower Website.
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oo |
Figure 80. The Commanding Officer Job and Officer 4 with Preference Number 3 Is
Selected-Manpower Website.

!;Lndhl:nmﬂ:

3. Detailer
The main job for the detailer is to solve the multi-criteria model and make any
changesif the detailer wishesto.
a. Solve the Model
(D] The Detailer Hasto Log In First.

184



He

| s e @ @[ 2% B - @ B
ke ] bt ot Warponver e Fim ¥ B
L [ Toshia tecess @] Customie Unks (8] Mree roimel @ ReaPleyer ] Wincws 8] Vo eds

0= -O-Ba¢

[Felect A Job

only Fosr Conmanders

& obchos e toon.am
Figure 81. The Detailer Selects the * Already Have a Password? Sign In’-Manpower
Website.
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Figure 82. The Detailer Types the User Name and Password-Manpower Website.
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Figure 83. The Detailer Types the Second Password the Detailer Has-Manpower
Website.
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(20  TheDetailer Solvesthe Model.

) Untitled Document - Khic rosaft Inter

Fe G W frwier Teds bk . N | &
Qo - Q[ @] G P qpfomie Prete @ (3-05 B - P B
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Figure 84. The Detailer Selects the * Solve The Model’ Option-Manpower Website.
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ficc Solution?
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Figure 85. The Algorithm Solution (Screen 1)-Manpower Website.
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Figure 86. The Algorithm Solution (Screen 2)-Manpower Website.

e
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(©)] The Detailer Makes Changes. In Figure 37, the detailer
selects the ‘Make Changes option. The page that follows allows the detailer to wipe out
a job and an officer from the solution set, by selecting the MAX Vaue link that

corresponds to that job.

Doc Lj uplors =
fom Teorie Todk i L
GH o L]l:ﬂih}-’ﬁwfemdrwﬁlﬂ = 8- 93
ko [ ] o cabhor srpres e e

Liks | Teoshiba ficoess aommh .ﬂrrummd dp EeaFlayer ] Windovs (B windoves Medks

Al

|
|

Figure 87. The Page the Detailer Can Change the Solution (Screen 1)-Manpower
Website
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Figure 88. The Page on Which the Detailer Can Change the Solution (Screen 2). On

That Page the Detailer Selectsthe MAX Vaue 10 Link That Corresponds to Job
Commanding Officer and Officer 1-Manpower Website.

As soon as the detailer selects a specific job, the job and the
corresponding officer appear under the Deleted Jobs and Unassigned Officers lists
accordingly. At the same time the Estimate Function Result appears which shows how

worse the detailers change is compared with the algorithms solution.
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Figure 89. The Job Commanding Officer and Officer 1 is Deleted from the Solution
(Screen 1)-Manpower Website.
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Figure 90. The Job Commanding Officer and Officer 1 is Deleted from the Solution

(Screen 2)-Manpower Website.

By performing the same sequence of actions the detailer deletes the
job Communications Officer and officer 2. The job Communications Officer and officer
2 appear under the Deleted Jobs and Unassigned Officers lists accordingly. The Estimate

Function Result changes again.
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Figure 91. The Job Communications Officer and Officer 2 is Deleted from the

Solution (Screen 1)-Manpower Website.
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Figure 92. The Job Communications Officer and Officer 2 Is Deleted from the
Solution (Screen 2)-Manpower Website.

The detailer then assigns the job Commanding Officer to officer 2
and the job Communications Officer to officer 1. The detailer selects first the job and
then the officer that the detailer would like to be assigned to that specific job.
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Figure 93. The Detailer Selects the CO Link Under the Deleted Jobs-Manpower
Website.
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Figure 94. The CO Link is Selected Under ‘ Selected Job’ (Screen 1)-Manpower
Website.
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Figure 95. The CO Link Is Selected Under * Selected Job’. Notice the Available

Officers Under ‘Add An Officer’ (screen 2)-Manpower Website.
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Figure 96. The Detailer Selects Officer 2 Under the * Add An Officer’ (Screen 2)-
Manpower Website.

By performing al these changes, the Estimate Function Result
changes accordingly, so that the detailer can estimate the ‘value' of his’her changes.
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Officer 2 Is Selected. The Job Commanding Officer and Officer 2 Appear

Figure 97.
in the Solution Domain (Screen 1)-Manpower Website.
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Figure 98. Officer 2 is Selected. The Job Commanding Officer and Officer 2 Appear
in the Solution Domain (Screen 2)-Manpower Website.

Following the same sequence of actions, the job Communications
Officer and officer 1 are selected. They both appear in the solution domain.
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Figure 99. Job Communications Officer and Officer 1 Are Selected (Screen 1)-
Manpower Website.
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Figure 100. Job Communications Officer and Officer 1 Are Selected (Screen 2)-
Manpower Website.

As soon as the detailer has made up his mind, he/she can accept the
solution by selecting the ‘Accept Solution’ link. The detailer can aso return to the
computed solution by selecting the *Go To Computed Solution’ link and then accept the
solution.
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Figure 101. The Detailer Accepts the Solution. The ‘ Accept Solution’ Link is
Selected-Manpower Website.
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Figure 102. The Solution Is Accepted. The Detailer Goes Back to the Detailer Control
Page-Manpower Website.
E. SYSTEM ARCHITECTURE
In this section a description about Microsoft SQL Server, Microsoft 11S 5.0
architecture is provided alongside with some features of the Windows XP Professional
NTFS operating system, under the perspective of the Manpower Database and Website
needs.
1 Microsoft SQL Server 2000-M anagement
Microsoft SQL Server 2000 provides many desirable features for the Manpower
Database:
a. Database Management
The figure below shows the SQL Server Enterprise Manager. It provides
an easy-to-use interface that enables the manager to perform any desired tasks by using
menus and dialog boxes rather than complex command line instructions.
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Figure 103.

b.

Stored Procedures

Microsoft SQL Server 2000 Enterprise Manager-Manpower Database.

Stored Procedures are predefined queries whose values are variables that

are not defined until run time. Stored procedures can be nested up to 32 levels deep. In

the Figure below, we see an example of the UpdatePhoneData stored procedure used in

the Manpower database. This procedure receives the Applicantld, HomePhoneNumber,

CellPhoneNumber and OtherPhoneNumber values from the web server, performs the
UPDATE query based on these values and updates the PHONE table. The sigh @

characterizes a parameter as avariable and is put in front of that parameter.
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Figure 104. Use of Stored Procedure-Manpower Database.

Moreover, Stored Procedures use a special script language, Transact-SQL,
which helps the manager to create code in order to perform administrative tasks.
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Figure 105. Transact-SQL Code Example-Manpower Database.

C. Database Diagrams

SQL 2000 Server provides an easy to use interface for viewing the
structure of the database and creating relationships among tables. Relationships can be
created by dragging and dropping primary keys from one table to the foreign key
reference in another table. For complex databases with hundreds of tables, multiple
diagrams with differing configurations can be created.

d. Multiple Ways to Construct Queries

SQL 2000 Server provides also Query Builder Wizards, Query Design
Grid similar to Access, and an “English Query” engine for defining queries through
English phrases rather than SQL syntax. It provides SQL Query Analyzer, which is a
powerful tool that helps the manager check queries or even stored procedures.
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Figure 106. Use of SQL Query Analyzer-Manpower Database.

2. Manpower Database and Website-Security | ssues

a. Security Modes-Manpower Database

SQL Server 2000 has two security modes. The first one is Windows
Authentication Mode and the second one is Mixed Mode. In the first mode, a user needs
to login on the Windows domain only. He is authenticated automatically as a valid SQL
Server 2000 user. In the Mixed mode the user has to be authenticated to both the
Windows domain and the SQL Server 2000. The Mixed mode is more secure and allows
the users to work from different OS (Mac, Novell etc.), while the Windows
Authentication mode does not require the user to have multiple passwords. In the
Manpower database the mixed mode is selected for the reasons mentioned above.
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Figure 107.

b. Logins-Manpower Database
A SQL Server 2000 login, gives the server users accessto SQL Server asa
whole but not to the resources, like the Manpower database, inside. A Standard Login is

SQL Server 2000 Authentication Mode-Manpower Database.

necessary for the mixed security mode, since Mac or Novell clients need to be

authenticated independently of the windows domain. A Standard Login is created for the

detailer for the Manpower database.
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Figure 108. Standard Login-Creation of Detailer Login for the Manpower Database.

C. Manpower Website NTFS Permissions

The Manpower Website files are organized in a manner based on the
Manpower Website users, the officer, the command and the detailer. For that purpose
three groups are created, the officer group, the command group and the detailer group.
Every officer belongs to the officer group, every command belongs to the command

group and the detailer to the detailer group.

The officer directory contains all the above groups. The command
directory contains the command and detailer group and finally the detailer directory
contains only the detailer group. The permissions are Full Control for every group in

every directory.
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Figure 1009. The Detailer ‘ksergis as a Member of the Detailer Group-Manpower
Website NTFS Permissions.

d. Manpower Website I 1S Permissions
The Manpower Website IIS permissions can be controlled from the

Security tab of either the Manpower Website directory or the files belonging to it. The
account used for anonymous access can be set to IUSR_MY COMPUTER or any account

of the officer, command or detailer group.
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Figure 110. Anonymous Access-Manpower Website |1S Permissions.

e SQL Server Logs-Manpower Database
SQL Server 2000 provides to the database manager the ability to view

current or past logs in order to check any existing delinguencies.
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Figure 111.

SQL Server Logs-Manpower Database.

3. Microsoft SQL Server 2000-Backup and Maintenance I ssues

a. Maintenance Plan

The database manager can arrange maintenance plans to either perform a

simple backup, or set up log shipping to a standby server. Below is the first screen shot

of performing a maintenance plan.

215



1 Manpawes - [Comsole R icremoit SO ServersiSOH. Server Grougs|(LOCAL) {Winsoes N1 Managemest otabase Maintenancs Plans] i/t
By e Acton Uew Famits Todi Windiw  Haip = x|

.4= -+ F._'I_EI_.‘ AR 4 nB-@ @3

3 Console Rapt [ | Dstabmes | Servers Artiors
-ﬂ?;l_&rm&mp Thers are no bens ba shom in this vew,

= Gm [LOCAL) (windoms AT

Welcome to the Database
Mainlenance Plan Wizard

T wazrd helps you oreabe 2 marisnance phan that e S0L
Server Agerd con rumion g megularbass . Wit fhis sdzasd you
m

I, User Defrmd [iwt= Types
User Defined Fctiors

» Fn deizhess nisgely checks.
* Lipdaie daanam Aaess
& Fefom deishese ke

# Shptrana actian g8 10 arothar sarver (Ebapss Eoition).
=] Cstw Tramsiormabon Serrss
= (5 Nanagemwnt

1 B0 5oL Server Agent

#L17 Current dchaty

| maxs Camel

+-a [15 bl Dwvactory ieans pemert for 200 Sarver

Figure 112. Database M aintenance Plan-Manpower Database.

b. Backing Up

The manager has several choices to back up data. The manager can
perform a Full backup to back up the entire database, a Transaction log backup to back
up the transaction log records, a Differential backup to back up only the data that have
changed since the last full backup and finally a Filegroup backup to back up different
pieces of the database, based on the various files that make up the database. Since the
Manpower database backup mode is Full (instead of Simple), the manager can perform
every kind of these four backup choices.
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Figure 113.

Backup-Manpower Database.
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VI. CONCLUSION AND RECOMMENDATIONS

A. CONCLUSIONS

The purpose of this thesis was to identify and analyze the requirements and
develop a prototype web site for Manpower Database and Website. This research
combined with the author’ s experience as a Greek Naval Officer provided the foundation
for the detailed presentation of functional requirements and system architecture for the
Manpower Database and Website. Once the requirements and architecture were defined,
an operational database and web site prototype were developed. Having fulfilled the goal
of the thesis, the purpose of this chapter is to present some conclusions,
recommendations, and suggestions for further work regarding our analysis and the
development and deployment of the Manpower Database and Website.

Currently, the Department of Personnel is following a rather old fashioned
procedure to select an officer for a specific job. It is using proprietary systems like
desktop computers, which have W2K Professional as their operating systems. Based on
the needs of the Navy the DoP examines the jobs and their requirements, including the
qualifications and credentials of the officers. It then assigns ajob to an officer trying to
find the best match between them. In this thesis a detailed system and user functional
requirements are defined, along with a multi-dimensional decision algorithm for

matching jobs with officers.

The final Manpower Website must be able to handle multi-step transactions. The
system architecture presented in this thesis should be scalable to an enterprise-wide
solution. Also, in order to develop a working prototype, specific software technologies
had to be selected. The assumption of a Windows NT/2000/XP network environment,
the selection of the [1S-5 Web Server and SQL Server 2000 database and the selection of
the Macromedia Dreamweaver MX as design tool S forced certain design decisions in the
construction of the prototype. Lastly, the programming used to develop the prototype
was based on the efforts of a single, relatively inexperienced individual. Due to the

magnitude and impact of this program, ateam of experienced web programmers should
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develop the Manpower Database and Website. This statement, however, should not
cause the reader to discount the potential worth of the prototype, since it provides a
substantial start in this direction.
B. RECOMMENDATIONS

In the course of the research for this thesis, some important aspects of the
Manpower Database and Website development have been discovered. These “lessons
learned” should be carefully considered as of the Manpower Database and Website
moves from concept to reality.

1. Technology Selection

A decision must be made regarding the specific software products to be used in
the Manpower Database and Website. Our prototype used Microsoft products, and
Macromedia Dreamweaver M X, which provide the benefits of integrated user accounts
and system interoperability. Other systems may be more appropriate, however. For
example Oracle products can be used or even open source software like MySQL and
Linux. Whatever software products are selected, it is important to ensure that they are
interoperable.

2. Definition of User Requirements

The User Requirements should be carefully defined in order to create the correct
database schema and website functionality. Any late changes on the requirements can
cause big problems, because it will be hard to undo all the work and redo it accordingly
to the new requirements.
C. FURTHER WORK

This thesis has been developed in a single computer where a web server and
database server have been installed. But this should not be the case for the
implementation of the Manpower Database and Website. The following items describe
some ideas for further work.

1 Component Distribution

It is preferable that the web server and the database server are not located in the
same place for maintenance and security reasons. Investigation should be conducted to

resolve these issues.
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2. Security Analysis

This thesis addressed security issues in a rather general way, and incorporated
standard web security methods such as Secure Socket Layer and access control through
Windows permissions. However, due to the scope of the entire Manpower Database and
Website development program, a thorough security analysis is recommended. Security
personnel could conduct such an anaysis, simulate attacks on the Manpower Database
and Website prototype and recommend and/or construct programmatic security measures
to incorporate into the Manpower Database and Website design.

3. Systems Ar chitecture

A thorough analysis of the most appropriate system architecture for the entire
Manpower Database and Website system is needed. A cost benefit analysis should be
conducted to include server load, response time, code maintenance and upgrade,
equipment and software costs, facility and manning requirements, web site and database
administration procedures, database synchronization, and customer service.

4. Coefficient Weights and HValue Definition

The multi-criteria decison model uses severa criteria such as credentials,
language proficiency and officers preference to determine the HVaue as a number that
expresses the suitability of an officer for a job. Also, the weights of each criterion
determine the importance of each criterion and cause different HValues as they change.
A thorough analysis of the computation and definition of the weights of each criterion
should be performed according to the needs of the Greek Navy.

In summary, the prototype was developed virtually cost-free and can serve as a
template for the development of a fully operational Manpower Database and Website; it
can easily be scaled to the total solution. It is hoped that this thesis work will provide
detailed insight for efforts in that direction so that the Manpower Database and Website
may progress beyond conceptual planning to become areality in the Greek Navy.
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APPENDIX A. TABLES

Table: ADDRESS
Name Data Type Size Key
CityOrTown Char 50 Yes
Street Char 50 Yes
Number Char 10 Yes
Apartment Char 10 Yes
ZIP Char 10 Yes
Applicantld Char 10 Yes
Table: APPLICANT
Name Data Type Size Key
Applicantld Char 10 Yes
FirstName Char 30
LastName Char 30
MiddleName Char 30
SeaTimeForRank Float 8
RankCode Char 10
SpeciatyCode Char 10
UserName Char 50
Password Char 50
Email Address Char 50
DetailerCheck Bit 1
DetailerPassword Char 50
Table: APPLICANT CREDENTIALS
Name Data Type Size Key
Applicantld Char 10 Yes
Credentialsld Char 10 Yes
CredentialsGrade Int 4
Tablee APPLICANT LANGUAGE
Name Data Type Size Key
Applicantld Char 10 Yes
LanguageCode Char 10 Yes
LanguageDegree Float 8
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Table: APPLICANT PREFERENCE

Name Data Type Size Key

Applicantld Char 10 Yes

Jobld Char 10 Yes

PlaceCode Char 10 Yes
PreferenceApplicant Int 4

Table: ASSIGNED APPLICANTS
Name Data Type Size Key
Applicantld Char 10 Yes
Tablee ASSIGNMENT

Name Data Type Size Key

Applicantld Char 10 Yes
Jobld Char 10
PlaceCode Char 10
ReportDate Datetime 8
DetachDate Datetime 8

Table: COEFFICIENT

Name Data Type Size Key

Coefficientld Char 30 Yes
CoefficientValue Int 4

Tablee COMMAND

Name Data Type Size Key

CommandCode Char 10 Yes
CommandName Char 50
UserName Char 50
Password Char 50

Tablee COMMAND PREFERENCE

Name Data Type Size Key

Applicantld Char 10 Yes

Jobld Char 10 Yes

PlaceCode Char 10 Yes
CommandCode Char 10
PreferenceCommand Int 4
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Table: COUNTER

Name Data Type Size Key

Jobld Char 10 Yes

PlaceCode Char 10 Yes
Counter Int 4
Tablee CREDENTIALS

Name Data Type Size Key

Credentialsld Char 10 Yes
CredentialsName Char 30
Table: DELETED JOBS

Name Data Type Size Key

Jobld Char 10 Yes

PlaceCode Char 10 Yes

Table: DELETED JOBSMANIPULATE

Name Data Type Size Key

Jobld Char 10 Yes

PlaceCode Char 10 Yes

Table: ESTIMATE FUNCTION RESULT
Name Data Type Size Key
Result Float 8 Yes
Table: EXPERIENCE

Name Data Type Size Key

Applicantld Char 10 Yes

Jobld Char 10 Yes
Experience Float 8

Table: H

Name Data Type Size Key

Applicantld Char 10 Yes

Jobld Char 10 Yes

PlaceCode Char 10 Yes
HVaue Float 8
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Table JOB

Name Data Type Size Key

Jobld Char 10 Yes
JobName Char 30
ExperienceRequired Float 8
Priority Int 4

Table: JOB CREDENTIALS

Name Data Type Size Key

Jobld Char 10 Yes

Credentialsld Char 10 Yes
Credential sGrade Int 4
Table JOB LANGUAGE

Name Data Type Size Key

Jobld Char 10 Yes

LanguageCode Char 10 Yes
LanguageDegree Float 8

Table: JOB PLACE

Name Data Type Size Key

Jobld Char 10 Yes

PlaceCode Char 10 Yes

Table: JOB QUALIFICATION

Name Data Type Size Key

Jobld Char 10 Yes

QualificationCode Char 10 Yes

Tablee JOB RANK

Name Data Type Size Key

Jobld Char 10 Yes

RankCode Char 10 Yes
Table: JOB SPECIALTY

Name Data Type Size Key

Jobld Char 10 Yes

SpeciatyCode Char 10 Yes
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Tablee LANGUAGE

Name Data Type Size Key
L anguageCode Char 10 Yes
LanguageName Char 50
Tablee MANIPULATE SOLUTION
Name Data Type Size Key
Applicantld Char 10
Jobld Char 10 Yes
PlaceCode Char 10 Yes
MAXValue Float 8
Table MAX VALUE
Name Data Type Size Key
Applicantld Char 10
Jobld Char 10 Yes
PlaceCode Char 10 Yes
MAXVaue Hoat 8
Tablee MAX VALUE ALL JOBS
Name Data Type Size Key
Jobld Char 10 Yes
PlaceCode Char 10 Yes
MAXVaue Hoat 8
Tablee MEAN VALUE
Name Data Type Size Key
Jobld Char 10 Yes
PlaceCode Char 10 Yes
MeanVaue Float 8
Tablee MEAN VALUE APPLICANTS
Name Data Type Size Key
Applicantld Char 10 Yes
MINVaue Hoat 8




Table MULTIPLE MAX VALUES

Name Data Type Size Key
Applicantld Char 10 Yes
Jobld Char 10 Yes
PlaceCode Char 10 Yes
Counter Int 4
Table: ONE MAX VALUE
Name Data Type Size Key
Applicantld Char 10
Jobld Char 10 Yes
PlaceCode Char 10 Yes
Counter Int 4
Table: PHONE
Name Data Type Size Key
Applicantld Char 10 Yes
HomePhoneNumber Char 30 Yes
CellPhoneNumber Char 30 Yes
OtherPhoneNumber Char 30 Yes
Table: PLACE
Name Data Type Size Key
PlaceCode Char 10 Yes
PlaceName Char 50
Placelmage Char 10
CommandCode Char 10
Table: PRIORITY
Name Data Type Size Key
Jobld Char 10 Yes
PlaceCode Char 10 Yes
Priority Int 4
Counter Int 4
Flag Bit 1
Table: QUALIFICATION
Name Data Type Size Key
QualificationCode Char 10 Yes
QualificationName Char 50
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Table: QUALIFICATION APPLICANT

Name Data Type Size Key

QualificationCode Char 10 Yes

Applicantld Char 10 Yes

Tablee RANK

Name Data Type Size Key

RankCode Char 10 Yes
RankName Char 30
TimeSeaService Float 8

Table SAME MAX VALUE
Name Data Type Size Key
Applicantld Char 10 Yes
Table: SPECIALTY

Name Data Type Size Key

SpeciatyCode Char 10 Yes
SpecialtyName Char 50

Tablee UNASSIGNED APPLICANTS
Name Data Type Size Key
Applicantld Char 10 Yes
Tablee UNASSIGNED APPLICANTS MANIPULATE
Name Data Type Size Key
Applicantld Char 10 Yes
Table: USED APPLICANTS

Name Data Type Size Key

Applicantld Char 10 Yes

Jobld Char 10 Yes

PlaceCode Char 10 Yes
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APPENDIX B. STORED PROCEDURES

Name: AcceptSolutionFromM anipulateSolutionTable

CREATE PROCEDURE ksergis.AcceptSolutionFromManipulateSolutionTable AS
DELETE FROM ASSIGNMENT

INSERT INTO ASSIGNMENT

SELECT Jobld, PlaceCode, Applicantld, NULL, NULL
FROM MANIPULATE_SOLUTION

GO

Name: AcceptSolutionFromM AXTable

CREATE PROCEDURE ksergis.AcceptSolutionFromMA X Table AS
DELETE FROM ASSIGNMENT

INSERT INTO ASSIGNMENT

SELECT Jobld, PlaceCode, Applicantld, NULL, NULL
FROM MAX_VALUE

GO

Name: CheckApplicantldCredentialsld

CREATE PROCEDURE ksergis.CheckApplicantidCredentialsld  (@Applicantid
char(10), @Credentialsid char(10))
AS
IF  EXISTS(SELECT 'True¢ FROM APPLICANT_CREDENTIALS WHERE
Applicantld = @Applicantld AND Credentialsid = @Credential sl d)
BEGIN
--This meansit exists, return it to ASP and tell us
SELECT 'Thisrecord already exists!'
END
ELSE
BEGIN
--This meansiit does not exist, return it to ASP and tell us
SELECT 'Thisrecord does not exist!’
END
GO

Name: CheckApplicantldL anguageCode

CREATE PROCEDURE ksergis.CheckApplicantldLanguageCode (@Applicantid
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char(10), @LanguageCode char(10))
AS
IF EXISTS(SELECT 'True' FROM APPLICANT_LANGUAGE WHERE Applicantld =
@Applicantld AND LanguageCode = @L anguageCode)
BEGIN
--Thismeansiit exists, return it to ASP and tell us
SELECT 'Thisrecord already exists!'
END
ELSE
BEGIN
--Thismeans it does not exist, return it to ASP and tell us
SELECT 'This record does not exist!"
END
GO

Name: CheckApplicantldOnApplicantCredentials

CREATE PROCEDURE ksergis.CheckA pplicantldOnA pplicantCredentials
(@Applicantld char(10))
AS

IF  EXISTS(SELECT 'True FROM APPLICANT_CREDENTIALS WHERE

Applicantld = @A pplicantld)

BEGIN
--Thismeansit exists, return it to ASP and tell us
SELECT 'Thisrecord already exists!'

END

ELSE

BEGIN
--Thismeans it does not exist, return it to ASP and tell us
SELECT 'This record does not exist!"

END

GO

Name: CheckApplicantldOnApplicantL anguage

CREATE PROCEDURE ksergis.CheckA pplicantldOnA pplicantL anguage
(@Applicantld char(10))
AS
IF EXISTS(SELECT 'True FROM APPLICANT _LANGUAGE WHERE Applicantld =
@A pplicantld)
BEGIN
--Thismeansit exists, return it to ASP and tell us
SELECT 'Thisrecord already exists!'
END
ELSE
BEGIN
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--Thismeans it does not exist, return it to ASP and tell us
SELECT 'This record does not exist!'

END

GO

Name: CheckApplicantldOnQualificationsApplicant

CREATE PROCEDURE ksergis.CheckA pplicantldOnQualificationsA pplicant
(@Applicantld char(10))
AS
IF EXISTS(SELECT 'True FROM QUALIFICATION_APPLICANT WHERE
Applicantld = @A pplicantld)
BEGIN
--Thismeansit exists, return it to ASP and tell us
SELECT 'Thisrecord already exists!'
END
ELSE
BEGIN
--Thismeansit does not exist, return it to ASP and tell us
SELECT 'Thisrecord does not exist!’
END
GO

Name: CheckApplicantldQualificationCode

CREATE PROCEDURE ksergis.CheckApplicantldQualificationCode (@A pplicantid
char(10), @QualificationCode char(10))
AS
IF EXISTS(SELECT 'True FROM QUALIFICATION_APPLICANT WHERE
Applicantld = @Applicantld AND QualificationCode = @QualificationCode)
BEGIN
--This meansit exists, return it to ASP and tell us
SELECT 'Thisrecord already exists!'
END
ELSE
BEGIN
--This meansiit does not exigt, return it to ASP and tell us
SELECT 'Thisrecord does not exist!’
END
GO

Name: Check ApplicantPrefer enceExists

CREATE PROCEDURE ksergis.CheckApplicantPreferenceExists (@Applicantld
char(10))
AS
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IF EXISTS(SELECT 'True' FROM APPLICANT PREFERENCE WHERE Applicantld

= @Applicantld)

BEGIN
--Thismeans it exists, return it to ASP and tell us
SELECT 'Thisrecord exists!'

END

ELSE

BEGIN
--Thismeans it does not exist, return it to ASP and tell us
SELECT 'Thisrecord does not exist!'

END

GO

Name: CheckApplicantsExist

CREATE PROCEDURE ksergis.CheckA pplicantsExist
AS
IF EXISTS(SELECT "True' FROM APPLICANT)
BEGIN
--Thismeansiit exists, return it to ASP and tell us
SELECT 'Thisrecord already exists!'
END
ELSE
BEGIN
--Thismeans it does not exist, return it to ASP and tell us
SELECT 'This record does not exist!'
END
GO

Name: CheckApplicantSuitable

CREATE PROCEDURE ksergis.CheckApplicantSuitable (@Applicantld char(10)) AS

DECLARE @Rank int
DECLARE @Specialty int
DECLARE @Qualificationsint
DECLARE @Jobld char(10)
DECLARE @JobName char(30)

CREATE TABLE #SUITABLE_JOBS

Jobld char(10) PRIMARY KEY,
JobName char(30)

)

DECLARE JobCursor CURSOR FOR
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SELECT Jobld, JobName
FROM JOB

OPEN JobCursor
FETCH NEXT FROM JobCursor
INTO @Jobld, @JobName
WHILE @@FETCH_STATUS<>-1
BEGIN
IF @@FETCH_STATUS<>-2
BEGIN
EXEC @Rank = ksergis.dec_Rank @Jobld, @A pplicantld
EXEC @Specialty = ksergis.dec_Specialty @Jobld, @Applicantld
EXEC @Qudifications =  ksergis.dec Qualifications  @Jobld,
@Applicantld

IF @Rank = 1 AND @Specialty =1 AND @Qualifications=1
BEGIN
INSERT INTO #SUITABLE_JOBS
VALUES (@Jobld, @JobName)
END
END
FETCH NEXT FROM JobCursor
INTO @Jobld, @JobName
END

CLOSE JobCursor
DEALLOCATE JobCursor

SELECT *
FROM #SUITABLE_JOBS
GO

Name: CheckCoeffitientExists

CREATE PROCEDURE ksergis.CheckCoeffitientExists (@Coefficientld char(30))
AS
IF EXISTS(SELECT 'True FROM COEFFICIENT WHERE Coefficientld =
@Coefficientld)
BEGIN
--Thismeansiit exists, return it to ASP and tell us
SELECT 'Thisrecord already exists!'
END
ELSE
BEGIN
--Thismeans it does not exist, return it to ASP and tell us
SELECT 'This record does not exist!"
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END
GO

Name: CheckCommandPreferenceExists

CREATE PROCEDURE ksergis.CheckCommandPreferenceExists (@CommandCode
char(10))
AS
IF  EXISTS(SELECT 'True FROM COMMAND_PREFERENCE WHERE
CommandCode = @CommandCode)
BEGIN
--Thismeansiit exists, return it to ASP and tell us
SELECT 'Thisrecord exists!'
END
ELSE
BEGIN
--Thismeans it does not exist, return it to ASP and tell us
SELECT 'This record does not exist!'
END
GO

Name: CheckCommandsExist

CREATE PROCEDURE ksergis.CheckCommandsExist
AS
IF EXISTS(SELECT 'True FROM COMMAND)
BEGIN
--Thismeansit exists, return it to ASP and tell us
SELECT 'Thisrecord already exists!'
END
ELSE
BEGIN
--Thismeans it does not exist, return it to ASP and tell us
SELECT 'This record does not exist!'
END
GO

Name: CheckCredential SExist

CREATE PROCEDURE ksergis.CheckCredential SExist
AS
IF EXISTS(SELECT 'True' FROM CREDENTIALYS)
BEGIN
--Thismeansit exists, return it to ASP and tell us
SELECT 'Thisrecord already exists!'
END
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ELSE

BEGIN
--Thismeans it does not exist, return it to ASP and tell us
SELECT 'Thisrecord does not exist!'

END

GO

Name: CheckCredentialsid

CREATE PROCEDURE ksergis.CheckCredentiasid (@Credentiasld char(10))
AS
IF EXISTS(SELECT 'True FROM CREDENTIALS WHERE Credentidsld =
@Credentiasld)
BEGIN
--Thismeansit exists, return it to ASP and tell us
SELECT 'Thisrecord already exists!'
END
ELSE
BEGIN
--Thismeans it does not exist, return it to ASP and tell us
SELECT 'This record does not exist!'
END
GO

Name: CheckCredentialsName

CREATE PROCEDURE ksergis.CheckCredentialsName (@Credential sName char(50))
AS
IF EXISTS(SELECT 'True FROM CREDENTIALS WHERE CredentidsName =
@CredentialsName)
BEGIN
--Thismeansit exists, return it to ASP and tell us
SELECT 'Thisrecord already exists!'
END
ELSE
BEGIN
--Thismeans it does not exigt, return it to ASP and tell us
SELECT 'This record does not exist!'
END
GO

Name: CheckDateExist

CREATE PROCEDURE ksergis.CheckDateExist (@A pplicantld char(10))
AS
IF EXISTS(SELECT 'True FROM ASSIGNMENT WHERE Applicantld =
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@Applicantld AND ((ReportDate ISNOT NULL) OR (DetachDate ISNOT NULL)))

BEGIN
--Thismeansit exists, return it to ASP and tell us
SELECT 'Thisrecord already exists!'

END

ELSE

BEGIN
--Thismeans it does not exist, return it to ASP and tell us
SELECT 'Thisrecord does not exist!'

END

GO

Name: CheckDetailerPassword

CREATE PROCEDURE ksergis.CheckDetailerPassword (@Applicantld char(10),
@DetailerPassword char(50))
AS
IF EXISTS(SELECT 'Truet FROM APPLICANT WHERE Applicantld = @Applicantld
AND DetailerPassword = @DetailerPassword)
BEGIN
--Thismeansit is correct, return it to ASP and tell us
SELECT 'The Detailer is authenticated'
END
ELSE
BEGIN
--Thismeans it does not exigt, return it to ASP and tell us
SELECT 'The Detailer is not authenticated'
END
GO

Name: CheckExperienceExist

CREATE PROCEDURE  ksergis.CheckExperienceExist  (@Jobld  char(10),
@Applicantld char(10))
AS
IF EXISTS(SELECT 'True FROM EXPERIENCE WHERE Jobld = @Jobld AND
Applicantld = @A pplicantld)
BEGIN
--Thismeansiit exists, return it to ASP and tell us
SELECT 'Thisrecord already exists!'
END
ELSE
BEGIN
--Thismeans it does not exist, return it to ASP and tell us
SELECT 'This record does not exist!'
END
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| GO

Name: CheckJobld

CREATE PROCEDURE ksergis.CheckJobld (@Jobld char(10))
AS
IF EXISTS(SELECT 'True' FROM JOB WHERE Jobld = @Jobl d)
BEGIN
--Thismeansit exists, return it to ASP and tell us
SELECT 'Thisrecord already exists!'
END
ELSE
BEGIN
--Thismeans it does not exist, return it to ASP and tell us
SELECT 'This record does not exist!'
END
GO

Name: CheckJobldCredentiasid

CREATE PROCEDURE ksergis.CheckJobldCredentialsild (@Jobld  char(10),
@Credentialsld char(10))
AS
IF EXISTS(SELECT 'True’ FROM JOB_CREDENTIALS WHERE Jobld = @Jobld
AND Credentialsld = @Credentialsld)
BEGIN
--Thismeansiit exists, return it to ASP and tell us
SELECT 'Thisrecord already exists!'
END
ELSE
BEGIN
--Thismeans it does not exist, return it to ASP and tell us
SELECT 'This record does not exist!"
END
GO

Name: CheckJobldJobName

CREATE PROCEDURE ksergis.CheckJobldJobName (@Jobld char(10), @JobName
char(30))
AS
IF EXISTS(SELECT '"True FROM JOB WHERE Jobld = @Jobld OR JobName =
@JobName)
BEGIN

--Thismeansit exists, return it to ASP and tell us

SELECT 'Thisrecord already exists!'
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END

ELSE

BEGIN
--Thismeans it does not exist, return it to ASP and tell us
SELECT 'This record does not exist!'

END

GO

Name: CheckJobldL anguageCode

CREATE PROCEDURE ksergis.CheckJobldLanguageCode (@Jobld char(10),
@L anguageCode char(10))
AS
IF EXISTS(SELECT 'True FROM JOB_LANGUAGE WHERE Jobld = @Jobld AND
L anguageCode = @L anguageCode)
BEGIN
--Thismeansit exists, return it to ASP and tell us
SELECT 'Thisrecord aready exists!'
END
ELSE
BEGIN
--Thismeans it does not exist, return it to ASP and tell us
SELECT 'This record does not exist!'
END
GO

Name: CheckJobldOnA pplicantPreference

CREATE PROCEDURE ksergis.CheckJobldOnA pplicantPreference (@Jobld char(10))
AS
IF EXISTS(SELECT 'True FROM APPLICANT_PREFERENCE WHERE Jobld =
@Jobld)
BEGIN
--Thismeansit exists, return it to ASP and tell us
SELECT 'Thisrecord already exists!'
END
ELSE
BEGIN
--Thismeans it does not exigt, return it to ASP and tell us
SELECT 'This record does not exist!'
END
GO

Name: CheckJobldOnCommandPreference

CREATE PROCEDURE ksergis.CheckJobldOnCommandPreference (@Jobld char(10))
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AS

IF EXISTS(SELECT 'Tru¢ FROM COMMAND_PREFERENCE WHERE Jobld =

@Jobld)

BEGIN
--Thismeans it exists, return it to ASP and tell us
SELECT 'Thisrecord already exists!'

END

ELSE

BEGIN
--Thismeans it does not exist, return it to ASP and tell us
SELECT 'This record does not exist!'

END

GO

Name: CheckJobldOnJobCredentials

CREATE PROCEDURE ksergis.CheckJobldOnJobCredentials (@Jobld char(10))
AS
IF EXISTS(SELECT 'True' FROM JOB_CREDENTIALS WHERE Jobld = @Jobld)
BEGIN
--Thismeansit exists, return it to ASP and tell us
SELECT 'Thisrecord already exists!'
END
ELSE
BEGIN
--Thismeans it does not exigt, return it to ASP and tell us
SELECT 'This record does not exist!'
END
GO

Name: CheckJobldOnJobL anguage

CREATE PROCEDURE ksergis.CheckJobldOnJobL anguage (@Jobld char(10))
AS
IF EXISTS(SELECT "True' FROM JOB_LANGUAGE WHERE Jobld = @Jobld)
BEGIN
--Thismeansiit exists, return it to ASP and tell us
SELECT 'Thisrecord already exists!'
END
ELSE
BEGIN
--Thismeans it does not exist, return it to ASP and tell us
SELECT 'This record does not exist!"
END
GO
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Name: CheckJobldOnJobPlace

CREATE PROCEDURE ksergis.CheckJobldOnJobPlace (@Jobld char(10))
AS
IF EXISTS(SELECT 'True' FROM JOB_PLACE WHERE Jobld = @Jobl d)
BEGIN
--Thismeansit exists, return it to ASP and tell us
SELECT 'Thisrecord already exists!'
END
ELSE
BEGIN
--Thismeans it does not exist, return it to ASP and tell us
SELECT 'This record does not exist!'
END
GO

Name: CheckJobldOnJobQualification

CREATE PROCEDURE ksergis.CheckJobldOnJobQualification (@Jobld char(10))
AS
IF EXISTS(SELECT 'True' FROM JOB_QUALIFICATION WHERE Jobld = @Jobld)
BEGIN
--Thismeansit exists, return it to ASP and tell us
SELECT 'Thisrecord already exists!'
END
ELSE
BEGIN
--Thismeans it does not exist, return it to ASP and tell us
SELECT 'Thisrecord does not exist!'
END
GO

Name: CheckJobldOnJobRank

CREATE PROCEDURE ksergis.CheckJobldOnJobRank (@Jobld char(10))
AS
IF EXISTS(SELECT "True' FROM JOB_RANK WHERE Jobld = @Jobld)
BEGIN
--Thismeans it exists, return it to ASP and tell us
SELECT 'Thisrecord already exists!'
END
ELSE
BEGIN
--Thismeans it does not exist, return it to ASP and tell us
SELECT 'This record does not exist!"
END
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| GO

Name: CheckJobldOnJobSpecialty

CREATE PROCEDURE ksergis.CheckJobl dOnJobSpecialty (@Jobld char(10))
AS
IF EXISTS(SELECT 'True' FROM JOB_SPECIALTY WHERE Jobld = @Jobl d)
BEGIN
--Thismeansit exists, return it to ASP and tell us
SELECT 'Thisrecord already exists!'
END
ELSE
BEGIN
--Thismeans it does not exist, return it to ASP and tell us
SELECT 'This record does not exist!'
END
GO

Name: CheckJobldPlaceCode

CREATE PROCEDURE ksergis.CheckJobldPlaceCode (@Jobld char(10), @PlaceCode
char(10))
AS
IF EXISTS(SELECT 'True FROM JOB_PLACE WHERE Jobld = @Jobld AND
PlaceCode = @PlaceCode)
BEGIN
--Thismeansiit exists, return it to ASP and tell us
SELECT 'Thisrecord already exists!'
END
ELSE
BEGIN
--Thismeans it does not exist, return it to ASP and tell us
SELECT 'This record does not exist!"
END
GO

Name: CheckJobldPlaceCodeOnA pplicantPreference

CREATE PROCEDURE ksergis.CheckJobl dPlaceCodeOnA pplicantPreference (@Jobld
char(10), @PlaceCode char(10))
AS
IF EXISTS(SELECT 'True¢e FROM APPLICANT PREFERENCE WHERE Jobld =
@Jobld AND PlaceCode = @PlaceCode)
BEGIN

--Thismeansit exists, return it to ASP and tell us

SELECT 'Thisrecord already exists!'
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END

ELSE

BEGIN
--Thismeans it does not exist, return it to ASP and tell us
SELECT 'This record does not exist!'

END

GO

Name: CheckJobl dPlaceCodeOnCommandPreference

CREATE PROCEDURE ksergis.CheckJobl dPlaceCodeOnCommandPreference (@Jobld
char(10), @PlaceCode char(10))
AS
IF EXISTS(SELECT 'Tru¢e FROM COMMAND_PREFERENCE WHERE Jobld =
@Jobld AND PlaceCode = @PlaceCode)
BEGIN
--Thismeansit exists, return it to ASP and tell us
SELECT 'Thisrecord already exists!'
END
ELSE
BEGIN
--Thismeans it does not exist, return it to ASP and tell us
SELECT 'This record does not exist!'
END
GO

Name: CheckJobldQualificationCode

CREATE PROCEDURE ksergis.CheckJobldQualificationCode (@Jobld char(10),
@QuialificationCode char(10))
AS
IF EXISTS(SELECT 'True' FROM JOB_QUALIFICATION WHERE Jobld = @Jobld
AND QudlificationCode = @QualificationCode)
BEGIN
--Thismeansiit exists, return it to ASP and tell us
SELECT 'Thisrecord already exists!'
END
ELSE
BEGIN
--Thismeans it does not exist, return it to ASP and tell us
SELECT 'This record does not exist!'
END
GO

| Name: CheckJobldRankCode
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CREATE PROCEDURE ksergis.CheckJobldRankCode (@Jobld char(10), @RankCode
char(10))
AS
IF EXISTS(SELECT "True¢t FROM JOB_RANK WHERE Jobld = @Jobld AND
RankCode = @RankCode)
BEGIN
--Thismeansit exists, return it to ASP and tell us
SELECT 'Thisrecord already exists!'
END
ELSE
BEGIN
--Thismeans it does not exist, return it to ASP and tell us
SELECT 'This record does not exist!'
END
GO

Name: CheckJobldSpeciatyCode

CREATE PROCEDURE ksergis.CheckJobldSpecialtyCode (@Jobld char(10),
@SpeciadtyCode char(10))
AS
IF EXISTS(SELECT 'True¢t FROM JOB_SPECIALTY WHERE Jobld = @Jobld AND
SpecialtyCode = @SpecialtyCode)
BEGIN
--Thismeans it exists, return it to ASP and tell us
SELECT 'Thisrecord already exists!'
END
ELSE
BEGIN
--Thismeans it does not exigt, return it to ASP and tell us
SELECT 'This record does not exist!'
END
GO

Name: CheckJobName

CREATE PROCEDURE ksergis.CheckJobName (@JobName char(30))
AS
IF EXISTS(SELECT 'True' FROM JOB WHERE JobName = @JobName)
BEGIN
--Thismeansiit exists, return it to ASP and tell us
SELECT 'Thisrecord already exists!'
END
ELSE
BEGIN
--Thismeans it does not exist, return it to ASP and tell us
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SELECT 'This record does not exist!'
END
GO

Name: CheckJobsExist

CREATE PROCEDURE ksergis.CheckJobsExist

AS

IF EXISTS(SELECT 'True' FROM JOB)

BEGIN
--Thismeansit exists, return it to ASP and tell us
SELECT 'Thisrecord already exists!'

END

ELSE

BEGIN
--Thismeansit does not exist, return it to ASP and tell us
SELECT 'This record does not exist!'

END

GO

Name: CheckL anguageCode

CREATE PROCEDURE ksergis.CheckL anguageCode (@L anguageCode char(10))
AS
IF EXISTS(SELECT 'Truen FROM LANGUAGE WHERE LanguageCode =
@L anguageCode)
BEGIN
--Thismeansit exists, return it to ASP and tell us
SELECT 'Thisrecord already exists!'
END
ELSE
BEGIN
--Thismeans it does not exist, return it to ASP and tell us
SELECT 'Thisrecord does not exist!'
END
GO

Name: CheckLanguageName

CREATE PROCEDURE ksergis.CheckL anguageName (@L anguageName char(50))
AS
IF EXISTS(SELECT 'True FROM LANGUAGE WHERE LanguageName =
@L anguageName)
BEGIN
--This meansit exists, return it to ASP and tell us
SELECT 'Thisrecord already exists!'
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END

ELSE

BEGIN
--Thismeans it does not exist, return it to ASP and tell us
SELECT 'This record does not exist!'

END

GO

Name: CheckL anguagesExist

CREATE PROCEDURE ksergis.CheckL anguagesExist
AS
IF EXISTS(SELECT 'True' FROM LANGUAGE)
BEGIN
--Thismeansit exists, return it to ASP and tell us
SELECT 'Thisrecord already exists!'
END
ELSE
BEGIN
--Thismeans it does not exigt, return it to ASP and tell us
SELECT 'This record does not exist!'
END
GO

Name: CheckPlacesExist

CREATE PROCEDURE ksergis.CheckPlacesExist
AS
IF EXISTS(SELECT 'True' FROM PLACE)
BEGIN
--Thismeansit exists, return it to ASP and tell us
SELECT 'Thisrecord already exists!'
END
ELSE
BEGIN
--Thismeans it does not exist, return it to ASP and tell us
SELECT 'This record does not exist!"
END
GO

Name: CheckPreference

CREATE PROCEDURE ksergis.CheckPreference (@Applicantld varchar(10),
@PreferenceApplicant varchar(4), @PlaceCode varchar(10), @Jobld varchar(10))

AS

IF EXISTS(SELECT "True¢ FROM APPLICANT PREFERENCE WHERE Applicantld
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= @Applicantld AND (PreferenceApplicant = @PreferenceApplicant OR (Jobld =

@Jobld AND PlaceCode = @PlaceCode)))

BEGIN
--Thismeansit exists, return it to ASP and tell us
SELECT 'This preference already exists!'

END

ELSE

BEGIN
--This means it does not exigt, return it to ASP and tell us
SELECT 'This preference does not exist!'

END

GO

Name: CheckPreferenceCommand

CREATE PROCEDURE  ksergis.CheckPreferenceCommand  (@CommandCode
char(10), @Applicantld char(10), @PreferenceCommand char(4), @PlaceCode char(10),
@Jobld char(10))
AS
IF  EXISTS(SELECT 'True FROM COMMAND PREFERENCE WHERE
CommandCode = @CommandCode AND Jobld = @Jobld AND PlaceCode =
@PlaceCode AND ( PreferenceCommand = @PreferenceCommand OR Applicantld =
@Applicantld))
BEGIN

--This meansit exists, return it to ASP and tell us

SELECT 'This preference already exists!'
END
ELSE
BEGIN

--This meansiit does not exist, return it to ASP and tell us

SELECT 'This preference does not exist!’
END
GO

Name: CheckQualificationCode

CREATE PROCEDURE  ksergis.CheckQuadlificationCode (@QualificationCode
char(10))
AS
IF EXISTS(SELECT 'True’ FROM QUALIFICATION WHERE QuadlificationCode =
@QualificationCode)
BEGIN
--Thismeansiit exists, return it to ASP and tell us
SELECT 'Thisrecord aready exists!'
END
ELSE
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BEGIN
--Thismeans it does not exist, return it to ASP and tell us
SELECT 'This record does not exist!'

END

GO

Name: CheckQualificationName

CREATE PROCEDURE ksergis.CheckQualificationName (@QualificationName
char(50))
AS
IF EXISTS(SELECT 'True FROM QUALIFICATION WHERE QualificationName =
@QualificationName)
BEGIN
--Thismeansit exists, return it to ASP and tell us
SELECT 'Thisrecord already exists!'
END
ELSE
BEGIN
--Thismeans it does not exigt, return it to ASP and tell us
SELECT 'This record does not exist!'
END
GO

Name: CheckQualificationsExist

CREATE PROCEDURE ksergis.CheckQualificationsExist
AS
IF EXISTS(SELECT "True' FROM QUALIFICATION)
BEGIN
--Thismeans it exists, return it to ASP and tell us
SELECT 'Thisrecord already exists!'
END
ELSE
BEGIN
--Thismeans it does not exist, return it to ASP and tell us
SELECT 'This record does not exist!"
END
GO

Name: CheckRankCode

CREATE PROCEDURE ksergis.CheckRankCode (@RankCode char(10))

AS

IF EXISTS(SELECT "True' FROM RANK WHERE RankCode = @RankCode)
BEGIN
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--Thismeansit exists, return it to ASP and tell us
SELECT 'Thisrecord already exists!'

END

ELSE

BEGIN
--Thismeans it does not exigt, return it to ASP and tell us
SELECT 'This record does not exist!'

END

GO

Name: CheckRankName

CREATE PROCEDURE ksergis.CheckRankName (@RankName char(30))
AS
IF EXISTS(SELECT 'Truet FROM RANK WHERE RankName = @RankName)
BEGIN
--Thismeansit exists, return it to ASP and tell us
SELECT 'Thisrecord already exists!'
END
ELSE
BEGIN
--Thismeans it does not exigt, return it to ASP and tell us
SELECT 'This record does not exist!'
END
GO

Name: CheckRanksExist

CREATE PROCEDURE ksergis.CheckRanksExist
AS
IF EXISTS(SELECT "True' FROM RANK)
BEGIN
--Thismeansit exists, return it to ASP and tell us
SELECT 'Thisrecord already exists!'
END
ELSE
BEGIN
--Thismeans it does not exist, return it to ASP and tell us
SELECT 'This record does not exist!"
END
GO

Name: CheckSpecialtiesExist

CREATE PROCEDURE ksergis.CheckSpecialtiesExist
AS
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IF EXISTS(SELECT 'True' FROM SPECIALTY)

BEGIN
--Thismeansit exists, return it to ASP and tell us
SELECT 'Thisrecord already exists!'

END

ELSE

BEGIN
--Thismeans it does not exigt, return it to ASP and tell us
SELECT 'This record does not exist!'

END

GO

Name: CheckSpecialtyCode

CREATE PROCEDURE ksergis.CheckSpecialtyCode (@SpecialtyCode char(10))
AS
IF EXISTS(SELECT 'Tru¢ FROM SPECIALTY WHERE SpeciatyCode =
@SpeciatyCode)
BEGIN
--Thismeans it exists, return it to ASP and tell us
SELECT 'Thisrecord already exists!'
END
ELSE
BEGIN
--Thismeans it does not exist, return it to ASP and tell us
SELECT 'This record does not exist!"
END
GO

Name: CheckSpecialtyName

CREATE PROCEDURE ksergis.CheckSpecialtyName (@SpecialtyName char(50))
AS
IF EXISTS(SELECT 'Truee FROM SPECIALTY WHERE SpecidtyName =
@SpeciatyName)
BEGIN
--Thismeansiit exists, return it to ASP and tell us
SELECT 'Thisrecord already exists!'
END
ELSE
BEGIN
--Thismeans it does not exist, return it to ASP and tell us
SELECT 'This record does not exist!"
END
GO
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Name: CheckSuitableA pplicantsOnJob

CREATE PROCEDURE ksergis.CheckSuitableA pplicantsOnJob (@Jobld char(10)) AS

DECLARE @Rank int

DECLARE @Specialty int
DECLARE @Qualificationsint
DECLARE @A pplicantld char(10)
DECLARE @FirstName char(30)
DECLARE @L astName char(30)

CREATE TABLE #SUITABLE_APPLICANTS

Applicantld char(10) PRIMARY KEY,
FirstName char(30),
LastName char(30)

)

DECLARE ApplicantCursor CURSOR FOR
SELECT Applicantld, FirstName, LastName
FROM APPLICANT

OPEN ApplicantCursor
FETCH NEXT FROM ApplicantCursor
INTO @Applicantld, @FirstName, @L astName
WHILE @@FETCH_STATUS<>-1
BEGIN
IF @@FETCH_STATUS<>-2
BEGIN
EXEC @Rank = ksergis.dec_Rank @Jobld, @Applicantld
EXEC @Specialty = ksergis.dec_Specialty @Jobld, @Applicantld
EXEC @Qudlifications =  ksergis.dec Quadlifications @Jobld,
@Applicantld

IF @Rank = 1 AND @Specialty =1 AND @Qualifications=1
BEGIN
INSERT INTO #SUITABLE_APPLICANTS
VALUES (@Applicantld, @FirstName, @L astName)
END
END
FETCH NEXT FROM ApplicantCursor
INTO @Applicantld, @FirstName, @L astName
END

CLOSE ApplicantCursor
DEALLOCATE ApplicantCursor
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SELECT *
FROM #SUITABLE_APPLICANTS
GO

Name: CheckUserName

CREATE PROCEDURE ksergis.CheckUserName (@UserName varchar(50))
AS
IF EXISTS(SELECT 'True' FROM APPLICANT WHERE UserName = @UserName)
BEGIN
--Thismeansiit exists, return it to ASP and tell us
SELECT 'Thisrecord already exists!'
END
ELSE
BEGIN
--Thismeans it does not exist, return it to ASP and tell us
SELECT 'This record does not exist!"
END
GO

Name: CheckUserNameCommand

CREATE PROCEDURE ksergis.CheckUserNameCommand (@UserName varchar(50))
AS
IF EXISTS(SELECT 'True FROM COMMAND WHERE UserName = @UserName)
BEGIN
--Thismeansit exists, return it to ASP and tell us
SELECT 'Thisrecord already exists!'
END
ELSE
BEGIN
--Thismeans it does not exist, return it to ASP and tell us
SELECT 'This record does not exist!'
END
GO

Name: dec CheckHValueExists

CREATE PROCEDURE ksergis.dec_CheckHV aueExists (@Counter int)
AS

DECLARE @Jobld char(10)
DECLARE @Jobld1 char(10)
DECLARE @PlaceCode char(10)
DECLARE @PlaceCodel char(10)
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DECLARE PriorityCursor CURSOR FOR
SELECT Jobld, PlaceCode, Counter
FROM PRIORITY

WHERE Counter = @Counter

OPEN PriorityCursor
FETCH NEXT FROM PriorityCursor
INTO @Jobld, @PlaceCode, @Counter
WHILE @@FETCH_STATUS<>-1
BEGIN
IF @@FETCH_STATUS<>-2
BEGIN
SET @Jobldl = @Jobld
SET @PlaceCodel = @PlaceCode
END
FETCH NEXT FROM PriorityCursor
INTO @Jobld, @PlaceCode, @Counter
END

CLOSE PriorityCursor
DEALLOCATE PriorityCursor

IF EXISTS(SELECT HVaue FROM H WHERE Jobld = @Jobldl AND PlaceCode =
@PlaceCodel AND HVaue ISNOT NULL AND
Applicantld NOT IN (SELECT Applicantid
FROM USED_APPLICANTS WHERE Jobld = @Jobldl AND PlaceCode =
@PlaceCodel) AND
Applicantld NOT IN (SELECT Applicantld
FROM ASSIGNED_APPLICANTYS))
RETURN 1
ELSE
RETURN O
GO

Name: dec_ CheckHValueNotNull

CREATE PROCEDURE ksergis.dec CheckHVaueNotNull (@Jobld char(10),
@PlaceCode char(10), @Applicantld char(10)) AS

DECLARE @HVa ue float

SET @HValue = (SELECT HValue FROM H WHERE Jobld = @Jobld AND PlaceCode
= @PlaceCode AND Applicantld = @A pplicantld)

IF @HValue ISNOT NULL
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BEGIN
--Thismeans it exists, return it to ASP and tell us
SELECT 'HVaue exists!"

END

ELSE

BEGIN
--Thismeans it does not exist, return it to ASP and tell us
SELECT 'HValue does not exist!'

END

GO

Name: dec  ComputeMaxVaue

CREATE PROCEDURE ksergis.dec_ComputeM axV alue (@Counter int)
AS

DECLARE @Jobld char(10)

DECLARE @Jobld1 char(10)
DECLARE @PlaceCode char(10)
DECLARE @PlaceCodel char(10)
DECLARE @CountEqualMaxValuesint

DECLARE PriorityCursor CURSOR FOR
SELECT Jobld, PlaceCode, Counter
FROM PRIORITY

WHERE Counter = @Counter

OPEN PriorityCursor
FETCH NEXT FROM PriorityCursor
INTO @Jobld, @PlaceCode, @Counter
WHILE @Q@FETCH_STATUS<>-1
BEGIN
IF @@FETCH_STATUS<> -2
BEGIN
SET @Jobldl = @Jobld
SET @PlaceCodel = @PlaceCode
END
FETCH NEXT FROM PriorityCursor
INTO @Jobld, @PlaceCode, @Counter
END

CLOSE PriorityCursor
DEALLOCATE PriorityCursor

DECLARE @MAXVaue float
DECLARE @A pplicantld char(10)
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DECLARE @Applicantldl char(10)

SET @MAXVaue = (SELECT MAX(HVaue) FROM H WHERE Jobld = @Jobldl
AND PlaceCode = @PlaceCodel AND HValue ISNOT NULL AND

Applicantld NOT IN (SELECT
Applicantld FROM USED_APPLICANTS WHERE Jobld = @Jobldl AND PlaceCode
= @PlaceCodel) AND

Applicantld NOT IN (SELECT
Applicantld FROM ASSIGNED_APPLICANTY))

SET @CountEqualMaxValues=( SELECT count(Applicantld)

FROM H

WHERE Jobld = @Jobldl AND PlaceCode =
@PlaceCodel AND HVaue= @MAXVaue AND

Applicantld NOT IN (SELECT Applicantild FROM
USED_APPLICANTS WHERE Jobld = @Jobldl AND PlaceCode = @PlaceCodel)
AND

Applicantld NOT IN (SELECT Applicantld FROM
ASSIGNED_APPLICANTY))

IF @CountEqualMaxValues> 1
EXEC @Applicantldl = ksergis.dec FindMaxVaue @Jobldl, @PlaceCodel,
@MAXVadue
ELSE
BEGIN
DECLARE HCursor CURSOR FOR
SELECT Applicantld
FROM H
WHERE Jobld = @Jobldl AND PlaceCode = @PlaceCodel AND HVaue =
@MAXVaue AND
Applicantld NOT IN (SELECT Applicantld FROM
USED_APPLICANTS WHERE Jobld = @Jobldl AND PlaceCode = @PlaceCodel)
AND
Applicantld NOT IN (SELECT Applicantld FROM
ASSIGNED_APPLICANTYS)

OPEN HCursor
FETCH NEXT FROM HCursor
INTO @Applicantld
WHILE @@FETCH_STATUS<>-1
BEGIN
IF @@FETCH_STATUS<>-2
SET @Applicantldl = @Applicantld
BREAK
FETCH NEXT FROM HCursor
INTO @Applicantld
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END

CLOSE HCursor
DEALLOCATE HCursor
END

PRINT 'MAXValue
PRINT @MAXVaue
PRINT 'Applicant/d1’
PRINT @Applicantldl

UPDATE MAX_ VALUE
SET Applicantld = @Applicantldl, MAXVaue= @MAXVaue
WHERE Jobld = @Jobld1l AND PlaceCode = @PlaceCodel

INSERT INTO ASSIGNED_APPLICANTS
SELECT Applicantld

FROM APPLICANT

WHERE Applicantld = @Applicantldl

GO

Name: dec  ComputeMeanValue

CREATE PROCEDURE ksergis.dec_ComputeMeanVaue
AS

DELETE FROM MEAN_VALUE

INSERT INTO MEAN_VALUE
SELECT Jobld, PlaceCode, NULL
FROM JOB_PLACE

DECLARE @Jobld char(10)
DECLARE @PlaceCode char(10)
DECLARE @MeanValue float

DECLARE MeanVaueCursor CURSOR FOR
SELECT Jobld, PlaceCode, MeanV alue
FROM MEAN VALUE

OPEN MeanVaueCursor
FETCH NEXT FROM MeanV aueCursor
INTO @Jobld, @PlaceCode, @MeanVaue
WHILE @@FETCH_STATUS<>-1
BEGIN

IF @@FETCH_STATUS<> -2
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BEGIN

DECLARE @A pplicantld char(10)
DECLARE @HVaue float
DECLARE @SUM float
DECLARE @COUNT int

DECLARE HCursor CURSOR FOR

SELECT Jobld, Applicantld, PlaceCode, HVaue

FROM H

WHERE Jobld = @Jobld AND PlaceCode = @PlaceCode

SET @SUM =0
SET @COUNT =0

OPEN HCursor
FETCH NEXT FROM HCursor
INTO @Jobld, @Applicantld, @PlaceCode, @HV alue
WHILE @@FETCH_STATUS <> -1
BEGIN
IF @@FETCH_STATUS<>-2
BEGIN
IF @HVaue SNOT NULL
BEGIN
SET @SUM = @SUM + @HVaue
SET @COUNT = @COUNT + 1
END
END
FETCH NEXT FROM HCursor
INTO @Jobld, @Applicantld, @PlaceCode, @HV alue
END

CLOSE HCursor
DEALLOCATE HCursor

IF @SUM <> 0
UPDATE MEAN_VALUE
SET MeanValue = @SUM / @COUNT
WHERE Jobld = @Jobld AND PlaceCode= @PlaceCode

END

FETCH NEXT FROM MeanV alueCursor

INTO @Jobld, @PlaceCode, @M eanV aue
END

CLOSE MeanV alueCursor
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DEALLOCATE MeanV aueCursor
GO

Name: dec COUNTER Fill

CREATE PROCEDURE ksergis.dec COUNTER_Fill
AS

DELETE FROM COUNTER

INSERT INTO COUNTER
SELECT Jobld, PlaceCode, Counter
FROM PRIORITY

GO

Name: dec  CountPriorityRecords

CREATE PROCEDURE ksergis.dec_CountPriorityRecords
AS
DECLARE @Count int

SET @Count = (SELECT Count (*) FROM PRIORITY)

RETURN @Count
GO

Name: dec_ Credentials

CREATE PROCEDURE ksergis.dec Credentiadls (@Jobld char(10), @Applicantid
char(10))

AS

DECLARE @CredentialsGradel float

DECLARE @CredentialsGrade2 float

DECLARE @Credentialsid char(10)

DECLARE @SUM1 float

DECLARE @SUM2 float

DECLARE @ANS float

DECLARE @Count int

SET @SUM1=0
SET @SUM2=0
SET @Count=0

DECLARE Credentia sCursor CURSOR FOR
SELECT Jobld, Credentialsid
FROM JOB _CREDENTIALS
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WHERE Jobld = @Jobld

OPEN CredentialsCursor
FETCH NEXT FROM CredentialsCursor
INTO @Jobld, @Credentiasld
WHILE @@FETCH_STATUS<>-1
BEGIN
IF @@FETCH_STATUS<>-2
BEGIN
EXEC @CredentialsGradel = ksergis.dec Credentialsl @Applicantld,
@Credentialsld
EXEC @CredentialsGrade2 = ksergis.dec Credentials2 @Jobld,
@Credentialsld
SET @SUM1 = @SUM1 +@Credential sGradel
SET @SUM2 = @SUM?2 +@Credentia sGrade2
SET @Count = @Count +1
END
FETCH NEXT FROM CredentialsCursor
INTO @Jobld, @Credentiasld
END

CLOSE CredentialsCursor
DEALLOCATE Credential sCursor

IF @SUM1 < @SUM2
SET @ANS =0
ELSE
BEGIN
IF @Count * 10 = @SUM2
SET @ANS=1
ELSE
SET @ANS = ((@SUM1 - @SUM2) * 9/ ((@Count * 10) - @SUM?2)) +
1
END

RETURN @ANS
GO

Name: dec Credentialsl

CREATE PROCEDURE  ksergis.dec Credentialsl (@Applicantld  char(10),
@Credentialsld char(10))

AS

DECLARE @CredentialsGrade int

IF EXISTS (SELECT CredentialsGrade FROM APPLICANT_CREDENTIALS WHERE
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Applicantld = @Applicantld AND Credentialsild = @Credential sl d)

SET @CredentialsGrade = (SELECT  CredentialsGrade = FROM
APPLICANT _CREDENTIALS WHERE Applicantld = @Applicantild AND
Credentialsld = @Credentialsld)

ELSE

SET @CredentidsGrade=0
RETURN @CredentialsGrade
GO

Name: dec_ Credentials2

CREATE PROCEDURE ksergis.dec_Credentials2 (@Jobld char(10), @Credentialsld
char(10))

AS

DECLARE @CredentialsGrade int

SET @CredentialsGrade = (SELECT CredentialsGrade FROM JOB_CREDENTIALS
WHERE Jobld = @Jobld AND Credentialsld = @Credentialsld)

RETURN @CredentialsGrade

GO

Name: dec Delete Job Manipulate

CREATE PROCEDURE ksergis.dec Delete Job Manipulate (@Jobld char(10),
@PlaceCode char(10)) AS

DECLARE @A pplicantld char(10)

SET @Applicantld = (SELECT Applicanttld FROM MANIPULATE_SOLUTION
WHERE Jobld = @Jobld AND PlaceCode = @PlaceCode)

DELETE FROM MANIPULATE _SOLUTION
WHERE Jobld = @Jobld AND PlaceCode = @PlaceCode

INSERT INTO UNASSIGNED_APPLICANTS MANIPULATE
VALUES (@Applicantld)

INSERT INTO DELETED_JOBS MANIPULATE
VALUES (@Jobld, @PlaceCode)
GO

Name: dec DELETED JOBS MANIPULATE DéeteRecord

CREATE PROCEDURE ksergis.dec DELETED JOBS MANIPULATE_ DeleteRecord
(@Jobld char(10), @PlaceCode char(10)) AS

DELETE FROM DELETED_JOBS MANIPULATE

WHERE Jobld = @Jobld AND PlaceCode = @PlaceCode

261




| GO

Name: dec_ DELETED JOBS MANIPULATE Fill

CREATE PROCEDURE ksergis.dec DELETED_JOBS MANIPULATE_Fill AS
DELETE FROM DELETED_JOBS MANIPULATE

INSERT INTO DELETED_JOBS MANIPULATE
SELECT *

FROM DELETED_JOBS

GO

Name: dec  DeleteEmptyJobs

CREATE PROCEDURE ksergis.dec_DeleteEmptyJobs
AS

DECLARE @Jobld char(10)
DECLARE @A pplicantld char(10)
DECLARE @PlaceCode char(10)
DECLARE @Counter int
DECLARE @HVaue float

DECLARE PriorityCursor CURSOR FOR
SELECT Jobld, PlaceCode, Counter
FROM PRIORITY

OPEN PriorityCursor
FETCH NEXT FROM PriorityCursor
INTO @Jobld, @PlaceCode, @Counter
WHILE @@FETCH_STATUS<>-1
BEGIN
IF @@FETCH_STATUS<>-2
BEGIN
IF NOT EXISTS (SELECT 'True FROM H WHERE Jobld = @Jobld
AND PlaceCode= @PlaceCode AND HVaue ISNOT NULL)
BEGIN
INSERT INTO DELETED_JOBS
SELECT Jobld, PlaceCode
FROM PRIORITY
WHERE Jobld = @Jobld AND PlaceCode= @PlaceCode

DELETE FROM PRIORITY
WHERE Jobld = @Jobld AND PlaceCode= @PlaceCode

UPDATE PRIORITY
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SET Counter = Counter - 1
WHERE Counter > @Counter
END
END
FETCH NEXT FROM PriorityCursor
INTO @Jobld, @PlaceCode, @Counter
END

CLOSE PriorityCursor
DEALLOCATE PriorityCursor
GO

Name: dec_ DeleteJob

CREATE PROCEDURE ksergis.dec_DeleteJob
AS
DECLARE @Counter int

SET @Counter = (SELECT MIN(Counter) FROM PRIORITY WHERE Flag ='0)

INSERT INTO DELETED_JOBS
SELECT Jobld, PlaceCode
FROM PRIORITY

WHERE Counter = @Counter

DELETE FROM PRIORITY
WHERE Counter = @Counter

UPDATE PRIORITY

SET Counter = Counter - 1
WHERE Counter > @Counter
GO

Name: dec_ DeleteJobUsedValues

CREATE PROCEDURE ksergis.dec_DeleteJobUsedV aues (@Counter int)
AS

DECLARE @Jobld char(10)
DECLARE @Jobld1 char(10)
DECLARE @PlaceCode char(10)
DECLARE @PlaceCodel char(10)

DECLARE PriorityCursor CURSOR FOR
SELECT Jobld, PlaceCode, Counter
FROM PRIORITY
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WHERE Counter = @Counter

OPEN PriorityCursor

FETCH NEXT FROM PriorityCursor
INTO @Jobld, @PlaceCode, @Counter
WHILE @@FETCH_STATUS<>-1

BEGIN

IF @@FETCH_STATUS<>-2
BEGIN

SET @Jobldl = @Jobld

SET @PlaceCodel = @PlaceCode
END
FETCH NEXT FROM PriorityCursor
INTO @Jobld, @PlaceCode, @Counter

END

CLOSE PriorityCursor
DEALLOCATE PriorityCursor

DELETE FROM USED_APPLICANTS

WHERE Jobld = @Jobld1 AND PlaceCode = @PlaceCodel

GO

Name: dec_ EstimateFunction

CREATE PROCEDURE ksergis.dec_EstimateFunction AS

DECLARE @Priorityl int
DECLARE @Priority2 int
DECLARE @TotaVaueMAXTable float

DECLARE @TotaVaueManipulateTable float

DECLARE @Difference float
DECLARE @n MAXTableint
DECLARE @n_ManipulateTable int
DECLARE @n_CounterTableint
DECLARE @SecondMaxV alue float
DECLARE @MinValue float
DECLARE @MaxVaue float
DECLARE @Factor float
DECLARE @Counterl int
DECLARE @Counter2 int

DECLARE @Jobld char(10)
DECLARE @PlaceCode char(10)
DECLARE @MAXValuel float
DECLARE @MAXVaue2 float
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DECLARE @Jobld1 char(10)
DECLARE @PlaceCodel char(10)

SET @TotaVaueMAXTable=0
SET @TotaVaueManipulateTable =0

SET @n_MAXTable = (SELECT Count (*) FROM MAX_VALUE)
SET @n_ManipulateTable = (SELECT Count (*) FROM MANIPULATE_SOLUTION)
SET @n_CounterTable = (SELECT Count (*) FROM COUNTER)

SET @MaxVaue = (SELECT max(HVaue) FROM H WHERE HValue ISNOT NULL)
SET @MinValue = (SELECT min(HVaue) FROM H WHERE HValue ISNOT NULL)

IF @MaxVaue= @MinVaue
SET @Difference =0
ELSE
BEGIN
SET @SecondMaxVaue = (SELECT max(HVaue) FROM H WHERE HValue <
@MaxVaue AND HVaue ISNOT NULL)
SET @Factor = 9/((@MaxVaue - @SecondMaxV aue)

DECLARE MaxVaueCursor CURSOR FOR
SELECT Jobld, PlaceCode, MAXValue
FROM MAX_VALUE

OPEN MaxV aueCursor
FETCH NEXT FROM MaxV alueCursor
INTO @Jobld, @PlaceCode, @MAXVauel
WHILE @@FETCH_STATUS<>-1
BEGIN

IF @@FETCH_STATUS<> -2

BEGIN

SET @Priorityl = (SELECT Counter FROM COUNTER WHERE
Jobld = @Jobld AND PlaceCode = @PlaceCode)

SET @Counterl = @Priorityl + 1
WHILE @Counterl <= @n_CounterTable
BEGIN
SET @Jobldl = (SELECT Jobld FROM COUNTER
WHERE Counter = @Counterl)
SET @PlaceCodel = (SELECT PlaceCode FROM
COUNTER WHERE Counter = @Counterl)
IF EXISTS (SELECT 'True FROM MAX_VALUE
WHERE Jobld = @Jobld1 AND PlaceCode = @PlaceCodel)
BEGIN
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SET @MAXVaue2 = (SELECT MAXVaue
FROM MAX_VALUE WHERE Jobld = @Jobld1 AND PlaceCode = @PlaceCodel)
SET @Priority2 = @Counterl
SET @TotalVaueMAXTable =
@TotalVaueMAXTable + 1og10((POWER(@Factor, (@n_CounterTable - @Priorityl))
* @Priorityl * @MAXValuel) + (POWER(@Factor, (@n_CounterTable - @Priority2))
* @Priority2 * @MAXVaue2))
BREAK
END
SET @Counterl = @Counterl + 1
END
END
FETCH NEXT FROM MaxV aueCursor
INTO @Jobld, @PlaceCode, @MAXValuel
END

CLOSE MaxVaueCursor
DEALLOCATE MaxVaueCursor

DECLARE ManipulateTableCursor CURSOR FOR
SELECT Jobld, PlaceCode, MAXValue
FROM MANIPULATE_SOLUTION

OPEN ManipulateTableCursor
FETCH NEXT FROM ManipulateTableCursor
INTO @Jobld, @PlaceCode, @MAXVauel
WHILE @@FETCH_STATUS<>-1
BEGIN

IF @@FETCH_STATUS<>-2

BEGIN

SET @Priorityl = (SELECT Counter FROM COUNTER WHERE
Jobld = @Jobld AND PlaceCode = @PlaceCode)

SET @Counterl = @Priorityl + 1
WHILE @Counterl <= @n_CounterTable
BEGIN

SET @Jobldl = (SELECT Jobld FROM COUNTER
WHERE Counter = @Counterl)

SET @PlaceCodel = (SELECT PlaceCode FROM
COUNTER WHERE Counter = @Counterl)

IF EXISTS (SELECT True FROM
MANIPULATE_SOLUTION WHERE Jobld = @Jobldl AND PlaceCode =
@PlaceCodel)

BEGIN

SET @MAXVaue2 = (SELECT MAXVaue
FROM MANIPULATE_SOLUTION WHERE Jobld = @Jobldl AND PlaceCode =
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@PlaceCodel)
SET @Priority2 = @Counterl
SET @TotalVaueManipulateTable =
@TotaVaueManipulateTable + loglO((POWER(@Factor, (@n_CounterTable
@Priorityl)) * @Priorityl * @MAXValuel) + (POWER(@Factor, (@n_CounterTable -
@Priority2)) * @Priority2 * @MAXVaue2))
BREAK
END
SET @Counterl = @Counterl + 1
END
END
FETCH NEXT FROM ManipulateTableCursor
INTO @Jobld, @PlaceCode, @MAXVauel
END

CLOSE ManipulateTableCursor
DEALLOCATE ManipulateTableCursor

SET @Difference = @TotaVaueMAXTable - @TotalValueManipulateTable
print @TotalValueMAXTable
print @TotalValueManipulateTable
END
DELETE FROM ESTIMATE_FUNCTION_RESULT
INSERT INTO ESTIMATE_FUNCTION_RESULT

VALUES (@Difference)
GO

Name: dec  Experience

CREATE PROCEDURE ksergis.dec Experience (@Jobld char(10), @Applicantid
char(10))

AS

DECLARE @ExperienceRequired float

DECLARE @ExperienceY ears float

SET @ExperienceYears=0

SET @ExperienceRequired = (SELECT ExperienceRequired FROM JOB WHERE Jobld
= @Jobld)
IF (SELECT distinct(Experience) FROM EXPERIENCE WHERE Applicantld =
@Applicantld AND Jobld = @Jobld) ISNOT NULL

SET @ExperienceY ears = (SELECT distinct(Experience) FROM EXPERIENCE
WHERE Applicantld = @Applicantild AND Jobld = @Jobld)
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IF @ExperienceY ears < @ExperienceRequired
RETURN 0
ELSE
RETURN ((@ExperienceYears - @ExperienceRequired) * 9 / (15 -
@ExperienceRequired)) + 1
GO

Name: dec FindMaxVaue

CREATE PROCEDURE ksergis.dec FindMaxVaue (@Jobld char(10), @PlaceCode
char(10), @MAXValue float)

AS

print 'inside findmaxvalue

DECLARE @Jobld1 char(10)

DECLARE @PlaceCodel char(10)

DECLARE @Jobld2 char(10)

DECLARE @PlaceCode2 char(10)

DECLARE @Applicantldl char(10)
DECLARE @A pplicantld2 char(10)
DECLARE @A pplicantld char(10)

DECLARE @Counter int

DECLARE @Counterl int

DECLARE @Counter2 int

DECLARE @MinCount int

DECLARE @Temp int

DECLARE @Templint

DECLARE @Temp2 int

DECLARE @C int

DECLARE @C1int

DECLARE @C2 int

DECLARE @MultipleMaxValues int
DECLARE @Spot int

DECLARE @Length int

DECLARE @MAX float

DECLARE @MIN float

DECLARE @MAX1 float

DECLARE @MAX2 float

DECLARE @MINL1 float

DECLARE @HValuel float

DECLARE @Eurikaint

DECLARE @Flag int

DECLARE @MIN_VALUE_APPLICANTS Lengthint
DECLARE @MULTIPLE_ MAX_VALUES Lengthint
DECLARE @ONE_MAX_VALUE_Length int
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DELETE FROM SAME_MAX_VALUE
DELETE FROM MIN_VALUE_APPLICANTS
DELETE FROM MULTIPLE_MAX_VALUES
DELETE FROM ONE_MAX_VALUE

SET @Counter = (SELECT Counter FROM PRIORITY WHERE Jobld = @Jobld AND
PlaceCode = @PlaceCode)

DECLARE HCursor CURSOR FOR
SELECT Applicantld
FROM H
WHERE Jobld = @Jobld AND PlaceCode = @PlaceCode AND HVaue = @MAXVaue
AND

Applicantld NOT IN (SELECT Applicantid FROM USED_APPLICANTS
WHERE Jobld = @Jobld AND PlaceCode = @PlaceCode) AND

Applicantld NOT IN (SELECT Applicantld FROM
ASSIGNED_APPLICANTYS)

OPEN HCursor

FETCH NEXT FROM HCursor

INTO @Applicantld

WHILE @@FETCH_STATUS<>-1

BEGIN
IF @@FETCH_STATUS<>-2
INSERT INTO SAME_MAX_VALUE
VALUES (@Applicantid)
FETCH NEXT FROM HCursor
INTO @Applicantld

END

CLOSE HCursor
DEALLOCATE HCursor

EXEC @Length = ksergis.dec_CountPriorityRecords

SET @Eurika=0
SET @Spot = 0

DECLARE SameMaxVaueCursor CURSOR FOR
SELECT Applicantld
FROM SAME_MAX VALUE

OPEN SameMaxV alueCursor

FETCH NEXT FROM SameMaxV alueCursor
INTO @Applicantld

WHILE @@FETCH_STATUS<>-1
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BEGIN
IF @@FETCH_STATUS<> -2
BEGIN
SET @Flag=0
SET @Counterl = @Counter + 1
WHILE @Counterl <= @Length
BEGIN
SET @Jobldl = (SELECT Jobld FROM PRIORITY WHERE
Counter = @Counterl)
SET @PlaceCodel = (SELECT PlaceCode FROM PRIORITY
WHERE Counter = @Counterl)
SET @MAX1 = (SELECT max(HVaue) FROM H WHERE Jobld
= @Jobld1 AND PlaceCode = @PlaceCodel AND HVaue ISNOT NULL AND
Applicantld NOT IN (SELECT Applicantld FROM
USED_APPLICANTS WHERE Jobld = @Jobldl AND PlaceCode = @PlaceCodel)
AND
Applicantld NOT IN (SELECT Applicantld FROM
ASSIGNED_APPLICANTYS))
SET @HValuel = (SELECT HVaue FROM H WHERE Jobld =
@Jobldl AND PlaceCode = @PlaceCodel AND Applicantld = @A pplicantld)
IF @HVauel = @MAX1

SET @Flag=1
SET @Counterl = @Counterl + 1
END
IF@Flag=0
BEGIN

SET @Jobld2 = (SELECT Jobld FROM PRIORITY WHERE
Counter = @Counter + 1)
SET @PlaceCode2 = (SELECT PlaceCode FROM PRIORITY
WHERE Counter = @Counter + 1)
SET @MIN1 = (SELECT HVaue FROM H WHERE Jobld =
@Jobld2 AND PlaceCode = @PlaceCode2 AND Applicantld = @A pplicantld)
INSERT INTO MIN_VALUE_APPLICANTS
VALUES (@Applicantld, @MIN1)
END
END
FETCH NEXT FROM SameMaxV aueCursor
INTO @Applicantld
END

CLOSE SameM axV alueCursor
DEALLOCATE SameM axV alueCursor

SET @MIN_VALUE_APPLICANTS Length = (SELECT count(*) FROM
MIN_VALUE_APPLICANTS)
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IF @MIN_VALUE_APPLICANTS Length>0
BEGIN

SET @Eurika=1

SET @MIN1
MIN_VALUE_APPLICANTS)

SET @Applicantldl = (SELECT distinct(Applicantld) FROM
MIN_VALUE _APPLICANTS WHERE MINVaue= @MIN1)
END
ELSE
BEGIN

SET @Counterl = @Counter + 1

WHILE @Counterl <= @Length

BEGIN

SET @Jobld2 = (SELECT Jobld FROM PRIORITY WHERE Counter =

(SELECT min(MINValue) FROM

@Counterl)
SET @PlaceCode2 = (SELECT PlaceCode FROM PRIORITY WHERE
Counter = @Counterl)
print @Jobld2
print @PlaceCode2
SET @MAX1 = (SELECT max(HValue) FROM H WHERE Jobld =
@Jobld2 AND PlaceCode = @PlaceCode2 AND Applicantld IN (SELECT Applicantld
FROM SAME_MAX_VALUE))
SET @MultipleMaxVaues = (SELECT count(HVaue) FROM H
WHERE Jobld = @Jobld2 AND PlaceCode = @PlaceCode2 AND HVaue = @MAX1
AND Applicantld IN (SELECT Applicantid FROM SAME_MAX_VALUE))
PRINT ‘@MultipleMaxValues ="
PRINT @MultipleMaxValues
IF @MultipleMaxValues=1
BEGIN
SET @Applicantld2 = (SELECT Applicantld FROM H WHERE
HValue = @MAX1 AND Jobld = @Jobld2 AND PlaceCode = @PlaceCode2 AND
Applicantld IN (SELECT Applicantld FROM SAME_MAX_VALUE))
INSERT INTO ONE_MAX_VALUE
VALUES (@Jobld2, @PlaceCode2, @A pplicantld2, @Counterl)
END
ELSE
BEGIN
DECLARE SameMaxVaueCursorl CURSOR FOR
SELECT Applicantld
FROM SAME_MAX_VALUE

OPEN SameMaxVaueCursorl

FETCH NEXT FROM SameMaxV aueCursorl
INTO @Applicantld

WHILE @@FETCH_STATUS<> -1
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BEGIN
IF @@FETCH_STATUS<>-2
BEGIN
SET @HVauel = (SELECT HVaue FROM H
WHERE Jobld = @Jobld2 AND PlaceCode = @PlaceCode2 AND Applicantld =
@A pplicantld)
IF @HVauel = @QMAX1
BEGIN
INSERT INTO
MULTIPLE_ MAX_VALUES
VALUES (@Jobld2, @PlaceCode2,
@Applicantld, @Counterl)
END
END
FETCH NEXT FROM SameMaxV aueCursorl
INTO @Applicantld
END

CLOSE SameMaxV alueCursorl
DEALLOCATE SameMaxVaueCursorl
END
SET @Counterl = @Counterl + 1
END

IF @Length > @Counter + 2
BEGIN
--SET @MULTIPLE_MAX_VALUES Length = (SELECT
max(Counter) FROM MULTIPLE_MAX_VALUES WHERE Counter > @Counter + 1)
--IF @MULTIPLE_MAX_VALUES Length > @Counter + 1
--BEGIN

SET @Jobldl = (SELECT Jobld FROM PRIORITY WHERE
Counter = @Counter + 1)

SET @PlaceCodel = (SELECT PlaceCode FROM PRIORITY
WHERE Counter = @Counter + 1)

SET @MIN1 = (SELECT min(HVaue) FROM H WHERE Jobld
= @Jobldl AND PlaceCode = @PlaceCodel AND Applicantld IN (SELECT
Applicantld FROM MULTIPLE_MAX_VALUEY))

SET @MAX2 = (SELECT max(HVaue) FROM H WHERE Jobld
= @Jobld1 AND PlaceCode = @PlaceCodel AND HVaue ISNOT NULL AND

Applicantld NOT IN (SELECT Applicantld FROM
USED_APPLICANTS WHERE Jobld = @Jobld1l AND PlaceCode = @PlaceCodel)
AND

Applicantld NOT IN (SELECT Applicantld FROM
ASSIGNED_APPLICANTY))

IF @MIN1 < @MAX2
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BEGIN
SET @Eurika=1
SET @Applicantldl = (SELECT Applicantild FROM H
WHERE Jobld = @Jobld1 AND PlaceCode = @PlaceCodel AND HValue = @MIN1)
END
ELSE
BEGIN
SET @MinCount = @Length
SET @C=0
DECLARE MultipleMaxV alueCursor CURSOR FOR
SELECT Applicantld
FROM MULTIPLE_ MAX_VALUES
WHERE Counter = @Counter + 1

OPEN MultipleMaxV aueCursor
FETCH NEXT FROM MultipleMaxV aueCursor
INTO @Applicantld
WHILE @@FETCH_STATUS<>-1
BEGIN
IF @@FETCH_STATUS<>-2
BEGIN
SET @Templ = (SELECT
count(Applicantid) FROM MULTIPLE_ MAX_VALUES WHERE Applicantld =
@A pplicantld)
SET @Temp2 = (SELECT
count(Applicantild) FROM ONE_MAX_VALUE WHERE Applicantld = @A pplicantld)
SET @Temp = @Templ + @Temp2
SET @Cl1 = (SELECT max(Counter)
FROM MULTIPLE_MAX_VALUESWHERE Applicantld = @Applicantld)
SET @C2 = (SELECT max(Counter)
FROM ONE_MAX_VALUE WHERE Applicantld = @A pplicantld)
IF @C2> @C1
SET @C1 = @C2
IF (@Temp <= @MinCount) AND (@C1
>= @C)
BEGIN
SET @Eurika=1
SET @MinCount = @Temp
SET @C = @C1
SET @Applicantldl = @Applicantld
END
END
FETCH NEXT FROM MultipleMaxV aueCursor
INTO @Applicantld
END
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CLOSE MultipleMaxV aueCursor
DEALLOCATE MultipleMaxV aueCursor

END
--END
END
ELSE IF @Length = @Counter + 1
BEGIN

IF EXISTS(SELECT 'True¢ FROM MULTIPLE_MAX_VALUES
WHERE Counter = @Counter)
BEGIN
SET @Eurika=1
SET @Jobldl = (SELECT Jobld FROM PRIORITY WHERE
Counter = @Counter+ 1)
SET @PlaceCodel = (SELECT PlaceCode FROM PRIORITY
WHERE Counter = @Counter + 1)
SET @MIN1 = (SELECT min(HVaue) FROM H WHERE Jobld
= @Jobldl AND PlaceCode = @PlaceCodel AND Applicantld IN (SELECT
Applicantld FROM MULTIPLE_MAX_VALUES WHERE Counter = @Counter))

DECLARE MultipleMaxVaueCursorl CURSOR FOR
SELECT Applicantld, Counter
FROM MULTIPLE_MAX_VALUES

OPEN MultipleMaxVaueCursorl
FETCH NEXT FROM MultipleMaxV aueCursorl
INTO @Applicantld, @Counter2
WHILE @@FETCH_STATUS<>-1
BEGIN
IF @@FETCH_STATUS<>-2
BEGIN
SET @HVauel = (SELECT HVaue FROM H
WHERE Jobld = @Jobldl AND PlaceCode = @PlaceCodel AND Applicantld =
@A pplicantld)
IF @HVauel = @MIN1
SET @Applicantldl = @Applicantld
END
FETCH NEXT FROM MultipleMaxV aueCursorl
INTO @Applicantld, @Counter2
END

CLOSE MultipleMaxVaueCursorl
DEALLOCATE MultipleMaxVaueCursorl
END
END
ELSE IF @L ength = @Counter + 2
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BEGIN
IF EXISTS(SELECT 'True¢ FROM MULTIPLE MAX_VALUES
WHERE Counter = @Counter + 1)
BEGIN
SET @Eurika=1
SET @Jobldl = (SELECT Jobld FROM PRIORITY WHERE
Counter = @Counter+ 2)
SET @PlaceCodel = (SELECT PlaceCode FROM PRIORITY
WHERE Counter = @Counter + 2)
SET @MIN1 = (SELECT min(HVaue) FROM H WHERE Jobld
= @Jobldl AND PlaceCode = @PlaceCodel AND Applicantld IN (SELECT
Applicantld FROM MULTIPLE_MAX_VALUES WHERE Counter = @Counter + 1))

DECLARE MultipleMaxVaueCursorl CURSOR FOR
SELECT Applicantld, Counter
FROM MULTIPLE_ MAX_VALUES

OPEN MultipleMaxV aueCursorl
FETCH NEXT FROM MultipleMaxVaueCursorl
INTO @Applicantld, @Counter2
WHILE @@FETCH_STATUS<>-1
BEGIN
IF @@FETCH_STATUS<> -2
BEGIN
SET @HVauel = (SELECT HVaue FROM H
WHERE Jobld = @Jobldl AND PlaceCode = @PlaceCodel AND Applicantld =
@A pplicantld)
IF @HVauel = @MIN1
SET @Applicantldl = @Applicantld
END
FETCH NEXT FROM MultipleMaxVaueCursorl
INTO @Applicantld, @Counter2
END

CLOSE MultipleMaxVaueCursorl
DEALLOCATE MultipleMaxVaueCursorl
END
END

IF @Eurika=0
BEGIN
SET @ONE_MAX VALUE Length = (SELECT max(Counter) FROM
ONE_MAX_VALUE WHERE Counter > @Counter + 1)
IF @ONE_MAX_VALUE_Length > @Counter + 1
BEGIN
SET @Eurika=1
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SET @Spot = (SELECT max(Counter) FROM
ONE_MAX_VALUE)

SET @Applicantldl = (SELECT Applicantild FROM
ONE_MAX_VALUE WHERE Counter = @Spot)
END
END
END
IF @Eurika=0
BEGIN

DECLARE HCursorl CURSOR FOR
SELECT Applicantld
FROM H
WHERE Jobld = @Jobld AND PlaceCode = @PlaceCode AND HVaue =
@MAXVaue AND
Applicantld IN (SELECT Applicantld FROM SAME_MAX_VALUE)

OPEN HCursorl
FETCH NEXT FROM HCursorl
INTO @Applicantld
WHILE @@FETCH_STATUS<>-1
BEGIN
IF @@FETCH_STATUS<>-2
SET @Applicantldl = @Applicantld
BREAK
FETCH NEXT FROM HCursor
INTO @Applicantld
END

CLOSE HCursorl
DEALLOCATE HCursorl
END

RETURN @Applicantldl
GO

Name: dec_ H_Fill

CREATE PROCEDURE ksergis.dec_H_Fill
AS

DELETE FROM H

INSERT INTO H
SELECT Jobld, Applicantld, PlaceCode, NULL
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FROM JOB_PLACE, APPLICANT

DECLARE @Jobld char(10)
DECLARE @A pplicantld char(10)
DECLARE @PlaceCode char(10)
DECLARE @HVaue float

DECLARE @Rank int
DECLARE @Specialty int
DECLARE @Qualificationsint

DECLARE HCursor CURSOR FOR
SELECT Jobld, Applicantld, PlaceCode
FROM H

OPEN HCursor

FETCH NEXT FROM HCursor

INTO @Jobld, @A pplicantld, @PlaceCode
WHILE @@FETCH_STATUS <> -1

BEGIN
IF @@FETCH_STATUS<>-2
BEGIN
EXEC @Rank = ksergis.dec_Rank @Jobld, @A pplicantld
EXEC @Specialty = ksergis.dec_Specialty @Jobld, @Applicantld
EXEC @Qudifications =  ksergis.dec Qualifications  @Jobld,
@Applicantld
IF @Rank = 1 AND @Specialty =1 AND @Qualifications= 1
BEGIN
EXEC @HVaue =  ksergisdec H Function  @Jobld,
@Applicantld, @PlaceCode
UPDATEH

SET HVaue = @HVaue
WHERE Jobld = @Jobld AND Applicantld = @Applicantld AND
PlaceCode= @PlaceCode
END
END
FETCH NEXT FROM HCursor
INTO @Jobld, @Applicantld, @PlaceCode
END

CLOSE HCursor
DEALLOCATE HCursor
GO
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Name: dec_ H_ Function

CREATE PROCEDURE ksergis.dec H Function (@Jobld char(10), @Applicantld
char(10), @PlaceCode char (10))

AS

DECLARE @PreferenceCommand int

DECLARE @PreferenceApplicant int

DECLARE @L anguage float

DECLARE @Credentials float

DECLARE @Experience float

DECLARE @H float

DECLARE @PreferenceCommandCo int
DECLARE @PreferenceApplicantCo int
DECLARE @LanguageCo int
DECLARE @CredentialsCo int
DECLARE @ExperienceCo int

EXEC @PreferenceCommand = ksergis.dec PreferenceCommandReturn  @Jobld,
@Applicantld, @PlaceCode

EXEC @PreferenceApplicant = ksergis.dec PreferenceApplicantReturn  @Jobld,
@Applicantld, @PlaceCode

EXEC @Language = ksergis.dec_L anguage @Jobld, @A pplicantld

EXEC @Credentials = ksergis.dec_Credentials @Jobld, @A pplicantld

EXEC @Experience = ksergis.dec_Experience @Jobld, @Applicantid

SET @PreferenceCommandCo = (SELECT CoefficientValue FROM COEFFICIENT
WHERE Coefficientld = ‘CommandPreferenceCo’)

SET @PreferenceApplicantCo = (SELECT CoefficientValue FROM COEFFICIENT
WHERE Coefficientld = 'ApplicantPreferenceCo’)

SET @LanguageCo = (SELECT CoefficientValue FROM COEFFICIENT WHERE
Coefficientld = 'LanguageCo’)

SET @CredentialsCo = (SELECT CoefficientVaue FROM COEFFICIENT WHERE
Coefficientld = 'Credential sCo')

SET @ExperienceCo = (SELECT CoefficientValue FROM COEFFICIENT WHERE
Coefficientld = 'ExperienceCo’)

SET @H = (@PreferenceCommandCo  * @PreferenceCommand)  +
(@PreferenceApplicantCo * @PreferenceApplicant) + (@LanguageCo * @Language) +
(@CredentialsCo * @Credentials) + (@ExperienceCo * @Experience) + 1

RETURN @H
GO

Name: dec_ H_Normalize

CREATE PROCEDURE ksergis.dec H Normalize
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AS
EXEC ksergis.dec MAX_VALUE _ALL_JOBS Fill

DECLARE @Jobld char(10)
DECLARE @A pplicantld char(10)
DECLARE @PlaceCode char(10)
DECLARE @HVaue float
DECLARE @MaxVaue float

DECLARE HCursor CURSOR FOR
SELECT Jobld, Applicantld, PlaceCode, HValue
FROM H

OPEN HCursor

FETCH NEXT FROM HCursor

INTO @Jobld, @Applicantld, @PlaceCode, @HValue
WHILE @@FETCH_STATUS<> -1

BEGIN
IF @@FETCH_STATUS<>-2
BEGIN
IF @HValue ISNOT NULL
BEGIN
SET @MaxVaue = (SELECT MAXVadue FROM
MAX_VALUE_ALL_JOBS WHERE Jobld = @Jobld AND PlaceCode = @PlaceCode)
UPDATEH

SET HVaue= (@HVaue* 9/ @MaxValue) + 1
WHERE Jobld = @Jobld AND Applicantld = @Applicantld AND
PlaceCode= @PlaceCode
END
END
FETCH NEXT FROM HCursor
INTO @Jobld, @Applicantld, @PlaceCode, @HV alue
END

CLOSE HCursor
DEALLOCATE HCursor
GO

Name: dec Language

CREATE PROCEDURE ksergis.dec Language (@Jobld char(10), @Applicantid
char(10))

AS

DECLARE @L anguageDegreel float

DECLARE @L anguageDegree? float
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DECLARE @L anguageCode char(10)
DECLARE @SUM1 float

DECLARE @SUM2 float

DECLARE @ANS float

DECLARE @Count int

SET @SUM1=0
SET @SUM2=0
SET @Count=0

DECLARE LanguageCursor CURSOR FOR
SELECT Jobld, LanguageCode

FROM JOB_LANGUAGE

WHERE Jobld = @Jobld

OPEN LanguageCursor

FETCH NEXT FROM LanguageCursor
INTO @Jobld, @LanguageCode
WHILE @@FETCH_STATUS <> -1

BEGIN
IF @@FETCH_STATUS<> -2
BEGIN
EXEC @LanguageDegreel = ksergis.dec Languagel @Applicantld,
@L anguageCode
EXEC @LanguageDegree2 =  ksergis.dec Language2 @Jobld,
@L anguageCode
SET @SUM1 = @SUM1 +@L anguageDegreel
SET @SUM2 = @SUM2 +@L anguageDegree2
SET @Count = @Count +1
END

FETCH NEXT FROM LanguageCursor
INTO @Jobld, @LanguageCode

END
CLOSE LanguageCursor
DEALLOCATE LanguageCursor
IF @SUM1 < @SUM2
SET @ANS=0
ELSE
BEGIN
IF @Count * 200 = @SUM2
SET @ANS=1
ELSE

SET @ANS = ((@SUM1 - @SUM2) * 9/ ((@Count * 200) - @SUM?2))
+1
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END

RETURN @ANS
GO

Name: dec Languagel

CREATE PROCEDURE  ksergisdec Languagel  (@Applicantld  char(10),
@L anguageCode char(10))

AS

DECLARE @L anguageDegree float

IF EXISTS (SELECT LanguageDegree FROM APPLICANT _LANGUAGE WHERE
Applicantld = @Applicantld AND LanguageCode = @L anguageCode)

SET @LanguageDegree = (SELECT LanguageDegree  FROM
APPLICANT _LANGUAGE WHERE Applicantld = @Applicantld AND LanguageCode
= @L anguageCode)

ELSE

SET @LanguageDegree =0
RETURN @L anguageDegree
GO

Name: dec Language2

CREATE PROCEDURE ksergis.dec_Language2 (@Jobld char(10), @LanguageCode
char(10))

AS

DECLARE @L anguageDegree float

SET @LanguageDegree = (SELECT LanguageDegree FROM JOB_LANGUAGE
WHERE Jobld = @Jobld AND LanguageCode = @L anguageCode)

RETURN @L anguageDegree

GO

Name: dec_ Main

CREATE PROCEDURE ksergis.dec_Main AS

DELETE FROM DELETED_JOBS
DELETE FROM USED_APPLICANTS
DELETE FROM ASSIGNED_APPLICANTS

EXEC ksergis.dec H_Fill

EXEC ksergis.dec H _Normalize
EXEC ksergis.dec PRIORITY _Fill
EXEC ksergis.dec COUNTER_Fill
EXEC ksergis.dec MAX_VALUE Fill

281




EXEC ksergis.dec_DeleteEmptyJobs

DECLARE @Length int

DECLARE @Count int

DECLARE @PriorCount int
DECLARE @Flag bit

DECLARE @CheckHVaueExistsint

EXEC @Length = ksergis.dec_CountPriorityRecords
SET @Count =1

WHILE @Count <= @L ength
BEGIN
PRINT @Count
EXEC @CheckHV alueExists = ksergis.dec_CheckHV alueExists @Count

IF @Count = 1
BEGIN
SET @Flag = (SELECT Flag FROM PRIORITY WHERE Counter =
@Count)
IF @CheckHVaueExists=0 AND @Flag=1
BEGIN
EXEC ksergis.dec_DeleteJob
EXEC @Length = ksergis.dec_CountPriorityRecords
EXEC ksergis.dec_DeleteJobUsedV alues @Count
EXEC @CheckHValueExists = ksergis.dec_CheckHV alueExists
@Count
END
END

IF @CheckHVaueExists=1

BEGIN
EXEC ksergis.dec_ComputeM axV alue @Count
UPDATE PRIORITY
SET Flag=1
WHERE Counter = @Count
SET @Count = @Count + 1

END

ELSE

BEGIN
SET @PriorCount = @Count - 1
EXEC ksergis.dec_ SetMAXVaueNull @PriorCount
EXEC ksergis.dec_DeleteJobUsedV alues @Count
SET @Count = @PriorCount

END
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END

EXEC ksergis.dec UNASSIGNED_APPLICANTS Fill

EXEC ksergis.dec MANIPULATE_SOLUTION_Fill

EXEC ksergis.dec_ UNASSIGNED_APPLICANTS MANIPULATE_Fill
EXEC ksergis.dec DELETED_JOBS MANIPULATE_Fill

EXEC ksergis.dec_EstimateFunction

GO

Name: dec_ MANIPULATE_SOLUTION_Fill

CREATE PROCEDURE ksergis.dec MANIPULATE_SOLUTION_Fill AS
DELETE FROM MANIPULATE_SOLUTION

INSERT INTO MANIPULATE_SOLUTION
SELECT Jobld, PlaceCode, Applicantld, MAXValue
FROM MAX_VALUE

GO

Name: dec MANIPULATE SOLUTION InsertRecord

CREATE PROCEDURE  ksergis.dec MANIPULATE _SOLUTION_InsertRecord
(@Jobld char(10), @PlaceCode char(10), @Applicantld char(10)) AS
DECLARE @HVaue float

SET @HValue = (SELECT HVaue FROM H WHERE Jobld = @Jobld AND PlaceCode
= @PlaceCode AND Applicantld = @A pplicantld)

INSERT INTO MANIPULATE_SOLUTION
VALUES (@Jobld, @PlaceCode, @A pplicantld, @HV alue)
GO

Name: dec MAX_VALUE ALL_JOBS Fill

CREATE PROCEDURE ksergis.dec MAX_VALUE_ALL_JOBS Fill
AS

DELETE FROM MAX_VALUE_ALL_JOBS

INSERT INTO MAX_VALUE_ALL_JOBS
SELECT Jobld, PlaceCode, NULL
FROM JOB_PLACE

DECLARE @Jobld char(10)
DECLARE @PlaceCode char(10)
DECLARE @MValue float
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DECLARE MAX_VALUE_ALL_JOBS_ Cursor CURSOR FOR
SELECT Jobld, PlaceCode
FROM MAX_VALUE_ALL_JOBS

OPEN MAX_VALUE_ALL_JOBS Cursor
FETCH NEXT FROM MAX_VALUE_ALL_JOBS Cursor
INTO @Jobld, @PlaceCode
WHILE @@FETCH_STATUS<>-1
BEGIN
IF @@FETCH_STATUS<>-2
BEGIN
SET @MVaue = (SELECT MAX(HVaue) FROM H WHERE Jobld =
@Jobld AND PlaceCode= @PlaceCode)
UPDATE MAX_VALUE ALL_JOBS
SET MaxVaue = @MVaue
WHERE Jobld = @Jobld AND PlaceCode= @PlaceCode
END
FETCH NEXT FROM MAX_VALUE_ALL_JOBS Cursor
INTO @Jobld, @PlaceCode
END

CLOSE MAX_VALUE_ALL_JOBS Cursor
DEALLOCATE MAX_VALUE_ALL_JOBS Cursor
GO

Name: dec MAX_VALUE Fill

CREATE PROCEDURE ksergis.dec MAX_VALUE_Fill
AS

DELETE FROM MAX_VALUE

INSERT INTO MAX_VALUE

SELECT Jobld, PlaceCode, NULL, NULL
FROM PRIORITY

GO

Name: dec_ PreferenceApplicantReturn

CREATE PROCEDURE ksergis.dec_PreferenceApplicantReturn (@Jobld char (10),
@Applicantld char(10), @PlaceCode char(10))

AS

DECLARE @PreferenceApplicant int
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IF EXISTS(SELECT PreferenceApplicant FROM APPLICANT_PREFERENCE
WHERE Jobld = @Jobld AND Applicantld = @Applicantild AND PlaceCode =
@PlaceCode)
BEGIN
SET @PreferenceApplicant = (SELECT PreferenceApplicant FROM
APPLICANT _PREFERENCE WHERE Jobld = @Jobld AND Applicantld =
@Applicantld AND PlaceCode = @PlaceCode)
IF @PreferenceApplicant ISNOT NULL
RETURN 11 - @PreferenceApplicant
ELSE
RETURN O
END
ELSE
RETURN O
GO

Name: dec_ PreferenceCommandReturn

CREATE PROCEDURE ksergis.dec_PreferenceCommandReturn (@Jobld char (10),
@Applicantld char(10), @PlaceCode char(10))
AS
DECLARE @Ansint
IF EXISTS(SELECT PreferenceCommand FROM COMMAND_PREFERENCE
WHERE Jobld = @Jobld AND Applicantld = @Applicantid AND PlaceCode =
@PlaceCode)
BEGIN
SET @AnNs = (SELECT PreferenceCommand FROM
COMMAND_PREFERENCE WHERE Jobld = @Jobld AND Applicantld =
@Applicantld AND PlaceCode = @PlaceCode)
IF @AnsISNOT NULL
RETURN 11 - @Ans
ELSE
RETURN O
END
ELSE
RETURN O
GO

Name: dec_ PRIORITY _Fill

CREATE PROCEDURE ksergis.dec PRIORITY _Fill
AS

DELETE FROM PRIORITY

INSERT INTO PRIORITY

285




SELECT JOB_PLACE.Jobld, PlaceCode, Priority, NULL, 'O’
FROM JOB_PLACE, JOB
WHERE JOB_PLACE.Jobld = JOB.Jobld

DECLARE @Jobld char(10)
DECLARE @PlaceCode char(10)
DECLARE @Priority int
DECLARE @Priorityl int
DECLARE @Counter int
DECLARE @Counterl int

SET @Counterl =1
SET @Priorityl =10

WHILE @Priorityl >0
BEGIN

DECLARE PriorityCursor CURSOR FOR
SELECT Jobld, PlaceCode, Priority, Counter
FROM PRIORITY

OPEN PriorityCursor
FETCH NEXT FROM PriorityCursor
INTO @Jobld, @PlaceCode, @Priority, @Counter
WHILE @@FETCH_STATUS <> -1
BEGIN
IF @@FETCH_STATUS<>-2
BEGIN
IF @Priorityl = (SELECT Priority FROM PRIORITY WHERE Jobld =
@Jobld AND PlaceCode = @PlaceCode)
BEGIN
UPDATE PRIORITY
SET Counter = @Counterl
WHERE Jobld = @Jobld AND PlaceCode = @PlaceCode AND
Priority= @Priorityl
SET @Counterl = @Counterl + 1
END
END
FETCH NEXT FROM PriorityCursor
INTO @Jobld, @PlaceCode, @Priority, @Counter
END

CLOSE PriorityCursor
DEALLOCATE PriorityCursor

SET @Priorityl = @Priorityl - 1
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END
GO

Name: dec_ QualificationExistsl

CREATE PROCEDURE ksergis.dec QualificationExistsl (@Applicantld char(10),
@QualificationCode char(10))
AS
IF EXISTS(SELECT 'True¢ FROM QUALIFICATION_APPLICANT WHERE
Applicantld = @Applicantld AND QualificationCode = @QualificationCode)
RETURN 1
ELSE
RETURN O
GO

Name: dec QualificationExists2

CREATE PROCEDURE ksergis.dec QuadlificationExists2 (@Jobld  char(10),
@QualificationCode char(10))
AS
IF EXISTS(SELECT 'True FROM JOB_QUALIFICATION WHERE Jobld = @Jobld
AND QualificationCode = @QualificationCode)
RETURN 1
ELSE
RETURN O
GO

Name: dec Qualifications

CREATE PROCEDURE ksergis.dec_Quadlifications (@Jobld char(10), @Applicantid
char(10))

AS

DECLARE @QualificationCode char(10)

DECLARE @QualificationResultl int

DECLARE @QualificationResult2 int

DECLARE @Ansint

SET @Ans=0

DECLARE QualificationsCursor CURSOR FOR
SELECT Jobld, QualificationCode

FROM JOB_QUALIFICATION

WHERE Jobld = @Jobld

OPEN QualificationsCursor
FETCH NEXT FROM QualificationsCursor
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INTO @Jobld, @QualificationCode
WHILE @@FETCH_STATUS<>-1
BEGIN
IF @@FETCH_STATUS<>-2
BEGIN
EXEC @QuadlificationResultl
@A pplicantld, @QualificationCode
EXEC @QuadlificationResult2
@Jobld, @QualificationCode

ksergis.dec_QualificationExistsl

ksergis.dec_QualificationExists2

IF @QualificationResult1l = @QualificationResult2 AND
@QuadlificationResultl <> 0
SET @Ans=1

END
FETCH NEXT FROM QualificationsCursor
INTO @Jobld, @QualificationCode

END

CLOSE QualificationsCursor
DEALLOCATE QualificationsCursor

RETURN @Ans
GO

Name: dec_ Rank

CREATE PROCEDURE ksergis.dec_Rank (@Jobld char(10), @Applicantld char(10))
AS

DECLARE @RankCode char(10)

DECLARE @RankResultl int

DECLARE @RankResult2 int

DECLARE @Ansint

SET @Ans=0

DECLARE RankCursor CURSOR FOR
SEL ECT Jobld, RankCode

FROM JOB_RANK

WHERE Jobld = @Jobld

OPEN RankCursor
FETCH NEXT FROM RankCursor
INTO @Jobld, @RankCode
WHILE @@FETCH_STATUS<>-1
BEGIN
IF @@FETCH_STATUS<> -2
BEGIN
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EXEC @RankResultl = ksergis.dec RankExistsl @Applicantld,
@RankCode
EXEC @RankResult2 = ksergis.dec_RankExists2 @Jobld, @RankCode
IF @RankResultl = @RankResult2 AND @RankResultl <> 0
SET @Ans=1
END
FETCH NEXT FROM RankCursor
INTO @Jobld, @RankCode
END

CLOSE RankCursor
DEALLOCATE RankCursor

RETURN @Ans
GO

Name: dec  RankExistsl

CREATE PROCEDURE ksergisdec RankExistsl (@Applicantld char (10),
@RankCode char(10))
AS
IF EXISTS(SELECT 'Truet FROM APPLICANT WHERE Applicantld = @Applicantld
AND RankCode = @RankCode)
RETURN 1
ELSE
RETURN O
GO

Name: dec_ RankEXxists2

CREATE PROCEDURE ksergis.dec RankExists2 (@Jobld char (10), @RankCode
char(10))
AS
IF EXISTS(SELECT 'True FROM JOB_RANK WHERE Jobld = @Jobld AND
RankCode = @RankCode)
RETURN 1
ELSE
RETURN 0
GO

Name: dec_ SetMAXVaueNull

CREATE PROCEDURE ksergis.dec_SetMAXVaueNull (@Counter int)
AS

DECLARE @Applicantldl char(10)

289




DECLARE @Jobld char(10)
DECLARE @Jobld1 char(10)
DECLARE @PlaceCode char(10)
DECLARE @PlaceCodel char(10)

DECLARE PriorityCursor CURSOR FOR
SELECT Jobld, PlaceCode, Counter
FROM PRIORITY

WHERE Counter = @Counter

OPEN PriorityCursor
FETCH NEXT FROM PriorityCursor
INTO @Jobld, @PlaceCode, @Counter
WHILE @@FETCH_STATUS<>-1
BEGIN
IF @@FETCH_STATUS<>-2
BEGIN
SET @Jobldl = @Jobld
SET @PlaceCodel = @PlaceCode
END
FETCH NEXT FROM PriorityCursor
INTO @Jobld, @PlaceCode, @Counter
END

CLOSE PriorityCursor
DEALLOCATE PriorityCursor

SET @Applicantldl = (SELECT Applicantld FROM MAX_VALUE WHERE Jobld =
@Jobld1l AND PlaceCode = @PlaceCodel)

PRINT @Applicantldl
PRINT @Jobld1l
PRINT @PlaceCodel

DELETE FROM ASSIGNED_APPLICANTS
WHERE Applicantld = @Applicantldl

INSERT INTO USED_APPLICANTS
VALUES (@Jobldl, @PlaceCodel, @A pplicantidl)

UPDATE MAX_VALUE

SET Applicantld = NULL, MAXValue = NULL

WHERE Jobld = @Jobld1 AND PlaceCode = @PlaceCodel
GO
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Name: dec_ ShowDeletedJobs

CREATE PROCEDURE ksergis.dec_ShowDeletedJobs AS

SELECT JobName, PlaceName

FROM DELETED_JOBS, JOB, PLACE

WHERE DELETED JOBS.Jobld = JOB.Jobld AND DELETED_JOBS.PlaceCode =
PLACE.PlaceCode

GO

Name: dec_ ShowDeletedJobsM anipulate

CREATE PROCEDURE ksergis.dec_ShowDeletedJobsManipulate AS

SELECT JOB.Jobld, JobName, PLACE.PlaceCode, PlaceName

FROM DELETED_JOBS MANIPULATE, JOB, PLACE

WHERE DELETED _JOBS MANIPULATE.Jobld = JOB.Jobld AND
DELETED_JOBS MANIPULATE.PlaceCode = PLACE.PlaceCode

GO

Name: dec_ ShowEstimateFunctionResult

CREATE PROCEDURE ksergis.dec_ShowEstimateFunctionResult AS
SELECT Result

FROM ESTIMATE_FUNCTION_RESULT

GO

Name: dec_ ShowJobNameOnJobld

CREATE PROCEDURE ksergis.dec_ShowJobNameOnJobld (@Jobld char(10)) AS
SELECT JobName

FROM JOB

WHERE Jobld = @Jobld

GO

Name: dec  ShowM anipulateSolution

CREATE PROCEDURE ksergis.dec_ShowManipulateSolution AS

SELECT JOB.Jobld, JobName, PLACE.PlaceCode, PlaceName,

APPLICANT.Applicantld, FirstName, LastName, MAXValue

FROM MANIPULATE_SOLUTION, JOB, PLACE, APPLICANT

WHERE MANIPULATE_SOLUTION.Jobld = JOB.Jobld AND

MANIPULATE_SOLUTION.PlaceCode = PLACE.PlaceCode AND
MANIPULATE_SOLUTION.Applicantld = APPLICANT.Applicantld

GO

Name: dec_ ShowNotNullHVaue

CREATE PROCEDURE ksergis.dec_ShowNotNull[HVaue AS
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SELECT *

FROM H

WHERE HValue ISNOT NULL
GO

Name: dec_ ShowPlaceNameOnPlaceCode

CREATE PROCEDURE ksergis.dec_ShowPlaceNameOnPlaceCode (@PlaceCode
char(10)) AS

SELECT PlaceName

FROM PLACE

WHERE PlaceCode = @PlaceCode

GO

Name: dec_ ShowSolution

CREATE PROCEDURE ksergis.dec_ShowSolution AS
SELECT JobName, PlaceName, APPLICANT.Applicantld, FirstName, LastName,
MAXValue
FROM MAX_VALUE, JOB, PLACE, APPLICANT
WHERE MAX VALUE.Jobld = JOB.Jobld AND MAX VALUE.PlaceCode =
PLACE.PlaceCode AND
MAX_VALUE.Applicantld = APPLICANT.Applicantld
GO

Name: dec_ ShowUnassignedA pplicants

CREATE PROCEDURE ksergis.dec_ShowUnassignedApplicants AS

SELECT APPLICANT.Applicantld, FirstName, LastName

FROM APPLICANT, UNASSIGNED_APPLICANTS

WHERE APPLICANT.Applicantld = UNASSIGNED_APPLICANTS.Applicantld
GO

Name: dec_ ShowUnassignedA pplicantsM anipul ate

CREATE PROCEDURE ksergis.dec_ShowUnassignedA pplicantsManipulate AS

SELECT APPLICANT.Applicantld, FirstName, LastName
FROM APPLICANT, UNASSIGNED_APPLICANTS MANIPULATE

WHERE APPLICANT.Applicantld =
UNASSIGNED_APPLICANTS MANIPULATE.Applicantld
GO

Name: dec_ Specialty
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CREATE PROCEDURE ksergis.dec Specialty (@Jobld char(10), @Applicantid
char(10))

AS

DECLARE @SpeciatyCode char(10)

DECLARE @SpeciatyResultl int

DECLARE @SpeciatyResult2 int

DECLARE @Ansint

SET @Ans=0

DECLARE SpeciatyCursor CURSOR FOR
SELECT Jobld, SpecialtyCode

FROM JOB_SPECIALTY

WHERE Jobld = @Jobld

OPEN SpecialtyCursor
FETCH NEXT FROM SpecialtyCursor
INTO @Jobld, @SpecialtyCode
WHILE @@FETCH_STATUS<>-1
BEGIN
IF @@FETCH_STATUS<> -2
BEGIN
EXEC @SpeciatyResultl = ksergis.dec_SpecialtyExistsl @Applicantld,
@SpeciatyCode
EXEC @SpecialtyResult2 = ksergis.dec SpecialtyExists2 @Jobld,
@SpeciadtyCode
IF @SpecialtyResultl = @SpeciatyResult2 AND @SpeciatyResultl <>

0
SET @Ans=1
END
FETCH NEXT FROM SpecialtyCursor
INTO @Jobld, @SpecialtyCode
END

CLOSE SpecialtyCursor
DEALLOCATE SpecialtyCursor

RETURN @Ans
GO

Name: dec  SpecialtyExistsl

CREATE PROCEDURE ksergis.dec SpeciatyExistsl (@Applicantld char (10),
@SpeciatyCode char(10))

AS

IF EXISTS(SELECT 'True' FROM APPLICANT WHERE Applicantld = @Applicantld
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AND SpecialtyCode = @SpecialtyCode)
RETURN 1

ELSE
RETURN O

GO

Name: dec  SpecialtyExists2

CREATE PROCEDURE ksergis.dec_SpecidtyExists2 (@Jobld char  (10),
@SpeciatyCode char(10))
AS
IF EXISTS(SELECT 'True¢t FROM JOB_SPECIALTY WHERE Jobld = @Jobld AND
SpecialtyCode = @SpecialtyCode)
RETURN 1
ELSE
RETURN O
GO

Name: dec UNASSIGNED_APPLICANTS Fill

CREATE PROCEDURE ksergis.dec_ UNASSIGNED_APPLICANTS Fill AS
DELETE FROM UNASSIGNED_APPLICANTS

INSERT INTO UNASSIGNED_APPLICANTS

SELECT Applicantld

FROM APPLICANT

WHERE Applicantld NOT IN (SELECT Applicantld FROM
ASSIGNED_APPLICANTYS)

GO

Name: dec UNASSIGNED_APPLICANTS MANIPULATE_DeleteRecord

CREATE PROCEDURE
ksergis.dec_ UNASSIGNED_APPLICANTS MANIPULATE_DeleteRecord
(@Applicantld char(10)) AS

DELETE FROM UNASSIGNED_APPLICANTS MANIPULATE

WHERE Applicantld = @Applicantld

GO

Name: dec UNASSIGNED _APPLICANTS MANIPULATE_Fill

CREATE PROCEDURE
ksergis.dec_UNASSIGNED_APPLICANTS MANIPULATE_Fill AS
DELETE FROM UNASSIGNED_APPLICANTS MANIPULATE

INSERT INTO UNASSIGNED_APPLICANTS MANIPULATE
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SELECT *
FROM UNASSIGNED_APPLICANTS
GO

Name: DeleteA pplicantldOnApplicantCredentials

CREATE PROCEDURE ksergis.DeleteApplicantldOnA pplicantCredentials
(@Applicantld char(10), @Credentialsld char(10))
AS

DELETE FROM APPLICANT_CREDENTIALS
WHERE Applicantld = @Applicantld AND Credentialsld = @Credentialsld
GO

Name: DeleteA pplicantldOnA pplicantL anguage

CREATE PROCEDURE ksergis.Del eteA pplicantl dOnA pplicantL anguage
(@Applicantld char(10), @L anguageCode char(10))
AS

DELETE FROM APPLICANT _LANGUAGE
WHERE Applicantld = @Applicantld AND LanguageCode = @L anguageCode
GO

Name: DeleteA pplicantl dOnQualificationA pplicant

CREATE PROCEDURE ksergis.DeleteApplicantldOnQualificationApplicant
(@Applicantld char(10), @QualificationCode char(10))

AS

DELETE FROM QUALIFICATION_APPLICANT

WHERE Applicantld = @Applicantld AND QualificationCode = @QualificationCode
GO

Name: DeleteA pplicantPreference

CREATE PROCEDURE ksergis.DeleteApplicantPreference (@Applicantld char(10),
@PreferenceApplicant char(10))

AS

DELETE FROM APPLICANT_PREFERENCE

WHERE  Applicantld =  @Applicantld AND  PreferenceApplicant =
@PreferenceA pplicant

GO

Name: DeleteApplicants

CREATE PROCEDURE ksergis.DeleteApplicants (@A pplicantld char(10))
AS
DELETE FROM APPLICANT
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WHERE Applicantld = @Applicantld
GO

Name: DeleteCoefficient

CREATE PROCEDURE ksergis.DeleteCoefficient (@Coefficientld char(30))
AS

DELETE FROM COEFFICIENT

WHERE Coefficientld = @Coefficientld

GO

Name: DeleteCommandPreference

CREATE PROCEDURE ksergis.DeleteCommandPreference (@PlaceCode char(10),
@Jobld char(10), @PreferenceCommand char(10), @Applicantld char(10))

AS

DELETE FROM COMMAND_PREFERENCE

WHERE PlaceCode = @PlaceCode AND Jobld = @Jobld AND PreferenceCommand =
@PreferenceCommand AND Applicantld = @Applicantld

GO

Name: DeleteCommands

CREATE PROCEDURE ksergis.DeleteCommands (@CommandCode char(10))
AS

DELETE FROM COMMAND

WHERE CommandCode = @CommandCode

GO

Name: DeleteCredentials

CREATE PROCEDURE ksergis.DeleteCredentials (@Credentialsld char(10))
AS

DELETE FROM CREDENTIALS

WHERE Credentialsild = @Credentiasid

GO

Name: DeleteCredentialsldOnJobCredentials

CREATE PROCEDURE ksergis.DeleteCredentiasidOnJobCredentials  (@Jobld
char(10), @Credentialsld char(10))

AS

DELETE FROM JOB_CREDENTIALS

WHERE Jobld = @Jobld AND Credentialsild = @Credentiasid

GO
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Name: DeleteJobs

CREATE PROCEDURE ksergis.DeleteJobs (@Jobld char(10))
AS

DELETE FROM JOB

WHERE Jobld = @Jobld

GO

Name: Deletel. anguageCodeOnJobL anguage

CREATE PROCEDURE ksergis.Deletel anguageCodeOnJdobLanguage (@Jobld
char(10), @LanguageCode char(10))

AS

DELETE FROM JOB_LANGUAGE

WHERE Jobld = @Jobld AND LanguageCode = @L anguageCode

GO

Name: Deletel anguages

CREATE PROCEDURE ksergis.Deletelanguages (@L anguageCode char(10))
AS

DELETE FROM LANGUAGE

WHERE LanguageCode = @LanguageCode

GO

Name: DeletePlaceCodeOnJobPlace

CREATE PROCEDURE ksergis.DeletePlaceCodeOnJobPlace (@Jobld char(10),
@PlaceCode char(10))

AS

DELETE FROM JOB_PLACE

WHERE Jobld = @Jobld AND PlaceCode = @PlaceCode

GO

Name: DeletePlaces

CREATE PROCEDURE ksergis.DeletePlaces (@PlaceCode char(10))
AS

DELETE FROM PLACE

WHERE PlaceCode = @PlaceCode

GO

Name: DeleteQualificationCodeOnJobQualification

CREATE PROCEDURE ksergis.DeleteQualificationCodeOnJobQualification (@Jobld
char(10), @QualificationCode char(10))
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AS

DELETE FROM JOB_QUALIFICATION

WHERE Jobld = @Jobld AND QualificationCode = @QualificationCode
GO

Name: DeleteQualifications

CREATE PROCEDURE ksergis.DeleteQualifications (@QualificationCode char(10))
AS

DELETE FROM QUALIFICATION

WHERE QualificationCode = @QualificationCode

GO

Name: DeleteRankCodeOnJobRank

CREATE PROCEDURE ksergis.DeleteRankCodeOnJobRank (@Jobld char(10),
@RankCode char(10))

AS

DELETE FROM JOB_RANK

WHERE Jobld = @Jobld AND RankCode = @RankCode

GO

Name: DeleteRanks

CREATE PROCEDURE ksergis.DeleteRanks (@RankCode char(10))
AS

DELETE FROM RANK

WHERE RankCode = @RankCode

GO

Name: DeleteSpecialties

CREATE PROCEDURE ksergis.DeleteSpecialties (@SpeciatyCode char(10))
AS

DELETE FROM SPECIALTY

WHERE SpeciatyCode = @SpecialtyCode

GO

Name: DeleteSpecialtyCodeOnJobSpecialty

CREATE PROCEDURE ksergis.DeleteSpecialtyCodeOnJobSpecialty (@Jobld char(10),
@SpeciatyCode char(10))

AS

DELETE FROM JOB_SPECIALTY

WHERE Jobld = @Jobld AND SpecialtyCode = @SpecialtyCode

GO

298




Name: FindPlaceCodelobld

CREATE PROCEDURE ksergis.FindPlaceCodeldobld (@CommandCode char(10),
@JobName char(30), @PlaceName char(50), @PreferenceCommand int)

AS

SELECT PLACE.PlaceCode, JOB.Jobld

FROM EXPERIENCE_PREFERENCE, JOB, PLACE

WHERE EXPERIENCE PREFERENCE.CommandCode=@CommandCode @ AND
JobName = @JobName AND PlaceName = @PlaceName AND JOB.Jobld

EXPERIENCE_PREFERENCE.Jobld AND PLACE.PlaceCode =
EXPERIENCE_PREFERENCE.PlaceCode AND PreferenceCommand =
@PreferenceCommand

GO

Name: |nsertCoefficient

CREATE PROCEDURE ksergis.InsertCoefficient  (@Coefficientld  char(30),
@CoefficientVaueint) AS

INSERT INTO COEFFICIENT

VALUES (@Coefficientld, @CoefficientValue)

GO

Name: |nsertDate

CREATE PROCEDURE ksergis.InsertDate (@Applicantld char(10), @ReportDate
varchar(10), @DetachDate varchar(10)) AS

DECLARE @d_ReportDate datetime
DECLARE @d DetachDate datetime

SET @d_ReportDate = @ReportDate
SET @d_DetachDate = @DetachDate

UPDATE ASSIGNMENT

SET ReportDate = @d_ReportDate, DetachDate = @DetachDate
WHERE Applicantld = @Applicantld

GO

Name: InsertExperience

CREATE PROCEDURE ksergis.InsertExperience (@Jobld char(10), @Applicantid
char(10), @Experience float) AS

INSERT INTO EXPERIENCE

VALUES (@Jobld, @Applicantld, @Experience)

GO
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Name: SearchCommandName

CREATE PROCEDURE ksergis.SearchCommandName (@UserName varchar(50))
AS

SELECT CommandName, CommandCode

FROM COMMAND

WHERE UserName=@UserName

GO

Name: SearchLastName

CREATE PROCEDURE ksergis.SearchLastName (@UserName varchar(50))
AS

SELECT LastName, Applicantld, DetailerCheck

FROM APPLICANT

WHERE UserName=@UserName

GO

Name: ShowAllAssignmentinfo

CREATE PROCEDURE ksergis.ShowAllAssignmentinfo AS

SELECT ASSIGNMENT.Jobld, JobName, ASSIGNMENT.PlaceCode, PlaceName,
ASSIGNMENT.Applicantld, FirstName, LastName, ReportDate, DetachDate

FROM ASSIGNMENT, JOB, PLACE, APPLICANT

WHERE ASSIGNMENT.Jobld = JOB.Jobld AND ASSIGNMENT.PlaceCode =
PLACE.PlaceCode AND ASSIGNMENT.Applicantld = APPLICANT.Applicantld

GO

Name: ShowAllJobldRelatedData

CREATE PROCEDURE ksergis.ShowAllJobldRelatedData (@Jobld char(10))
AS
SELECT JOB.Jobld, JobName, ExperienceRequired, RankName, LanguageName,
LanguageDegree, SpecialtyName, QualificationName, PlaceName, CredentialsName,
CredentialsGrade
FROM JOB, JOB_RANK, RANK, JOB_LANGUAGE, LANGUAGE, SPECIALTY,
JOB_SPECIALTY, QUALIFICATION, JOB_QUALIFICATION, PLACE,
JOB_PLACE, CREDENTIALS, JOB_CREDENTIALS
WHERE JOB.Jobld = @Jobld AND JOB.Jobld = JOB_RANK.Jobld AND
JOB_RANK.RankCode = RANK.RankCode AND JOB_LANGUAGE.LanguageCode =
LANGUAGE.LanguageCode AND JOB_LANGUAGE.Jobld = JOB.Jobld

AND JOB_SPECIALTY .SpecidtyCode = SPECIALTY .SpecialtyCode AND
JOB_SPECIALTY .Jobld = JOB.Jobld

AND JOB_QUALIFICATION.QualificationCode =
QUALIFICATION.QualificationCode AND JOB_QUALIFICATION.Jobld = JOB. Jobld
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AND JOB_PLACE.PlaceCode = PLACE.PlaceCode AND JOB_PLACE.Jobld =
JOB.Jobld

AND JOB_CREDENTIALS.Credentialsld = CREDENTIALS.Credentiasld
AND JOB_CREDENTIALS.Jobld = JOB.Jobld
GO

Name: ShowA pplicantAddressPhoneData

CREATE PROCEDURE ksergis.ShowApplicantAddressPhoneData (@A pplicantid
char(10))

AS

SELECT FirstName, LastName, MiddleName, UserName, Password, EmailAddress,
CityOrTown, Street, Appartment, ZIP, HomePhoneNumber, CellPhoneNumber,
OtherPhoneNumber

FROM APPLICANT, ADDRESS, PHONE

WHERE APPLICANT.Applicantld = @Applicantild AND ADDRESS.Applicantld
@Applicantid AND PHONE.Applicantld = @Applicantld

GO

Name: ShowApplicantData

CREATE PROCEDURE ksergis.ShowApplicantDataAS
SELECT FirstName, LastName, MiddleName, CityOrTown, Street, Appartment
FROM dbo.APPLICANT, dbo.ADDRESS

WHERE UserName = Request.Form(“UserName’) AND  Password =
Request.Form(* Password”)
GO

Name: ShowA pplicantDataOnJobldFromEXPERIENCE

CREATE PROCEDURE  ksergis.ShowA pplicantDataOnJobl dFromEX PERIENCE
(@Jobld char(10)) AS

SELECT APPLICANT.Applicantld, FirstName, LastName

FROM APPLICANT, EXPERIENCE

WHERE APPLICANT.Applicantld = EXPERIENCE.Applicantld AND
EXPERIENCE.Jobld = @Jobld
GO

Name: ShowA pplicantld

CREATE PROCEDURE ksergis.ShowApplicantld AS
SELECT Applicantld

FROM APPLICANT

GO
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Name: ShowA pplicantldFromUserName

CREATE PROCEDURE ksergis.ShowApplicantildFromUserName (@UserName
char(50))

AS

SELECT Applicantld

FROM dbo.APPLICANT

WHERE UserName = @UserName

GO

Name: ShowA pplicantldL astNameFirstName

CREATE PROCEDURE ksergis.ShowA pplicantldLastNameFirstName AS
SELECT Applicantld, FirstName, LastName, RankName

FROM APPLICANT, RANK

WHERE APPLICANT.RankCode = RANK.RankCode

GO

Name: ShowA pplicantl dL astNameFirstNameOnApplicantld

CREATE PROCEDURE ksergis.ShowA pplicantldL astNameFirstNameOnA pplicantld
(@Applicantld char(10)) AS

SELECT Applicantld, FirstName, LastName

FROM APPLICANT

WHERE Applicantld = @Applicantld

GO

Name: ShowA pplicantldL astNameFirstNameRankNameOnA pplicantld

CREATE PROCEDURE
ksergis.ShowA pplicantldL astNameFirstNameRankNameOnApplicantld (@A pplicantld
char(10)) AS

SELECT Applicantld, FirstName, LastName, RankName

FROM APPLICANT, RANK

WHERE APPLICANT.RankCode = RANK.RankCode AND Applicantld =
@Applicantld

GO

Name: ShowA pplicantldL astNameFirstNameWORank

CREATE PROCEDURE ksergis.ShowA pplicantldLastNameFirstNameWORank AS
SELECT Applicantld, FirstName, LastName

FROM APPLICANT

GO

Name: ShowA pplicantPreferences
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CREATE PROCEDURE ksergis.ShowA pplicantPreferences (@A pplicantld varchar(10))
AS

SELECT PreferenceApplicant, JOB.JobName, PlaceName

FROM APPLICANT_PREFERENCE, JOB, PLACE

WHERE Applicantld=@A pplicantld AND JOB.Jobld
APPLICANT_PREFERENCE.Jobld AND PLACE.PlaceCode
APPLICANT_PREFERENCE.PlaceCode

ORDER BY PreferenceApplicant, PlaceName, JOB.JobName

GO

Name: ShowA pplicantRank Specialty SeaTlimeForRank

CREATE PROCEDURE ksergis.ShowA pplicantRank Specialty SeaT imeForRank
(@Applicantld char (10))

AS

SELECT RankName, SpecialtyName, SeaTimeForRank

FROM APPLICANT, SPECIALTY, RANK

WHERE Applicantld = @Applicantid AND APPLICANT.RankCode =
RANK.RankCode AND APPLICANT.SpeciatyCode = SPECIALTY .SpecialtyCode

GO

Name: ShowCoefficients

CREATE PROCEDURE ksergis.ShowCoefficients AS
SELECT *

FROM COEFFICIENT

GO

Name: ShowCommandCode

CREATE PROCEDURE ksergis.ShowCommandCode AS
SELECT CommandCode, CommandName

FROM COMMAND

GO

Name: ShowCommandsData

CREATE PROCEDURE ksergis.ShowCommandsData AS
SELECT *

FROM COMMAND

GO

Name: ShowCommandsPreferences

CREATE PROCEDURE ksergis.ShowCommandsPreferences (@CommandCode
char(50))
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AS

SELECT JOB.JobName, PlaceName, PreferenceCommand, LastName, FirstName,
RankName

FROM COMMAND_PREFERENCE, JOB, PLACE, APPLICANT, RANK

WHERE COMMAND _PREFERENCE.CommandCode=@CommandCode AND

COMMAND_PREFERENCE.Applicantld = APPLICANT.Applicantld AND
APPLICANT.RankCode = RANK.RankCode AND JOB.Jobld =
COMMAND_PREFERENCE.Jobld AND PLACE.PlaceCode =

COMMAND _PREFERENCE.PlaceCode

ORDER BY PlaceName, JOB.JobName, PreferenceCommand, RankName, LastName,
FirstName

GO

Name: ShowCommandsPreferencesForDelete

CREATE PROCEDURE ksergis.ShowCommandsPreferencesForDel ete
(@CommandCode char(50))
AS

SELECT PlaceName, JOB.JobName, PreferenceCommand, APPLICANT.Applicantid,
LastName, FirstName, RankName, JOB.Jobld, PLACE.PlaceCode

FROM COMMAND_PREFERENCE, JOB, PLACE, APPLICANT, RANK

WHERE COMMAND_PREFERENCE.CommandCode=@CommandCode AND

COMMAND_PREFERENCE.Applicantld = APPLICANT.Applicantld AND
APPLICANT.RankCode = RANK.RankCode AND JOB.Jobld =
COMMAND_PREFERENCE.Jobld AND PLACE.PlaceCode =

COMMAND _PREFERENCE.PlaceCode

ORDER BY PlaceName, JOB.JobName, PreferenceCommand, RankName, LastName,
FirstName

GO

Name: ShowCommandsPreferencesOnPlaceCode

CREATE PROCEDURE ksergis.ShowCommandsPreferencesOnPlaceCode
(@CommandCode char(50), @PlaceCode char(10))
AS

SELECT JOB.JobName, PreferenceCommand, LastName, FirstName, RankName
FROM COMMAND_PREFERENCE, JOB, APPLICANT, RANK

WHERE COMMAND _PREFERENCE.CommandCode=@CommandCode AND
COMMAND_PREFERENCE.Applicanttd =  APPLICANT.Applicantld ~ AND
APPLICANT.RankCode = RANK.RankCode AND JOB.Jobld =
COMMAND_PREFERENCE.Jobld AND COMMAND_PREFERENCE.PlaceCode =
@PlaceCode

ORDER BY JOB.JobName, PreferenceCommand, RankName, LastName, FirstName
GO
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Name: ShowCredentialsGrade

CREATE PROCEDURE ksergis.ShowCredentialsGrade (@Applicantld char(10),
@Credentialsld char(10))AS
SELECT CredentialsGrade
FROM APPLICANT_CREDENTIALS
WHERE Applicantld = @Applicantld
AND Credentialsld = @Credentiasld
GO

Name: ShowCredentialslid

CREATE PROCEDURE ksergis.ShowCredentialsild AS
SELECT Credentialsld, CredentialsName

FROM CREDENTIALS

GO

Name: ShowCredentialsldOnApplicantld

CREATE PROCEDURE ksergis.ShowCredentialsldOnApplicantld (@Applicantld
char(10))AS
SELECT CREDENTIALS.Credentialsld, CredentialsName, CredentialsGrade
FROM CREDENTIALS, APPLICANT, APPLICANT_CREDENTIALS
WHERE APPLICANT.Applicantld = @Applicantld

AND APPLICANT.Applicantld = APPLICANT_CREDENTIALS.Applicantld

AND APPLICANT_CREDENTIALS.Credentialsild = CREDENTIALS.Credentialsid
GO

Name: ShowCredentialsldOnJobld

CREATE PROCEDURE ksergis.ShowCredentialsldOnJobld (@Jobld char(10))

AS

SELECT distinct(JOB_CREDENTIALS.Credentialsld), CredentialsName

FROM CREDENTIALS, JOB_CREDENTIALS

WHERE CREDENTIALS.Credentialsld = JOB_CREDENTIALS.Credentialsld AND
Jobld = @Jobld

GO

Name: ShowCredential sSNameCredential sGradeOnJobld

CREATE PROCEDURE  ksergis.ShowCredentialsNameCredential sGradeOnJobld
(@Jobld char(10))

AS

SELECT CredentialsName, Credential sGrade

FROM JOB_CREDENTIALS, CREDENTIALS

WHERE Jobld = @Jobld AND JOB CREDENTIALS. Credentiasld =
CREDENTIALS.Credentialsid
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| GO

Name: ShowCurrentAssignment

CREATE PROCEDURE ksergis.ShowCurrentAssignment (@Applicantld char(10)) AS

SELECT LastName, FirstName, PlaceName, Placelmage, JobName, ReportDate,
DetachDate
FROM ASSIGNMENT, JOB, PLACE, APPLICANT
WHERE ASSIGNMENT.Applicantld = @Applicantld AND
ASSIGNMENT.Applicantld = APPLICANT.Applicantld

AND PLACE.PlaceCode = ASSIGNMENT.PlaceCode AND JOB.Jobld =
ASSIGNMENT.Jobld
GO

Name: ShowExperienceOnJobldJobName

CREATE PROCEDURE ksergis.ShowExperienceOnJobldJobName (@Jobld char(10),
@Applicantld char(10))AS

SELECT Experience

FROM EXPERIENCE

WHERE Jobld = @Jobld AND Applicantld= @Applicantld

GO

Name: ShowExperiencePerJobOfficer

CREATE PROCEDURE ksergis.ShowExperiencePerJobOfficer AS

SELECT EXPERIENCE.Jobld, JobName, APPLICANT.Applicantld, LastName,
FirstName, Experience

FROM EXPERIENCE, JOB, APPLICANT

WHERE EXPERIENCE.Jobld = JOB.Jobld AND EXPERIENCE.Applicantld =
APPLICANT.Applicantld

GO

Name: ShowExperienceRequired

CREATE PROCEDURE ksergis.ShowExperienceRequired (@Jobld  char(10),
@JobName char(30))

AS

SELECT ExperienceRequired

FROM Job

WHERE Jobld = @Jobld AND JobName = @JobName

GO

Name: ShowJobld
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CREATE PROCEDURE ksergis.ShowJobld AS
SELECT Jobld, JobName

FROM JOB

GO

Name: ShowJobldJobNameFromEXPERIENCE

CREATE PROCEDURE ksergis.ShowJobl dJobNameFromEXPERIENCE AS
SELECT distinct (JOB.Jobld), JobName

FROM EXPERIENCE, JOB

WHERE EXPERIENCE.Jobld = JOB.Jobld

GO

Name: ShowJobldOnPlaceCode

CREATE PROCEDURE ksergis.ShowJobl dOnPlaceCode (@PlaceCode char(10))
AS

SELECT JOB_PLACE.Jobld, JobName

FROM JOB_PLACE, JOB

WHERE PlaceCode = @PlaceCode AND JOB_PLACE.Jobld = JOB.Jobld

GO

Name: ShowJobl dPlaceCodeA pplicantldFromASSIGNMENT

CREATE PROCEDURE ksergis.ShowJobl dPlaceCodeA pplicantl dFromASSIGNMENT
AS

SELECT ASSIGNMENT.Jobld, JobName, ASSIGNMENT.PlaceCode, PlaceName,
ASSIGNMENT.Applicantld, FirstName, LastName

FROM ASSIGNMENT, JOB, PLACE, APPLICANT

WHERE ASSIGNMENT.Jobld = JOB.Jobld AND ASSIGNMENT.PlaceCode =
PLACE.PlaceCode AND ASSIGNMENT.Applicantld = APPLICANT.Applicantld

GO

Name: ShowJobl dPlaceCodeA pplicantldFromA SSIGNMENT ForUpdate

CREATE PROCEDURE
ksergis.ShowJobl dPlaceCodeA pplicantldFromASSIGNMENTForUpdate AS
SELECT ASSIGNMENT.Jobld, JobName, ASSIGNMENT.PlaceCode, PlaceName,
ASSIGNMENT.Applicantld, FirstName, LastName, ReportDate, DetachDate
FROM ASSIGNMENT, JOB, PLACE, APPLICANT
WHERE ASSIGNMENT.Jobld = JOB.Jobld AND ASSIGNMENT.PlaceCode =
PLACE.PlaceCode AND ASSIGNMENT.Applicantld = APPLICANT.Applicantld

AND (ReportDate ISNOT NULL OR DetachDate ISNOT NULL)
GO
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Name: ShowJobl dPlaceCodeA pplicantl dOnA pplicantldFromASSIGNMENT

CREATE PROCEDURE
ksergis.ShowJobl dPlaceCodeA pplicantldOnA pplicantl dFromASSIGNMENT
(@Applicantld char(10)) AS
SELECT ASSIGNMENT.Jobld, JobName, ASSIGNMENT.PlaceCode, PlaceName,
ASSIGNMENT.Applicantld, FirstName, LastName
FROM ASSIGNMENT, JOB, PLACE, APPLICANT
WHERE ASSIGNMENT.Jobld = JOB.Jobld AND ASSIGNMENT.PlaceCode =
PLACE.PlaceCode AND ASSIGNMENT.Applicantld = APPLICANT.Applicantld

AND ASSIGNMENT.Applicantld = @Applicantld
GO

Name: ShowJobl dPlaceCodeA pplicantldOnA pplicantldFromA SSIGNMENTForUpdate

CREATE PROCEDURE
ksergis.ShowJobl dPlaceCodeA pplicantldOnA pplicantl dFromA SSIGNMENT ForUpdate
(@Applicantld char(10)) AS
SELECT ASSIGNMENT.Jobld, JobName, ASSIGNMENT.PlaceCode, PlaceName,
ASSIGNMENT.Applicantld, FirstName, LastName, ReportDate, DetachDate
FROM ASSIGNMENT, JOB, PLACE, APPLICANT
WHERE ASSIGNMENT.Jobld = JOB.Jobld AND ASSIGNMENT.PlaceCode =
PLACE.PlaceCode AND ASSIGNMENT.Applicantld = APPLICANT.Applicantld

AND ASSIGNMENT.Applicantld = @Applicantld
GO

Name: ShowL anguageCode

CREATE PROCEDURE ksergis.ShowLanguageCode AS
SELECT LanguageCode, LanguageName

FROM LANGUAGE

GO

Name: ShowL anguageCodeOnA pplicantld

CREATE PROCEDURE ksergis.ShowL anguageCodeOnApplicantld (@Applicantld
char(10))AS
SELECT LANGUAGE.LanguageCode, LanguageName, LanguageDegree
FROM LANGUAGE, APPLICANT, APPLICANT_LANGUAGE
WHERE APPLICANT.Applicantld = @Applicantld

AND APPLICANT.Applicantld = APPLICANT_LANGUAGE.Applicantld

AND APPLICANT_LANGUAGE.LanguageCode = LANGUAGE.L anguageCode
GO

Name: ShowL anguageCodeOnJobld

CREATE PROCEDURE ksergis.ShowL anguageCodeOnJobld (@Jobld char(10))
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AS

SELECT LANGUAGE.LanguageCode, LanguageName

FROM LANGUAGE, JOB_LANGUAGE

WHERE LANGUAGE.LanguageCode = JOB_LANGUAGE.LanguageCode AND
JOB_LANGUAGE.Jobld = @Jobld

GO

Name: ShowL anguageDegree

CREATE PROCEDURE ksergis.ShowLanguageDegree (@Applicantld char(10),
@L anguageCode char(10))AS
SELECT LanguageDegree
FROM APPLICANT_LANGUAGE
WHERE Applicantld = @Applicantld
AND LanguageCode = @L anguageCode
GO

Name: ShowL anguageNamel anguageDegreeOnJobld

CREATE PROCEDURE ksergis.ShowL anguageNamel anguageDegreeOnJobld
(@Jobld char(10))

AS

SELECT LanguageName, LanguageDegree

FROM JOB_LANGUAGE, LANGUAGE

WHERE Jobld = @Jobld AND JOB LANGUAGE.LanguageCode =
LANGUAGE.LanguageCode
GO

Name: ShowPlaceCode

CREATE PROCEDURE ksergis.ShowPlaceCode AS
SELECT PlaceCode, PlaceName

FROM PLACE

GO

Name: ShowPlaceCodeOnCommandCode

CREATE PROCEDURE ksergis.ShowPlaceCodeOnCommandCode (@CommandCode
char(10))AS

SELECT PlaceCode, PlaceName

FROM PLACE

WHERE CommandCode = @CommandCode

GO

Name: ShowPlaceCodeOnJobld
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CREATE PROCEDURE ksergis.ShowPlaceCodeOnJobld (@Jobld varchar(10))
AS

SELECT JOB_PLACE.PlaceCode, PlaceName

FROM JOB_PLACE, PLACE

WHERE Jobld = @Jobld AND JOB_PL ACE.PlaceCode = PLACE.PlaceCode
GO

Name: ShowPlaceData

CREATE PROCEDURE ksergis.ShowPlaceData AS

SELECT Placelmage, PlaceCode, PlaceName, PLACE.CommandCode, CommandName
FROM PLACE, COMMAND

WHERE PLACE.CommandCode = COMMAND.CommandCode

GO

Name: ShowPlacelmage

CREATE PROCEDURE ksergis.ShowPlacel mage (@CommandCode char(50))

AS

SELECT DISTINCT (PlaceName), Placel mage,
COMMAND _PREFERENCE.PlaceCode

FROM COMMAND_PREFERENCE, JOB, PLACE

WHERE COMMAND _PREFERENCE.CommandCode=@CommandCode AND
PLACE.PlaceCode = COMMAND_PREFERENCE.PlaceCode

ORDER BY PlaceName

GO

Name: ShowPlaceNamePlacel mageCommandNameOnJobld

CREATE PROCEDURE ksergis.ShowPlaceNamePlacel mageCommandNameOnJobld
(@Jobld char(10))

AS

SELECT Placelmage, PlaceName, CommandName

FROM JOB_PLACE, PLACE, COMMAND

WHERE Jobld = @Jobld AND JOB_PLACE.PlaceCode = PLACE.PlaceCode AND
PLACE.CommandCode = COMMAND.CommandCode

GO

Name: ShowQualificationCode

CREATE PROCEDURE ksergis.ShowQualificationCode AS
SELECT QuadlificationCode, QualificationName

FROM QUALIFICATION

GO
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Name: ShowQualificationCodeOnA pplicantld

CREATE PROCEDURE ksergis.ShowQualificationCodeOnApplicantld (@Applicantld
char(10))

AS

SELECT QUALIFICATION.QualificationCode, QualificationName

FROM QUALIFICATION_APPLICANT, QUALIFICATION

WHERE QUALIFICATION.QualificationCode
QUALIFICATION_APPLICANT.QualificationCode AND Applicantld = @Appllcantld
GO

Name: ShowQualificationCodeOnJobld

CREATE PROCEDURE ksergis.ShowQualificationCodeOnJobld (@Jobld char(10))
AS

SELECT distinct(JOB_QUALIFICATION.QualificationCode), QualificationName
FROM QUALIFICATION, JOB_QUALIFICATION

WHERE QUALIFICATION.QuadlificationCode =
JOB_QUALIFICATION.QualificationCode AND Jobld = @Jobld
GO

Name: ShowQualificationNameOnJobld

CREATE PROCEDURE ksergis.ShowQualificationNameOnJobld (@Jobld char(10))
AS

SELECT QualificationName

FROM JOB_QUALIFICATION, QUALIFICATION

WHERE Jobld = @Jobld AND JOB_QUALIFICATION.QualificationCode =
QUALIFICATION.QualificationCode

GO

Name: ShowRankCode

CREATE PROCEDURE ksergis.ShowRankCode AS
SELECT RankCode, RankName

FROM RANK

GO

Name: ShowRankCodeOnJobid

CREATE PROCEDURE ksergis.ShowRankCodeOnJobld (@Jobld char(10))
AS

SELECT distinct(JOB_RANK.RankCode), RankName

FROM RANK, JOB_RANK

WHERE RANK.RankCode = JOB_RANK.RankCode AND Jobld = @Jobld
GO
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Name: ShowRankCodeSpecialtyCodeSeaServiceOnA pplicantld

CREATE PROCEDURE
ksergis.ShowRankCodeSpecialtyCodeSeaServiceOnApplicantld (@Applicantld
char(10)) AS

SELECT RankCode, SpecialtyCode, SeaTimeForRank
FROM APPLICANT

WHERE APPLICANT.Applicantld = @Applicantld
GO

Name: ShowRankData

CREATE PROCEDURE ksergis.ShowRankData AS
SELECT *

FROM RANK

GO

Name: ShowRankNameTimeSeaServiceOnJobld

CREATE PROCEDURE ksergis.ShowRankNameTimeSeaServiceOnJobld (@Jobld
char(10))

AS

SELECT RankName, TimeSeaService

FROM JOB_RANK, RANK

WHERE Jobld = @Jobld AND JOB_RANK.RankCode = RANK.RankCode

GO

Name: ShowRankOnApplicantld

CREATE PROCEDURE ksergis.ShowRankOnA pplicantld (@Applicantld char(10)) AS
SELECT APPLICANT.RankCode, RankName
FROM APPLICANT, RANK

WHERE Applicantild = @Applicantid AND APPLICANT.RankCode =
RANK.RankCode
GO

Name: ShowRankSpecialty SeaServiceOnA pplicantld

CREATE PROCEDURE ksergis.ShowRank Speciaty SeaServiceOnApplicantld
(@Applicantld char(10)) AS

SELECT RankName, SpecialtyName, SeaTimeForRank

FROM APPLICANT, RANK, SPECIALTY

WHERE APPLICANT.Applicantld = @Applicantld AND APPLICANT.RankCode =
RANK.RankCode AND APPLICANT.SpecialtyCode = SPECIALTY .SpecialtyCode
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| GO

Name: ShowSeaTimeForRankOnA pplicantld

CREATE PROCEDURE ksergis.ShowSeaTimeForRankOnApplicantld (@A pplicantld
char(10)) AS

SELECT Applicantld, SeaTimeForRank
FROM APPLICANT

WHERE Applicantld = @Applicantld
GO

Name: ShowSpecialtyCode

CREATE PROCEDURE ksergis.ShowSpecialtyCode AS
SELECT SpecialtyCode, SpecialtyName

FROM SPECIALTY

GO

Name: ShowSpeciatyCodeOnJobld

CREATE PROCEDURE ksergis.ShowSpecialtyCodeOnJobld (@Jobld char(10))

AS

SELECT distinct(JOB_SPECIALTY .SpecialtyCode), SpecialtyName

FROM SPECIALTY, JOB_SPECIALTY

WHERE SPECIALTY .SpeciatyCode = JOB_SPECIALTY .SpecialtyCode AND Jobld
= @Jobld

GO

Name: ShowSpecialtyNameOnJobld

CREATE PROCEDURE ksergis.ShowSpecialtyNameOnJobld (@Jobld char(10))
AS

SELECT SpecialtyName

FROM JOB_SPECIALTY, SPECIALTY

WHERE Jobld = @Jobld  AND JOB_SPECIALTY.SpeciatyCode =
SPECIALTY .SpeciatyCode

GO

Name: ShowSpecialtyOnA pplicantld

CREATE PROCEDURE ksergis.ShowSpecialtyOnApplicantld (@Applicantld char(10))
AS

SELECT SPECIALTY .SpecialtyCode, SpecialtyName
FROM APPLICANT, SPECIALTY
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WHERE Applicantld = @Applicantid AND APPLICANT.SpecidtyCode =
SPECIALTY .SpeciatyCode
GO

Name: UpdateAddressData

CREATE PROCEDURE ksergis.UpdateAddressData (@Applicantld char(10),
@CityOrTown char(50), @Street char(50), @A ppartment char(10), @ZIP char(10))

AS

UPDATE dbo.ADDRESS

SET CityOrTown = @CityOrTown, Street = @Street, Appartment = @Appartment, ZIP
= @ZIP

WHERE Applicantld = @Applicantld

GO

Name: UpdateApplicantData

CREATE PROCEDURE ksergis.UpdateApplicantData (@Applicantld char(10),
@FirstName char(30), @LastName char(30), @MiddleName char(30), @EmailAddress
char(50))

AS

UPDATE dbo.APPLICANT

SET FirstName = @FirstName, LastName = @LastName, MiddleName =
@MiddleName, EmailAddress = @Email Address

WHERE Applicantld = @Applicantld

GO

Name: UpdateApplicantld

CREATE PROCEDURE ksergis.UpdateApplicantld (@Applicantld  char(10),
@UserName char(50))

AS

UPDATE dbo.APPLICANT

SET Applicantld = @Applicantld

WHERE UserName = @UserName

GO

Name: UpdateA pplicantl dSpecialtyRank

CREATE PROCEDURE ksergis.UpdateApplicantldSpecialtyRank  (@Applicantld
char(10), @RankCode char(10), @SpeciatyCode char(10), @SeaTimeForRank float)
AS

UPDATE dbo.APPLICANT

SET RankCode = @RankCode, SpecialtyCode = @SpecialtyCode, SeaTimeForRank =
@SeaTimeForRank

WHERE Applicantld = @Applicantld
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| GO

Name: UpdateCoefficient

CREATE PROCEDURE ksergis.UpdateCoefficient (@Coefficientld  char(30),
@CoefficientVaueint) AS

UPDATE COEFFICIENT

SET CoefficientVaue = @CoefficientVaue
WHERE Coefficientld = @Coefficientld
GO

Name: UpdateCredential sGrade

CREATE PROCEDURE ksergis.UpdateCredentialsGrade (@Applicantld char(10),
@Credentiasld char(10), @CredentialsGrade float)

AS

UPDATE dbo.APPLICANT_CREDENTIALS

SET Credential sGrade = @Credentia sGrade

WHERE Applicantld = @Applicantld AND Credentialsld = @Credentialsld

GO

Name: UpdateExperience

CREATE PROCEDURE ksergis.UpdateExperience (@Jobld char(10), @Applicantid
char(10), @Experience float) AS

UPDATE EXPERIENCE

SET Experience = @Experience

WHERE Jobld = @Jobld AND Applicantld = @Applicantld

GO

Name: UpdateJobl dJobNameExperienceRequired

CREATE PROCEDURE ksergis.UpdateJobldJobNameExperienceRequired (@Jobld
char(10), @JobldNew char(10), @JobName char(30), @ExperienceRequired float)

AS

UPDATE dbo.JOB

SET Jobld = @JobldNew, JobName = @JobName, ExperienceRequired =
@ExperienceRequired

WHERE Jobld = @Jobld

GO

Name: UpdateJobNameExperienceRequired

CREATE PROCEDURE ksergis.UpdateJobNameExperienceRequired (@Jobld char(10),
@JobName char(30), @ExperienceRequired float)
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AS

UPDATE dbo.JOB

SET JobName = @JobName, ExperienceRequired = @ExperienceRequired
WHERE Jobld = @Jobld

GO

Name: Updatel. anguageDegree

CREATE PROCEDURE ksergis.Updatel anguageDegree (@Applicantld char(10),
@L anguageCode char(10), @L anguageDegree float)

AS

UPDATE dbo.APPLICANT_LANGUAGE

SET LanguageDegree = @L anguageDegree

WHERE Applicantld = @Applicantild AND LanguageCode = @L anguageCode

GO

Name: UpdatePhoneData

CREATE PROCEDURE ksergis.UpdatePhoneData (@Applicantld  char(10),
@HomePhoneNumber char(30), @CellPhoneNumber char(30), @OtherPhoneNumber
char(30))

AS

UPDATE PHONE

SET  HomePhoneNumber = @HomePhoneNumber,  CelPhoneNumber =
@CellPhoneNumber, OtherPhoneNumber = @OtherPhoneNumber

WHERE Applicantld = @Applicantld

GO

Name: UpdateUserNamePassword

CREATE PROCEDURE ksergis.UpdateUserNamePassword (@Applicantld char(10),
@UserName char(50), @Password char(50))

AS

UPDATE dbo.APPLICANT

SET UserName = @UserName, Password = @Password

WHERE Applicantld = @Applicantld

GO
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Name: UpdateUserNamePasswordCommand

CREATE PROCEDURE ksergis.UpdateUserNamePasswordCommand
(@CommandCode char(10), @UserName char(50), @Password char(50))

AS

UPDATE dbo.COMMAND

SET UserName = @UserName, Password = @Password

WHERE CommandCode = @CommandCode

GO

317




THISPAGE INTENTIONALLY LEFT BLANK

318



LI1ST OF REFERENCES

William R. Gates and Mark E. Nissen: Two Sided Matching Agents for Electronic
Employment Market Design: Social Welfare Implications, December 2002

Hemant K. Bhargava and Kevin J. Snoap: Reengineering Recruit Distribution in
the U.S. Marine Corps, October 28, 1999.

319



THISPAGE INTENTIONALLY LEFT BLANK

320



INITIAL DISTRIBUTION LIST

Defense Technical Information Center
Fort Belvair, Virginia

Dudley Knox Library
Naval Postgraduate School
Monterey, California

Dr. Daniel R. Dolk

Department of Information Sciences
Naval Postgraduate School
Monterey, California

Dr. Rudy Darken

Department of Computer Science
Monterey, California

321



